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Introduction

A few years ago, when microprocessors were first introduced, computer enthusiasts
and electrical engineers were one and the same. Those of us who lived only to solder
kluge after kluge basked in our glory. Now, however, the prices of completely assem-
bled and packaged systems have plummeted. Today anyone with an interest, almost
regardless of technical capabilities, can own and operate a computer. Buying a com-
puter is now similar to purchasing a television set and the ranks of computer en-
thusiasts have swelled accordingly.

With any popular movement, the available literature reflects the concerns of a ma-
jority of the followers. And, consistent with the popularization of computer science,
the technical emphasis on computer bookshelves has shifted away from hardware
design. Other than introductory texts called, say, How Logic Gates Work, most com-
puter books either treat microcomputer hardware simplistically or attempt to be
“catch-all” cookbooks, sometimes omitting tasty ingredients. Often, the only alter-
natives are engineering texts and trade journals, tedious reading at best.

For a number of years, I have been writing a column for BYTE magazine, and reader
response has shown that there still exists a great deal of interest in hardware design and
do-it-yourself projects. At the same time, I've been painfully aware of the lack of
materials for such people. Most queries come from technical or high school students
who have read all the descriptions and studied the block diagrams, but who crave prac-
tical answers and system examples., Unfortunately, there are very few books I can sug-
gest.

Build Your Own Z80 Computer is a book written for technically minded individuals
who are interested in knowing what is inside a microcomputer. It is for persons who,
already possessing a basic understanding of electronics, want to build rather than pur-
chase a computer. It is not an introductory electronics handbook that starts by describ-
ing logic gates nor on the other hand is it a text written only for engineering students.
While serving to educate the curious, the objective of this book is to present a practical,
step-by-step analysis of digital computer architecture, and the construction details of a
complete and functional microcomputer.

The computer to be constructed is called a Z80 Applications Processor—ZAP com-
puter for short. It is based on the industry standard Zilog Z80 microprocessor chip.
This chip was chosen on the basis of its availability and low cost, as were the other
components for ZAP. To further help the homebrew enthusiast, and for those ex-
perimenters who prefer to start a book at the back, I have listed in Appendix A a com-
pany that supplies parts and programmed EPROMs (erasable-programmable read-only
memory).

I have structured the book as a logical sequence of construction milestones in-
terspersed by practical discussions on the theory of operation. My purpose is twofold:
to help a potential builder gain confidence, and to make the material more palatable
through concrete examples.

Though this is basically a construction manual, considerable effort is given to the
“why's” and “how’s” of computer design. The reader is exposed to various subjects, in-
cluding: the internal architectures of selected microprocessors, memory mapping,
input/output interfacing, power supplies, peripheral communication, and program-
ming. All discussions try to make the reader aware of each individual component's ef-
fect on the total system. Even though I have documented the specific details of the ZAP
computer, it is my intention (and the premise of the book) that the reader will be able
to configure a custom computer, ZAP is an experimental tool that can be expanded to
meet a variety of applications.
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ZAP is constructed as a series of subsystems that can be checked and exercised in-
dependently. The first item to be built is the power supply. This is a good way to test
ability and provide immediate positive reinforcement from successful construction.
The three-voltage supply is both overvoltage and overtemperature protected and has
adequate current for an expanded ZAP system.

Next, the reader learns why the Z80 was chosen for ZAP and the architectural con-
siderations that affect component selection on the other subsystems. A full chapter is
devoted to the Z80 chip. Each control signal is explained in detail and each instruction
is carefully documented.

The hardware construction proceeds in stages with intermediate testing in order to
ensure success. The basic elements of the computer are assembled first and then
checked out. The reader selects which peripherals are to be added. The book contains
sections on the construction of a hexadecimal display, keyboard, EPROM program-
mer, RS-232C serial interface, cassette mass storage system, and fully functional CRT
terminal. In addition, a chapter addresses interfacing the ZAP to analog signals. I pro-
vide specific circuits that can convert ZAP into a digital speech synthesizer or a data ac-
quisition system and data logger.

A special 1 K (1024 bytes) software monitor coordinates the activities of the basic
computer system and the peripherals. Software is explained through flow diagrams and
annotated listings. With this monitor as an integral component, ZAP can function as a
computer terminal, a dedicated controller, or a software development system.

Build Your Own Z80 Computer is a book for hardware people. It cuts through the
theoretical presentations on microcomputers and presents a real “How-to” analysis
suitable for the reader with some electronics experience or for the novice who can call
someone for supervision. From the power supply to the central processor, this book is
written for people who want to understand what they build.

Steve Ciarcia
May 1981
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CHAPTER 1
POWER SUPPLY

It’s not enough to build a central processor card with a little input/output (I/0) and
memory, and call it a computer. From the time you walk over to the computer and flip
the switch, the system is completely dependent upon the proper operation of its power
supply. A book concerned with building a computer system from scratch would be
completely inadequate without a description of how to construct an appropriate power
supply.

Much has been written on the subject of direct current (DC) power supplies. There
are DC to DC and AC (alternating current) to DC converters, switching and shunt
regulators, constant voltage transformers, and so on. It's not my intention to make a
power supply expert out of everyone. Instead, I will outline the design of the specific
DC power supply which we will use to power the Z80 Applications Processor (ZAP).

In large computers, the DC supplies convert enormous amounts of power to run
thousands of logic chips; by necessity, manufacturers choose the most efficient
methods of power conversion. These state of the art methods would be expensive and
difficult for the hobbyist to build in prototype form. Fortunately, the power demands
for ZAP are much less than those of the large computers; we can take advantage of
established design methods while incorporating the latest advances in regulator
technology. Figure 1.1 is a block diagram of the power supply for ZAP.

Each of the three DC supplies necessary to power ZAP consists of three basic
modules: a transformer section to reduce the 120 VAC line voltage to the lower voltage
used by the computer; an input rectifier/filter to convert AC to low ripple DC; and a
regulator which stabilizes the output at a fixed voltage level. Overvoltage protection
circuitry will be discussed separately.

1aMP 5 AMP
FUSE FUSE
o—0"\_o—ndi —c\ o—— f————0 +5 VOLTS
RECTIFIER OVERVOLTAGE (@ samPs
120 VOLTS AC | TRANSFORMER A%2 SERIES PROTECTION
INBUT REGULATOR CIRCUITRY
FILTER
[ ON—— CIRCUIT GND
1 AMP
FUSE POSITIVE OVERVOLTAGE
—oN\e—— SERIES PROTECTION +12 VOLTS
REGULATOR CIRCUITRY @14wp
RECTIFIER
AND
INPUT
FILTER 3 Kk
FUSE
- — o\ o—— NEGATIVE OVERVOLTAGE | 5 —12 VOLTS
SERIES PROTECTION
REGULATOR CIRCUITRY @ 1amp

Figure 1.1 A block diagram of the basic power supply for the Z80 Applications Processor (ZAP).
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120 VOLT
AC
INPUT

The proper specification of the transformer and input filter is often neglected by hob-
byists who overlook the consequences of a poorly designed filter. This is caused, in
part, by the abundant technical information circulated by semiconductor manufac-
turers extolling the virtues of their regulator circuits. One can easily conclude from this
“publicity gap” that the regulation section of the power supply is the only component
worthy of consideration; and in fact, advances in regulator design and the advent of
high-power, three-terminal regulators have reduced the need for the analog designer in
the application. In the past, 25-odd components and considerable calculations were
necessary to produce an adequate voltage regulator. Now, however, the majority of
applications can be accommodated with a single, compact device. Even so, an input
filter section should not be taken lightly and still requires thorough consideration and a
modest amount of computation for each application.

There are three supply voltages necessary to operate ZAP. Each supply incorporates
an input filter section. Because the +5 V supply is the most important, it receives the
most attention. For the purposes of this discussion, we will divide the supply into two
sections: transformer/input filter, and output regulator.

A standard input filter block diagram is shown in figure 1.2. In its simplest form, it

consists of three components that function as follows:

e A transformer that isolates the supply from the power line and reduces the 120 VAC
input to usable, low-voltage AC.

e A bridge rectifier that converts AC to full-wave DC and satisfies the charging cur-
rent demands of the filter capacitor.

e A filter capacitor that maintains a sufficient level between charging cycles to satisfy
the regulator input voltage limitations.

Photo 1.1 720 VAC RMS Photo 1.2 Rectifier waveform. Photo 1.3 Ripple waveform at
input/output waveform of a various loads.
saturated transformer.

TRANSFORMER RECTIFIER CAPACITOR FILTER

J_ DC OUTPUT

s S — - ]

VAN

PRIMARY
SECONDARY

T T0 REGULATOR

3—

AN DN e

PRIMARY INPUT VOLTAGE SURGE CURRENT SURGE CURRENT RATING
SECONDARY QUTPUT VOLTAGE CAPABILITY VOLTAGE RATING
CONTINUOUS CURRENT QUTPUT VOLTAGE DROP RIPPLE VOLTAGE
SECONDARY IMPEDANCE CONTINUQUS CURRENT

RATING

Figure 1.2 A block diagram of a standard input filter.
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DESIGNING AN INPUT FILTER

You would think that specifying the transformer would be the first consideration
when designing a power supply. Yes and no. The approximate output voltage can be
determined by rule of thumb, but the exact requirements are deduced only by a
thorough analysis that proceeds from the desired output voltage back. In practice, the
difference between a reasonable guess and a laborious analysis will be important only
to a person capable of manufacturing his own transformer. In most instances, the hob-
byist will have to rely upon readily acquired transformers with standard output
voltages. For this reason, my approach is predicated on the practical aspects of power
supply design rather than on the minute engineering details that have no real bearing
on the outcome.

A 120 VAC RMS (root mean square) sine wave is applied to the primary of the
transformer. Figure 1.2 illustrates the waveforms anticipated at selected points through
the filter section. Photo 1.1 shows that 120 VAC is actually 340 V peak to peak; care
should be used in the insulation and mounting of components.

The secondary output of the transformer will be a similar sine wave, reduced in
voltage. It is then applied to a full-wave bridge and the waveform will appear as in
photo 1.2. You'll notice a slight flat spot between “humps.” As a result of dealing with
actual electronic components rather than mathematical models, we should be aware of
certain peculiarities. Silicon diodes exhibit threshold characteristics and, in fact, have a
voltage drop of approximately 1 V across each diode. This voltage drop becomes
significant in full-wave bridge designs and, as figures 1.3a, 1.3b, and photo 1.2 il-
lustrate, can accumulate as diodes are added in series. The 2 V loss in the bridge is an
important consideration and should be reflected in the calculations.

The voltage regulator requires a certain minimum DC level to maintain a constant
output voltage. Should the applied voltage dip below this point, output stability is

Figure 1.3 The direction of the current flow through the full-wave bridge.

a) During the positive half of the AC cycle, current flow is through D, and Ds; Di and D

are not conducting. Vo, + Vps = 2 volts.

b) During the negative half of the AC cycle, current flow is through D, and D.; D, and D

are not conducting. Vo: + Vo« = 2 voits.
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4 POWER SUPPLY

severely degraded. Thus, a filter capacitor is used to smooth out the “humps” in the
rectified sine wave. When the diodes are conducting, the capacitor stores enough charge
to maintain the minimum voltage required until the next charge cycle. (In practice, we
wouldn't want to cut it that close.) The input to the transformer is 60 Hz, but because
of the characteristics of full-wave rectification, the charging cycles occur at 120 Hz.
The capacitor charges up during one 8.3 ms cycle, and, as the regulator draws power
from it to satisfy the load demands, it must continue to provide at least the highest
minimum input voltage required by the regulator until the next charge cycle, 8.3 ms
later. This periodic charge/discharge phenomenon is shown in photo 1.3. The
magnitude of the voltage fluctuation between the two peaks of the cycle is referred to
as ripple. The highest magnitude of the waveform including the ripple is designated as
peak voltage. Both are important to remember and are shown in figure 1.4.

VRIPPLE /Z/WY/?

VPEAK A+

0 VOLTS
Veeak=VrippLE+VC

Figure 1.4 Output voltage as a combination of a certain steady-state voitage (Vc) plus a ripple voltage

Given a basic understanding of the individual components at this stage, we can pro-
ceed to the case at hand: a 5 V, 5 A power supply. For reasons we'll discuss later, the
5 V regulator section of this supply will require an absolute minimum of 8.5 V for
proper operation. This means that whatever the magnitude of Veesx and Verepre, the
final V¢ level must not go below 8.5 V, or the regulator will not work. By giving
ourselves some leeway, say Ve = 10 V, we can take a little more poetic license with
the calculations and still produce a good design. Going much above 10 V, while still
satisfying the input criteria, would increase power dissipation and possibly destroy the
regulator. There is an answer to this vicious circle and that's to be conservative. Ex-
perience shows that adding a little insurance is worthwhile.

Now that 10 V is the goal, we can appropriately select the other filter components to
meet it. Figure 1.5 is the filter circuit of our 5 V supply. R; is the resistance of the sec-
ondary winding of the transformer. For a 5 to 8 A transformer, it will average about
0.1 ohms. The first values to recognize follow:

Ve = Veecuraror smivmum weut vorrage = 10V
Iour = lrecuzaror roap = 5 A
Rs = Rerawsrormer seconpary resistance = 0.1 ohms

Veeax can be any voltage up to the maximum input for which the regulator is rated.
However, this will increase the circuit power dissipation. The rule of thumb I use when
designing supplies of this type is that Vegax should be approximately 25% higher than
Ve. In this way, the capacitor value will be kept within reasonable limits. The ratio of
Ve to (Veeax — V) is referred to as the ripple factor of the filter capacitor.

Ve i Veeax — Ve _ 12.5 — 10
£ Ve 10

= 25%

A ripple factor of 25% at 5 A will fall well within the acceptable capacitor ripple cur-
rent ratings and eliminate the need for the hobbyist to dig into manufacturers’ specifi-
cations of capacitors. This ripple factor is arbitrary, but it is best to keep it as low as
possible,



i3 . FULL-WAVE
BRIDGE
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g TRANSFORMER
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AC REGULA-
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Figure 1.5 The input filter circuit of the 5 V power supply.

SIZING THE CAPACITOR
We now know that the capacitor must sustain 10 V from a peak input of 12.5 V.

VpgAx = 12.5 V
Ve=10V } Ve = Veeax — Vrreie
Veiepze = 2.5V

The next consideration is to choose a capacitor that will accomplish this goal. Another
rule of thumb calculation that saves considerable labor is

dt
C= g I
where C = capacitor value in farads = ?
I = maximum regulator current = 5 A
dt = charging time of capacitor = 8.3 ms (120 Hz)

dv = allowable ripple voltage = 2.5V

Plugging in the values of our circuit,

(5)(8.3x10™)

=5 = 16.6X10™ farads

C=

or,
C = 16,600 microfarads (uF)

Generally available commercial electrolytic capacitors have a tolerance of +50 and
—20%. To be on the safe side and to make it easier to find a standard stock compo-
nent, a value of 20,000 uF is better. The added 3,400 uF reduces the ripple by another
0.4 V and gives us a little “insurance.” The only other item to consider with the capaci-
tor is operating voltage. Because the design dictates that Vpeax is 12.5 V, this should
be a satisfactory rating. However, experience shows that transformers end up running
at higher output voltages than labeled and that 12.5 V at 115 VAC hits 13.6 V when
the line voltage goes up to 125 VAC. A capacitor voltage of 15 VDC would appear to
satisfy the requirement, but I recommend using the next increased standard value of
20 VDC.

The capacitor is therefore 20,000 uF at 20 VDC. The rectifier can be a monolithic
full-wave bridge, or it can be four discrete diodes. Note that because a bridge is usual-
ly encapsulated, the four terminals are labeled instead of showing the polarity mark-
ings of the individual diodes. The designations for the four terminals are two AC input
terminals, and a + and — output terminal.

POWER SUPPLY 5



6 POWER SUPPLY

THE RECTIFIER

There are three considerations when choosing a rectifier: surge current rating, con-
tinuous current, and PIV (peak inverse voltage) rating. These choices are not inconse-
quential and must be considered carefully.

When a power supply is first turned on, the capacitor is totally discharged. In fact, it
will instantaneously appear to be a 0 ohm impedance to the voltage source. The only
aspect of the circuit that limits the initial current flow is the resistance of the secondary
transformer windings and the connecting wiring; designers often add a series resistance
to limit surge current.

The surge current in this circuit is

Veeax 12

ISURGE - Rs = _0':-15 =125 A

and the time constant of the capacitor is
7T=Rsy X C=(01)(20X107°) = 2 ms

As a rule of thumb, the surge current will cause no damage to the diode if Isyroe is less
than the surge current rating of the diode and if

7 < 8.3 ms (which it is)

We can't check surge rating until after we choose a diode bridge, but the other two
parameters can be defined.
The bridge can be either of the following:

MOtOfDla MDA 980-2: Ico‘\rr =12 A, ISURG'E = 300 A, pIV = 100 \%
MOtOI'Ola MDA 990-2: ICONT =27 A, Isgmag = 300 A, PIV =100V

Both of the above bridges have a surge current rating of 300 A, so our surge require-
ment is also satisfied.

PIV

PIV (peak inverse voltage) is the maximum voltage that may appear across the diode
before it self-destructs. Diodes, unlike capacitors, are unforgiving; transients will wipe
them out. It is not unusual to have 400 V transients on the 115 VAC input line. This
causes our 12.5 V to shoot up momentarily to 43 V! The bridge rectifier should there-
fore have a minimum PIV rating of 50 V. For a few pennies more, you can get a bridge
rated for 100 PIV. Remember, insurance costs less than computers.

CONTINUOQUS CURRENT

The last consideration is continuous current rating. Whereas the regulator may be
designed for a 5 A output, the particular regulator I have chosen will draw 7 A if
shorted. This is not standard operating procedure, but it can happen. The suggested
standard component would be a 12 A, 50 PIV bridge. A preferred component would be
one rated for 12 A at 100 PIV or, for an additional 15% cost premium, a 27 A at 100
PIV. This last design choice is strictly brute force, but it saves the diode bridge should
the capacitor ever short-out accidentally. A 6 A transformer might put out more than
12 A in a short-circuit mode, but it's unlikely that it would be capable of 27 A. Either
choice will satisfy the design, but only one saves the design from the builder.

THE TRANSFORMER
Now let’s consider the transformer. We have determined the voltage drops across the
various components. The values are used to calculate the required RMS (root mean



square) secondary voltage in the following way:

Ve + V + V,
Viecorms) = — m:;; = Vizeer = Voltage drop across each diode—

(approximately 1 V per diode)

_ 10425+ 20
- 1.414

= 10.25V

In practice, a 10 V, 6 A standard value transformer will be close enough.

The components of the + and —12 V supplies are chosen in a similar manner, with
the exception that required current is only 1 A, and a 200 PIV bridge is recommended
because of the particular rectifier configuration. The finished schematic of the trans-
former and filter section of our computer is illustrated in figure 1.6.

MDA 990-2
2 AC
l= 5 aves
10 VAC _ 4 - B _Ve =10 VOLTS
@ 6 AMPS l VRIPPLE = 2.5VOLTS
= 20,000uF
oAC T 20VDC
. 2 GROUND
120VAC
MDAST0-3
30 VOLT AC
CENTER TaP
@ 2 AMPS Js1 avP
[t - g VC=15 VOLTS
VRIPPLE = 4 VOLTS

2000uF
25vDoC

2000 uF
25voe

I=1amp

J'HL——"—%L—J

Ve:-15VOLTS
VRIPPLE : =4 VOLTS

Figure 1.6 A schematic diagram of a transformer and input filter section.

VOLTAGE REGULATORS

The voltage regulator section of our power supply is the next consideration. All
voltage regulators perform the same task: they convert a given DC input voltage into a
specific, stable DC output voltage and maintain this setpoint over wide variations of
input voltage and output load. The typical voltage regulator, as shown in figure 1.7,
consists of the following:

e a reference element that provides a known stable reference voltage
@ a voltage translation element that samples the output voltage level

® a comparator element that compares the reference and output level to produce an
error signal

e a control element that can utilize this error signal to provide translation of the input
voltage to produce the desired output

The control element depends on the design of the regulator and varies widely. The
control determines the classification of the voltage regulator: series, shunt, or switch-

POWER SUPPLY 7



8 POWER SUPPLY

ing. For the series regulator, the control element regulates the output voltage by
modulating the series element, usually a transistor, and causes it to act as a variable
resistor (figure 1.8). As the input voltage increases, the series resistance Ry also in-
creases, causing a larger voltage drop across it. In this way, the output voltage (Vour) is
maintained at a constant level,

UNREGULATED INPUT SERIES QUTPUT REGULATED
INPUT o— #= CONTROL QUIPUT
VOLTAGE ELEMENT VOLTAGE
4 cCOnNTROL
VOLTAGE
TRANSLA-
TOR
VOLTAGE VREE COMPARATOR
REFERENCE
77 /J?

Figure 1.7 A block diagram of a typical voltage regulator.

a) b)

| |
1
ViNo— ! — o VouT Vin© VouT
P
e
—_—
'Loap
Vourt * ":N'(‘Rs“ 'Lcnn‘) VouT = Vin-Vce

WHERE VCE = (lL0AD) Rg

Figure 1.8 A series control element in the voltage regulator.
a) The series control element acts as a variable resistance, Rs.
b) The series element is most often a transistor.

To accomplish this closed-loop control, a reference comparison and feedback system
is incorporated into the hardware. A fixed and stabilized reference voltage is easily pro-
duced by a zener diode. The current produced is low, however; the device could not
serve as a power regulator by itself.

The voltage translator connected to the output of the series control element produces
a feedback signal that is proportional to the output voltage. In its simplest form, the
voltage translator is a resistor-divider network. The two signals, reference and feed-
back, provide the necessary information to the voltage comparator for closed loop
feedback to occur (figure 1.9). The output of the comparator effectively drives the base
of the series pass transistor so that the voltage drop across the transistor will be main-
tained at a stabilized preset value when subtracted from the input voltage.

Modern power supply designers can still use individual components to construct the
modular elements of a series voltage regulator, but most reserve this laborious
endeavor for specialized applications. The ZAP computer system outlined here re-
quires +5V, +12V, and —12 V. The combined temperature, stability, and drift



tolerances cannot exceeu 5% on any of the three set points. The easiest way to
minimize risk is to reduce the number of circuit components to the bare minimum.
Other designers had the same idea and thus the three-terminal regulator was invented.

Figure 1.10 is the block diagram

of such a device.

————————— ILoap

Vin

COMPARATOR

77

VouT = VIN=-VCE
AND

VCE *lLoaD(Rs!

Vour = VIN -(ILOnataso

77

VouTt

Vout = 1+( :—IZ)WREF}

THIS IF YOU THINK OF IT AS A TRANSISTOR

RESISTANCE

Figure 1.9 A schematic diagram of a series voltage regulator.
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Figure 1.10 A block diagram of a three-terminal voltage regulator.

Basically, a three-terminal regulator incorporates all the individual transistors,
resistors, and diodes into a single integrated circuit. While simple to use, these devices
have a far more complicated internal structure than the series regulator of figure 1.9.
Only three terminals are necessary in applications where the fixed output is a standard
value suchas: 5V, 26V, £8V, £12V, 15 V or =24 V. The three connections
are unregulated DC from our input filter, a ground reference, and finally, regulated DC

output.

THIS IF YOU THINK OF IT AS A SERIES

REGULATED
vout
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Figure 1.11 A block diagram of a 5 A pA78H05

In a three-terminal regulator, the voltage reference is the most important part
because any abnormality or perturbation will be reflected in the output. Therefore, the
reference must be stable and free from noise or drift. More advanced designs use band-
gap reference circuits rather than zener diodes. Because of its complexity, such an ap-
proach is practical only in the integrated circuit (IC) environment. Essentially, a band-
gap reference voltage is derived from the predictable temperature, current, and voltage
relationships of a transistor base-emitter junction.

Another advantage of the three-terminal regulator is that in monolithic circuits,
stable current sources can easily be realized by taking advantage of the good matching
and tracking capability of monolithic components. Also, as in the previous case, the
designer can add as many active devices as necessary without significantly increasing
the IC circuit area. Operation of the reference circuit at a constant current level reduces
fluctuations due to line-voltage variation, Thus, the cutput has increased stability, The
error amplifier is also operated at a constant current to reduce line-voltage influence.

The most important consideration for the hobbyist is that these chips incorporate
protective circuitry, guarding the regulator from certain types of overloads, They pro-
tect the regulator against short-circuit conditions (current limit); excessive input/out-
put differential condition (safe operating area); and excessive junction temperatures
(thermal limit). Of course, all this circuitry is designed to protect the regulator, not the
computer.

CHOOSING A REGULATOR

The 5 A pA78H05 hybrid voltage regulator has all the inherent characteristics of the
monolithic three-terminal regulator (ie: full protective circuitry). Each hermetically-
sealed TO-3 package contains a pA78MO05 monolithic regulator chip driving a discrete
series-pass transistor Q1 and two short-circuit-detection transistors Q2 and Q3 (see
figure 1.11). The pass transistor is mounted on the same beryllium oxide substrate as
the regulator chip, thus insuring nearly ideal thermal transfer between Q1 and the tem-
perature-sensing circuit of the 78M05,
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ELECTRICAL CHARACTERISTICS: T = 25°C, lgyr = 2.0 A unless otherwise specified,

HATBHOSC
CHARACTERISTICS CONDITIONS UNITS
MIN TvP MAX

Output Voltage lpyr=20A Viy =10V 48 50 52 v
Line Regulation ViN=851025V 10 50 my
Load Regulation 1OmASIguT= 50A. ViN=10V 10 50 my
Quiescent Current lour= 0. ViNy = VpuT + 50V 10 mA
Ripple Rejection oyt =10A (=210Hz 50V P-P 60 dB
Output Noise 10 Hz = t= 100 kHe. Viyy - Moyt + 50V 40 BVAMS

Ip=50A 30 v
Dropout Voltage

o= 30A 26 v
Short Crcunt Current Limit Vin = 10V 70 Apk

Figure 1.12 Electrical characteristics of the uA78H05 voltage regulator.

The output circuit is designed so that the worst-case current requirement of the Q1
base, added to the current through R2, always remains below the current-limit thresh-
old of the 78M05. Resistor R1, in conjunction with Q2 and Q3, makes up a current
serse and limit circuit to protect the series-pass device from excessive current drain.

Safe area protection is achieved by brute force and is designed with the hobbyist in
mind. The series-pass transistor is capable of handling the short-circuit current at the
maximum input voltage rating of the 78H05. (See figure 1.12 for the electrical charac-
teristics of the 78HO05.)

The output of the device is nominally 5.0 V but can vary between 4.8 and 5.2 V. Even
though this falls within the 5.0 V =15% tolerance necessary to run the computer, there
might be a problem with the voltage drop in the cabling between the power supply and
the computer. Up to 0.5 V could be lost in the wiring and connectors. Remember that
at5 A, aresistance of only 0.1 ohms can cause a 0.5 V drop. Unfortunately, the 78H05
is a fixed-output device when referenced to ground. If 4.8 V happens to come out,
“that’s all you gets"” (sic). But, in a classic case of engineering razzle-dazzle, we can fool
the regulator by making the ground reference adjustable. Figure 1.13 shows the circuit
that makes this possible. A potentiometer sourced from the —12 V supply creates a
relative-ground reference for the 78HO05. If the particular device in question had an out-
put of 4.95 V, and we adjusted R1 for a potential of 0.20 V on the common regulator
pin, the output referenced to ground would change to 4.95 + 0.20, or 5.15 V, For the
fanatics in the crowd, this particular circuit also allows a high-output device to be
reduced to 5.00 V by selecting an appropriate negative voltage ground reference pin.

1 2
VineuT IN cuT YouTpuT
10 WATBHISKE +5VES%
C'.’_"\“-"'_\‘J
3
2 1uF 1200 R1
35V W >3
SOLID 1K i
TANTALUM — 10uF
2 “T 1o0v
2120
GND %
77
/
FROM 12V

REGULATED OUTPUT

Figure 1.13 Adding "trim adjust’ to the pA78H05 three-terminal voltage regulator.
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12 POWER SUPPLY

With the 5 V supply complete, our next concern is the +12 V and —12 V supplies.
Other devices within the 7800 family of regulators will satisfy the requirements. The
7812 and a 7912 are 1 A positive and negative regulators respectively; they exhibit the
same protection_characteristics as the 78HO0S. Figures 1.14 and 1.15 outline the exact
specifications. Because we are dealing with much lower currents than the +5 V supply,
there is considerably less concern over voltage losses through connecting cables, and it
is unnecessary to add trim adjustment circuitry. Figure 1.16 is the finished schematic of
the ZAP power supply. Additional regulator circuit diagrams (figures 1.17a, b, c and
d) are included to demonstrate how the 7800 series of regulators can be used in our ap-
plication. Are we finished yet? Of course not. Close examination of figure 1.16 shows
two items not discussed previously: heat sinks and overvoltage protection. These two
subjects and a short discussion of the importance of correct layout complete the
chapter.

pA7812
ELECTRICAL CHARACTERISTICS: Vi =19 V, loyT = 500 mA, =55'C < T; € 150°C, Cjpy = 0.33 uF, CouT = 0.1 uF,
uniess otherwise specitied.

CHARACTERISTICS CONDITIONS MIN TYP | MAX | UNITS
Qutput Veltage T)*25°C 1ns 120 125 v
Lime Begu'aron T =25"C 145veyy<aoy 10 120 mv
1BvVeVys22v 30 60 mV
Load Regulation T =25°C SmA<igyr<15A 12 120 mv
250 mA € lgyT < 750 mA a0 60 ny
155VavVins2TV
QOutput Voltage SmASIguT<10A 1.4 126 v
P<15W
Quiescent Current T)=25°C 43 | 60 mA
Quiescent Current Changa with ling VeV <30V 08 mA
with load SmACinuT<10A 05 mA
Output Noise Voltage Ta=25C,10Hz < f < 100 xHz 8 40 luViVout
Ripple Rejection t=120H2 15V V<25V 61 mn d8,
Dropout Voltage louT=10A, T =25'C 20 25 v
Qutput Resistance I=1kHz 18 mil
Short Circurt Current T4=25°C. VN =35V | 018 1.2 A
Peak Qutput Current Ty=25C 1.3 22 33 A
-55"C < Ty<+25°C 04 | mvrcl

Average Temperature Coefficient of Ouiput Voltage | four = SmA

+25°C < Ty < +150°C 03 | Vout

Figure 1.14 Electrical characteristics of the pA7812 voltage regulator.

UATI912
ELECTRICAL CHARACTERISTICS: V iy = -19V, IgyT =500 mA, C)py =~ 2uF,CoyT = TwF, =55°C < T < 150°C, urlen otherwise
specit.ed.
CHARACTERISTICS CONDITIONS [ wmin | tve ] max | units
Output Voluspe Ty=25°C I —11s | —120] —128 v
Lirs Regulation — —145V < V<30V 10| 120 mv
-6V eVy<=-22V 30 60 mV
Load Regulation T,-25°¢ | SmASlour<TSA 12| 120 mv
250 mA < 1o < 750 mA 40| 60 mv
—155VevVNS 27V
Cutput Voltsge SmA<igyT<10A =114 =126 v
psi15W
Qurescent Currant Ty=25°C 1.5 30 mA
ith - o
CHRR - [ withiine 15VEVin<=30V 1.0 mA
[ withiosd | smA<IguT<10A 05 mA
Output Noise Voluge Ta=25°C 10 He <1 < 100 kHz 25 B0 | wViVour
Rippie Rejec:ion f1=120Hz, 15VEVNS -5V 54 60 dB
Dropout Voltsge loutT =1.0A,Ty=25°C 1.1 23 v
-Peak Output Currant Ty=25°C 13 2.1 a3 A
Aversge Temoaerature Cosfficient of - o mv/Cf
Output Voltags lpuT =6mA, -55°C < Ty < 150°C 03 Vour
Shart Circuit Current VIN==35V,T;=25°C 1.2 A

Figure 1.15 Electrical characteristics of the uA7912 voltage regulator.
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Figure 1.16 A schematic diagram of the finished power supply for the ZAP computer.
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14 POWER SUPPLY

LAYOUT IS IMPORTANT

Integrated circuit regulators employ wide-band transistors in their construction to
optimize response. As a result, they must be properly compensated to ensure stable
closed-loop operation. Their compensation can be upset by stray capacitance and line
inductance of an improper layout. Circuit lead lengths should be held to a minimum,
and external bypass capacitors in particular should be located as close as possible to the
regulator control circuit.

Figure 1.18a illustrates a typical layout of the components of our supply, and figure
1.18b details the areas that can cause problems. Improper placement of the input ca-
pacitor can induce unwanted ripple on the output voltage. This occurs when the current
flowing in the input circuit influences the common ground line of the regulator. The
voltage drop produced across R2’ will cause the output of the regulator to fluctuate in
the same manner as the voltage trim circuit we discussed previously. The peak currents
in the input circuit (which consists of the rectifier and filter capacitor) can be tens of
amperes during charge cycles. These high-current spikes can cause substantial voltage
drops on long-lead lengths or thin-wire connections. They can also degrade perfor-
mance to the point that proper input voltage to the regulator cannot be maintained ex-
cept during low-current operation.

The output current loop is also susceptible to circuit layout. In a three-terminal
regulator, the fixed-output voltage Vour(res) is referenced between “out” and “com-
mon" of the chip. Because the load current flows through R2’, R3', and R4', as well as
the load itself, these combined voltage losses may reduce Vour to an intolerable level.
Notice that the ground for this circuit is at point C while the present R load is between
points A and B. If another load, more memory for example, is connected to this supply
between points A and C, it would have a different Voyr. Adjusting the trim setting of
such a seesaw supply can be dangerous; it's possible to have one load completely
within tolerance and another over or under voltage. One last point to consider is that
R4’ serves to negate the purpose of the regulator because it continually reduces Vour as
the load current increases.

TRANSFORMER RECTIFIER REGULATOR
” * IN out
i COMMON ; ™
a} GIN LOoAD '
” 1 E: RLoap
7
Rg. A
” —iN ourt -
\ l COMMON
b) T VOUT (REG) $ Roap
v
“ Wi ouT
>
SR2! ILoap
Rll G H!’
e =
m

Figure 1.18 A typical layout of the power supply components and associated problems.
a) A typical layout.
b) Errors contributed by the layout in figure 1.18a.



Figure 1.19 is the block diagram of a proper layout. All high-current paths should
use heavy wire to minimize resistance and resultant voltage drops. You'll notice now
that the input and output circuit current paths are separated effectively. Note that the
wires from the rectifier go directly to the capacitor and that two wires from the capaci-
tor send power to the rest of the circuit. If you follow this convention and use two
separate pairs of leads, you can eliminate input-circuit induced errors.

Finally, we need to discuss the concept of the single-point ground. One point in the
power supply must be designated as ground; the grounds of all other supplies and loads
are connected to it. In practical terms, the best way to implement this ground connec-
tion is to use a metal strip or several lengths of heavy wire soldered together. The strip
is a ground bus with such a low resistance that a voltage measured between point A
and any place along the bus will be virtually undetectable. Another +5 V bus should
be connected to the output of the supply so that voltage distribution throughout the
circuit is consistent. Use thick wire in power supplies. Even if zero-resistance wire isn't
easily obtainable, always remember—there is no such thing as wire that is too thick!

TRANSFORMER RECTIFIER REGULATOR
A
” IN ouT -
COMMON
v lLoap
Ires
o v
~Ciy U
> RLoap
4—-/ Rl S
m\
| LoAD IS HIGH CURRENT PATH L e
| REG IS LOW CURRENT PATH 622 .43 FOR ALL
lIN IS HIGH CURRENT PATH E;u-\,{gc-,,g NS

Figure 1.19 A block diagram of a proper layout for the power sugply components.

THERMAL CONSIDERATIONS

You've just built the power supply I've outlined, flipped on the power, and every-
thing works. After a few minutes, something happens and the computer suddenly stops
running. Naturally, you start looking around and touching things. Eventually, your
fingers will end up on the regulator chip. Immediately you scream, jump back, and in
the process knock over the computer and your celebration martini. If you are lucky,
your fingers will be the only thing burned!

When not properly cooled, the regulators will protect themselves from destruction
by reducing their output or completely shutting off. In this case, the system could cease
to function, A more catastrophic problem arises from ICs that use all three voltages for
normal operation. Loss of one or more of these voltages could permanently damage the
device. This will never happen if power dissipation is limited and the proper cooling
methods are employed.

The first step is to check the power dissipation of our design with the ratings of the
particular devices. In practical terms, power, expressed in watts, is volts times
amperes:

PD=EXI

In our 5 V regulator we have Ve = 10 V and Vpeax = 12.5 Vat 5 A,

POWER SUPPLY 15



16 POWER SUPPLY

Powory = (Ve — Vour) X 5 A
=(10—-5) X5
=25W

Poreaxy= (Veeax — Vour) X 5 A
= (12.5—5) X 5

=375W

37.5 4+ 25
PD{AVERAG£]= R TR = 31.25W

This means that under full load conditions, about 30 W of heat will be produced by the
78HO05. The device is fortunately rated for 50 W at 25°C and is still capable of handling
30 W up to 75°C.

Although the internal power dissipation is limited, the junction temperature must be
kept below the maximum specified temperature (125 °C) in order for the device to func-
tion at all. To calculate the heat sink required, there are specific equations to solve.

The required thermal data and calculations follow:

Typical 6,c = 2.0  Maximum 8,c = 2.5
Typical 0,4 = 32 Maximum 6;, = 38

T — T
Pomaxy = _Jflf:_x_;_'ﬁ for Oca = Ocs + Osa

Solving for T,
T; — TA + Pn(ﬁﬂ: + 6::.4)

or without a heat sink,

_ TJ(MAX) - TA
PD:MAX) = 8;.4

T, = Ta + Pobia

where T, = junction temperature

T. = ambient temperature
Pp» = power dissipation
0,c = junction to case thermal resistance
6,4 = junction to ambient thermal resistance
Oca = case to ambient thermal resistance
fcs = case to heat sink thermal resistance
0s4 = heat sink to ambient thermal resistance
0 o
b= LpTs ~ IBL=BC _500cw

Because 6, as calculated is less than 6,, from the specification sheet, a heat sink is
defiritely required, and a TO-3 type heat sink of 3.2°C/W is the minimum desired.

Before you size a heat sink for the 78H05, realize that there are two more regulators
and two bridge rectifiers that will need heat sinking. Each 12 V regulator will average
about 5 W dissipation. The diode bridge associated with the +5 V supply (remember
the 2 V drop) dissipates about 10 W while the other is good for 2 W. Therefore, any
heat sinks in the power supply must handle more than 50 W.

WHAT IS THE PRACTICAL METHOD FOR CHOOSING HEAT SINKS?
Choosing a heat sink can be easy or hard depending upon your outlook on rule of



thumb measures. We already know that we need a 50 W heat sink. It's easy to assume
that buying one “rated for 50 W" from a local electronics supply will solve the prob-
lem. What this rating usually means, however, is that if 50 W is applied through a tran-
sistor to this sink, and the ambient temperature is 25°C, the surface temperature of the
sink will climb to 100°C. Fried eggs anyone?

We must not forget that manufacturers’ specs always refer to limiting maximum
junction temperature, not to keeping the case cool enough to touch. Personally, I hate
red-hot power supplies. To get a heat sink that would take our 50 W and stay about
60-70°C would probably mean getting one rated for 200-300 W! Remember that heat
sinks are expensive—and big.

The simplest solution is best. I prefer forced air cooling. Put the 50 W on an
economical heat sink of, say, a 100 W rating and put your money into a good fan. You
can still run through all the calculations and determine how many square inches you
need, but the effect of blowing a little air over a heat sink multiplies its capabilities
enormously.

OVERVOLTAGE PROTECTION

The final area to be addressed in the power supply is overvoltage protection. As
designed by manufacturers, regulators protect themselves by reducing output voltage
or complete shutoff. The chances of computer component damage from low voltage is
miniscule by comparison to overvoltage. It is unlikely to happen, but if the 78H0S5 were
to accidentally short out, as much as 12.5 V would be applied to the +5 V bus. You
could then kiss the computer good-byel

+5 volt OVP 12 volt OVP
D, 5.6V IN3734 D, 13V 1N4743
SCR; 50V 25A 2N682 SCR; 50V B8A 2Ni441
Fuse 6amp fast-blow Fuse 1.5amp fast-blow

The semiconductor components of this
12 volt OVP are reversed in polarity
for the —12 volt OVP.

ovP

REGULATCR 16

FUSE [ COMPUTER

REGULATCR o—c'\.,o—‘__‘ 4 BUS
QUTPUT —I

|
I
|
|
SCRy

1N4004 |,
10uF

| ono S . ' [
L g e |

Figure 1.20 A simple overvoltage protection circuit.

The circuit of figure 1.20 is a simple OVP (over-voltage protector). It can be used as
shown on the 5V and 12 V supplies. The appropriate components are listed in the
tables of figure 1.20. You'll notice that the fuses are rated higher than the output we've
previously discussed. The fuse is for the OV and not to protect the regulators. Unfor-
tunately, the nature of fast-blow fuses is not to pass 5 A, if itis a 5 A fuse, but to open
at 5 A. The fuse must have a higher rating in order to allow circuit operation at 5 A.

POWER SUPPLY 17
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FUSE

FROM INPUT N\ o— REGULATOR ouTPUT
FILTER

Z;

1008
lU.CE,u.F 5608
100V
Z,= 5.6V FOR
5V SUPPLY
= I3V FOR

12V SUPPLY

Figure 1.21 A schematic diagram of a more complex overvoltage protection circuit. The crowbar sec-
tion of the OVP can be located next to the fuse while the OVP sensor Z, is located at the regulator out-
put. This is a preferred placement of the parts if the sensor and clamp can be adequately separated.
Low-current sensor Z, fires SCR, in an overvoltage condition. SCR, in turn fires high-current SCR,. The
combination of SCRs allows considerable leeway in the choice of SCR; since the question of gate cur-
rent becomes less relevant.

Because the short-circuit current of the 78HO05 is 7 A, the 25 A silicon-controlled rec-
tifier (SCR) will certainly make short work of the fuse if it triggers. Figures 1.21 and
1.22 are slightly more complex OVP circuits and can also be used.

N L ouT
< <5600
212K $1owW
21.2K 10k |VTRIGGER
] . ADJUST
a) >
2N3904
d
¢ 2200
S1/2W
FROM
REGULATOR # P . -oT0O LOAD
560
INS14
SCR 2N2904
2N681
$5000
b) 1
l ‘:
TO.OIFF EEIOOR <1
® < GND
Vi

Figure 1.22 Schematic diagrams of adjustable-voltage overvoltage protection circuits.
a) An adjustable-voltage QVP circuit with an internal current amplifier to drive the SCR gate.
b) An alternate circuit for a simple adjustable-voltage OVP circuit.



What does an OVP (often called an “overvoltage crowbar”) do? It monitors a par-
ticular bus voltage and shuts it down if it goes above a predetermined level. OVP cir-
cuits can be designed to trigger 1 mV above our 5% tolerance band. Such circuits are
not only complicated, but they may also create additional problems through accidental
triggerings. The failure modes that are most likely to occur concern a regulator short or
accidentally tying two buses together, for example the +5 V and +12 V. In either
case, the result is a rapid voltage rise on the output lines. As voltage rises above the
zener value, current flows into the SCR gate. At a certain point, usually below where
any components would have been damaged, the SCR fires and shorts the output line to
ground. The excessive current blows the fuse, eliminating the problem regulator or
regulators (both fuses would blow if the +5 V and +12 V were connected). All this
occurs very fast. The test circuit of figure 1.23 demonstrates what happens when the
+5 V OVP suddenly has +12 V applied. Test circuits are the only way you ever want
to see the action of an OVP. If your power supply functions properly, it should never
trigger. The SCR never allows the line to go to 12 V before clamping it to ground. Re-
placing the fuse with a 220 ohm resistor allows multiple applications of the push button
without replacing fuses.

FI PUSH BUTTON

'PRESS TO CREATE OVERVOLTAGE'

$ 1000
<

2208

+5V &

V<O

GND

E: 1008 @
o]
/Q

GND o
VERTICAL INPUT
+2V/0Iv
1ims/cm

Figure 1.23 A test circuit to demonstrate the action of the overvoltage protector.
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CHAPTER 2
CENTRAL PROCESSOR
BASICS

There are many different microprocessors on the market and while instruction
nomenclature is somewhat different for each one, the basic logical computing processes
are similar in all devices, The rule to remember the next time a discussion turns to the
capabilities of two computers is that “a computer is a computer.” I don't wish to imply
that they are all the same, but similarities abound and I would not like to spend a life-
time analyzing instruction sets and interfacing details before choosing one.

1 once had lunch with the designer of one of the largest selling personal computer sys-
tems on the market. Thousands of computers had been sold, generating immense prof-
its for the manufacturer. Our conversation eventually centered on the cost-effective-
ness of his design. I had fanciful thoughts of a design team spending months reducing
component count and analyzing instruction sets to determine minimum memory re-
quirements. In actuality, my designer friend was given two months to come up with a
manufacturable design. The investors’ only question was the price and availability of
the particular components he had chosen. Being an avid personal computer enthusiast,
he simply built a computer around the microprocessor he already owned. The eventual
advertising for his system touted the advanced architecture embodied in the central
processor, but no machine-language programming facility was available to the user. It
had only a high-level language BASIC interpreter and was, from an engineering point
of view, simply a black-box computer. He could have used any microprocessor. So
much for textbook engineering design.

Unfortunately, the hobbyist who is building a microcomputer from scratch, and
who won't be making a black box, has to try to pick a device that is somewhere in the
middle of the performance and capability spectrum. The general rule that all computers
perform similar functions is true, but a printed-circuit board is a luxury. The hobbyist
who has to do all the wiring by hand will surely be interested in efficient design. It's a
fact that some of the more esoteric microprocessors require very expensive peripheral
circuitry. Even devices that seem quite straightforward, with limited instruction sets,
can require 50 or more ICs as interface elements. The ultimate configuration should be
a trade-off between circuit complexity, ease of testing, and component price.

MICROPROCESSOR ARCHITECTURE

The internal architecture of the microprocessor determines the support devices re-
quired to make a microcomputer system. Perhaps the best place to start is to briefly
discuss the major architectural differences.

Definition: A microcomputer is a logical machine that manipulates binary numbers
(data) and processes this information by following an organized sequence of program
steps referred to as instructions.

All microcomputers, like all computers, have the following features:

1. Input — Facilities must exist to allow the entrance of data or instructions.

2. Memory — The program sequence must be stored before and after execution, and
resources must be available to store the result of any computations.

3. Arithmetic logic unit — Performs arithmetic operations on input or stored data.
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4. Control section — Makes decisions regarding program flow and process control
based on internal states of the results of arithmetic computations.

5. Output — The results are delivered to the user or stored in an appropriate
medium.

The microprocessor is the single integrated circuit around which a microcomputer is
constructed. The microprocessor is a device; the microcomputer is a system. In their
least complex form, microprocessors include only the functions of items three and four
and must rely on external devices attached to buses to perform the other tasks. Figure
2.1 is the basic block diagram of an 8-bit microcomputer and shows the interconnec-
tion of these buses and support elements. The computer in figure 2.1 uses six separate
buses: memory address, memory data in and out, I/O address, and data input and out-
put. The microprocessor contains a central processor that consists of the circuitry re-
quired to access the appropriate memory and 17O locations and interpret the resulting
instructions that are also executed in this unit. The central processor also contains the
ALU (Arithmetic and Logic Unit), which is a combination network that performs arith-
metic and logical operations on the data. Additionally, the central processor includes a
control section that governs the operations of the computer, and the various data
registers used for manipulation and storage of data and instructions.

MEMORY
DATA QUT (8)

A
MEMORY DATA REGISTER MEMORY DATA IN (8)
MEMORY
MICROPROCESSOR | :
° MEMORY ADDRESS REGISTER A
V = MEMORY ADDRESS
= (16)
b ARITHMETIC/LEGIC UNIT
ACZ M ULATOR
i
CATA OUT | {1/0 DATA IN
8) I | AnORESS 8)
i8) :
oL™ssT INPUT

Figure 2.1 A basic block diagram of a microcomputer illustrating the data busing concept. Numbers
in parer:~eses are the usual requireg quantity of physical wires to perform bus functions for an 8-bit
microprccessor.
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Actually few microprocessors support six separate buses. The number of pins that
would be required on the IC is out of the question. Instead, to reduce pinouts, compo-
nent manufacturers often combine the data input and output buses and make them “bi-
directional.” During an output instruction, data flows from the microprocessor to the
output device and vice versa during an input instruction. To further cut the number of
pins required on the central processor, the memory address bus can also serve as the
address bus for input and output devices. During input/output instructions, the ad-
dress present on the address lines references a particular input/output device(s). The
resulting reduced configuration is shown in figure 2.2.

The concept of two buses is easy to understand and, from a hardware point of view,
easy to utilize. The buses are time and function multiplexed. That is, during memory
operations, the bits on the address bus refer to a memory location, and data on the data
bus represent the content of memory. The direction of the data flow (to or from the
central processor) is controlled within the microprocessor. Activities with input/out-
put devices are performed in a similar fashion. During those instructions, input or out-
put data and device addresses occupy the buses.



MICROPROCESSOR |

< Ed

- TN memoRy
DATA |
BUS |
(8) :

:} ouTPUT

: ) INPUT

Figure 2.2 A block diagram of a microcomputer utilizing multiplexed bi-directional busing techniques

to reduce pinout.

The number of bus wires can be further reduced by combining both data and address
on the same lines and time multiplexing the data transfer along them. Figure 2.3 il-
lustrates this final configuration. This method requires additional circuit elements to
demultiplex and store pertinent data. The additional external components necessary to
use this architectural feature defeat its purpose and make its use inadvisable for the
hobbyist. There are other microprocessors that are simpler to use.

€%ILE CIMBINATION BI-DIRECTIONAL ADDRESS/DATA BUS

MICROPROCESSOR : e
E
STATUS |
M- TS
NG MEMORY o
AND
CONTROL
LOGIC i ==
N outpuT
|
INPUT
L) R

DERIVED ADDRESS

Figure 2.3 A block diagram of a microcomputer utilizing a single multiplexed bi-directional bus for

both memory and inputfoutput functions.

When building rather than buying a personal computer, the following criteria must
be carefully considered:

1. Circuit complexity — Keep components to a reasonable minimum. The more com-
ponents in a design, the more likelihood of wiring errors and faulty devices.

2. Cost — While cost is important, it should not be the primary consideration. Any
microprocessor function could be simulated by using small scale integrated logic;
however, indirect costs resulting from using 200 chips to replace 3 or 4 LSI (large
scale integration) devices would negate the value of using cheaper parts initially.
On the other hand, in the semiconductor industry, density means dollars. The
more functions a device can provide, and the fewer components necessary to ac-

CENTRAL PROCESSOR BASICS 23



complish these tasks, the higher the price. The level of integration incorporated in
a homebrew computer should fit somewhere in the middle. The ZAP computer
outlined in this book is a prime example of this philosophy. It uses a combination
of cost-effective LSI (large scale integration) and inexpensive SSI (small scale in-
tegration) to produce a computer that the hobbyist can truly build, test, and use.

3. Software compatibility and availability — Building the hardware of a microcom-
puter is only half the job. It must be programmed to perform useful work. Initially,
the builder will by necessity hand code and assemble his own programs. Eventual-
ly, however, the need may arise for the computer to do a task requiring a very
large program which cannot be easily hand assembled. The user must rely upon an
assembler program in a larger machine. The assembler program would, of course,
have to be compatible with the instruction set of the microcomputer.

A further consideration is that personal computer enthusiasts are forever ex-
changing software. It is possible to convert programs to run on any central pro-
cessor, but the effort would be the same as writing the entire program from
scratch. This defeats the purpose of exchanging software. The personal computer
owner should choose a microprocessor that is somewhat compatible with the com-
puters already on the market. My statement that all computers are alike is theoreti-
cally true, but a book on how to build an esoteric one-of-a-kind computer is of lit-
tle practical value.

Each criterion could be analyzed and answered individually, but we must give some
credit to the manufacturers of personal computers for doing some of the thinking for us
already. The fact that so many personal computers are in use has established de facto
standardization of central processor choice. To be compatible with existing software
and to have sufficient documentation available, the builder should consider choosing
among those central processors in commercial use. The four most used microproces-
sors are

1. Intel 8080A

2. Motorola 6800

3. MOS Technology 6502
4. Zilog Z80

As a result of each device's wide following, documentation and software are readily
available. The availability of 8080A compatible software is highest; cost is low, but its
circuit complexity is also the greatest of the above. The 8080A, while described as a
“single-chip computer,” relies on various external drivers and support devices. Its
minimum functional configuration consists of three chips as shown in figure 2.4. Its
central processor bus structure is similar to figure 2.3, but when combined with the
8224 and 8228 support chips, it emulates the more desirable bus architecture outlined in

figure 2.2,
‘> ADDRESS BUS
B080A
PROCESSCR
Bzz4
CLOCK S
BUS
DRIVER
AND ] "
CONTROLLER ) CONTROL BUS

TIMING & STATUS

Figure 2.4 A minimum three-chip 8080A configuration illustrating the necessary support devices. The
control bus contains the timing functions necessary to decode the contents of the data and address
buses.
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The best of both worlds is incorporated within the Z80. Not only does it execute the
complete instruction set of the 8080A, but it also has additional instructions that serve
to make it a very powerful processor. The Z80 bus structure is illustrated in figure 2.5.
The Z80 is slightly more expensive than the other processors listed. However, its re-
duced external circuitry results in an effective cost comparison. Further, the ease of in-
terfacing the Z80 makes it the natural choice when building a microcomputer from

scratch.

ADDRESS BUS
(16)

GATA BUS
8)

1) CONTROL BUS
(133

Figure 2.5 A block diagram of the Zilog Z80 bus structure.
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CHAPTER 3
THE Z80
MICROPROCESSOR

Many books have been written on the software and hardware attributes of the Z80.
Although I am not attempting to duplicate the efforts of other authors, any book
dedicated to the construction of a microcomputer would be incomplete without a sec-
tion describing the processor in some detail. By completely understanding the internal
logic and external control functions of the central processor, you will be able to under-
stand better the way I've designed the rest of the system hardware. You have many op-
tions when constructing a computer from scratch. The deeper your degree of under-
standing, the greater your confidence in the outcome, and it is more likely that you will
add enhancements to your own design.

The ZAP computer allows considerable latitude in the selection of peripheral inter-
facing. The choice depends primarily upon the design philosophy of the system, which
starts with the central processor.

CENTRAL PROCESSOR ARCHITECTURE

The Z80 is a register-oriented microprocessor. Eighteen 8-bit and four 16-bit registers
within the central processor are accessible to the programmer and function as static
programmable memory. These registers are divided into two sets, main and alternate,
each of which contains six general purpose 8-bit registers that may be used either in-
dividually, or as three pairs of 16-bit registers. Also included are two sets of ac-
cumulators and flag registers. Figure 3.1 illustrates the internal architecture of the Z80
central processor. Figure 3.2 shows that within the Z80 there are accumulators and flag
registers, along with general and special purpose registers,

280 CPU BLOCK DIAGRAM
8-81T
DATA BUS
DATA BUS
CONTROL
wst. | 11
INsTRUCTION K REG INTERNAL DATA BUS ALU
DECODE
AND

cPU
CcPU
C:} CONTROL REGISTERS

13

CPU AND >CPU
SYSTEM CONTROL
CONTROL
ADDRESS
T T T CONTROL

SIGNALS
+5V GND CLOCK 16-81T
ADDRESS BUS

Figure 3.1 A block diagram of the internal architecture of the Z80 central processor.
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MAIN REGISTER SET ALTERNATE REGISTER SET

~

ACCUMULATOR FLAGS ACCUMULATOR FLAGS
A F A' F'
1 ]
8 ¢ GENERAL 8 c
0 £ PURPOSE o =
REGISTERS - -
H L H L

INTERRUPT MEMORY

VECTOR REFRESH
! R
INDEX REGISTER IX SPECIAL
PURPOSE
INDEX REGISTER IY REGISTERS

STACK POINTER SP
PROGRAM COUNTER PC

Figure 3.2 Z80 central processor register configuration.

The following is a description of the function and structure of the major components
of the central processor.

I. Registers
A. Accumulators and Flag Registers
The central processor contains two independent accumulator and flag-
register pairs, one in the main register set and the other in the alternate
register set. The accumulator receives the results of all 8-bit arithmetic
and logical operations, whereas the flag register indicates the occur-
rence of specific logical or arithmetic conditions in the processor such
as parity, zero, sign, carry, and overflow. A single exchange instruc-
tion allows the programmer to select either accumulator or flag-regis-
ter pair.
B. General Purpose Registers
There are two similar sets of general purpose registers. The main regis-
ter set contains six 8-bit registers called B, C, D, E, H, and L; the al-
ternate register set also contains six 8-bit registers referred to as B,
C, D, E, H, and L'. For 16-bit operations, these registers can be
grouped in 16-bit pairs (BC, DE, HL or BC’, DE’, HL). A single ex-
change instruction allows the programmer to alternately choose be-
tween the register-pair sets.
C. Special Purpose Registers
1. PC (program counter)
The program counter contains a 16-bit address in memory
from which the current instruction will be fetched. Follow-
ing execution of the instruction, the PC counter is either in-
cremented, if the program is to proceed to the next byte in
memory, or the present PC contents are replaced with a
new value, if a jump or call instruction is to be executed.
2. SP (stack pointer)
The Z80 allows several levels of subroutine nesting
through use of a “stack” and a “stack pointer”: when cer-
tain instructions are executed, or when calls to subroutines
are made, the PC counter and other pertinent data can be
temporarily stored on a stack. A stack is a reserved area of
several memory locations, the top of which is indicated by
the contents of the stack pointer. That is to say, the stack
pointer shows the address of the most recently made entry,
because the memory locations are organized as a last-in,
first-out file. By looking at particular entries in the stack,
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D.

the central processor returns to a main program regardless

of the depth of nested subroutines. Theoretically, the stack

could be 64 K bytes long; however, program space must

not be overwritten by an expanding stack.
IX and IY Index Registers
These registers facilitate table data manipulation. They are two in-
dependent 16-bit registers that hold the base addresses used in indexed
addressing modes, and point to locations in memory where pertinent
data is to be stored or retrieved. Incorporated within the indexed in-
structions is a two's complement signed integer that specifies displace-
ment from this base address.
Interrupt Page Address Register (I)
This is an 8-bit register that can be loaded with a page address of an in-
terrupt service routine, During a mode 2 interrupt program, control
will vector to this page address.
Memory Refresh Register (R)
To enable dynamic memories for the Z80, a 7-bit memory refresh
register is automatically incremented after each instruction fetch.

II. Arithmetic and Logic Unit

Arithmetic manipulations and logical operations are handled eight bits at a time
in the Z80 ALU (arithmetic and logic unit). The ALU communicates internally
to the central processor registers and is not directly accessible by the program-

mer. The ALU performs the following operations:

LEFT or RIGHT SHIFT
INCREMENT
DECREMENT
ADD
SUBTRACT
AND

OR
EXCLUSIVE OR
COMPARE
SET BIT

RESET BIT
TEST BIT

III. Instruction Register and Central Processor Control

The instruction register holds the contents of the memory location addressed by
the PC (program counter) and is loaded during the fetch cycle of each instruc-
tion. The central processor control unit executes the functions defined by the in-
struction in the instruction register and generates all control signals necessary to

transmit the results to the proper registers.
IV. Central Processor Hardware

A.

Figure 3.3 details the pinout of the Z80. It comes in an industry stan-
dard 40 pin dual in-line package. The following is a listing and ex-
planation of the pin functions:

A;—A;s  Three-state output, active high. A,—A,s constitute a
(Address  16-bit address bus. These signals provide the address for

Bus)

Du_D

memory data exchanges (up to 64 K bytes) and for [/O
device data exchanges. /O addressing uses the eight
lower address bits to allow the user to directly select up
to 256 input or 256 output ports. A, is the least signifi-
cant address bit. During refresh time, the lower seven
bits contain a valid refresh address.

7 Three-state input/output, active high, D,—D; consti-

(Data Bus) tute an 8-bit bi-directional data bus which is used for

M1

data exchanges with memory and 170 devices.

Output, active low. M1 indicates that the current ma-

(Machine chine cycle is the operation-code fetch cycle of an in-
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Cycle One) struction execution. Note that during execution of

MREQ
(Memory
Request)

IORQ
(Input/
Output
Request)

RD
(Memory
Read)

WR
(Memory
Write)

RFSH
(Refresh)

HALT
(Halt
State)

WAIT
(Wait)

INT
(Interrupt)

NMI
(Non-
Maskable

2-byte opcodes, M1 is generated as each opcode byte
is fetched. These 2-byte opcodes always begin with
CBH, DDH, EDH, or FDH. M1 also occurs with
IORQ to indicate an interrupt acknowledge cycle.

Three-state output, active low. The memory request
signal indicates that the address bus holds a valid ad-
dress for a memory-read or memory-write operation.

Three-state output, active low. The IORQ signal indi-
cates that the lower half of the address bus holds a valid
170 address for an 1/O read or write operation. An
IORQ signal is also generated with an M1 signal when
an interrupt is being acknowledged to indicate that an
interrupt response vector can be placed on the data bus.
Interrupt acknowledge operations may occur during
"M1 time while I/O operations are prohibited.

Three-state output, active low. RD indicates that the
central processor wants to read from memory or an /O
device. The addressed I/O device or memory should use
this signal to gate data onto the central processor data
bus.

Three-state output, active low. WR indicates that the
central processor data bus holds valid data to be stored
in the addressed memory or 1/O device.

Output, active low. RFSH indicates that the lower
seven bits of the address bus contain a refresh address
for dynamic memories and the current MREQ signal
should be used to do a refresh read to all dynamic
memories.

Output, active low. HALT indicates that the central
processor has executed a HALT instruction and is
awaiting either a nonmaskable or a maskable interrupt
(with the mask enabled) before operation can resume.
While halted, the central processor executes NOPs (no
operation) to maintain memory refresh activity.

Input, active low. WAIT indicates to the Z80 central
processor that the addressed memory or I/0O devices are
not ready for a data transfer. The central processor con-
tinues to enter wait states as long as WAIT is active;
this signal allows memory of I/O devices to be syn-
chronized to the central processor.

Input, active low. The Interrupt request signal is gener-
ated by 1/0 devices. A request will be honored at the
end of the current instruction if the internal software
controlled interrupt enable flip-flop is enabled and if the
BUSRQ signal is not active. When the central pro-
cessor accepts the interrupt, an acknowledge signal
(TORQ during M1 time) is sent out at the beginning of
the next instruction cycle. The central processor can re-
spond to an interrupt in the three different modes.

Input, negative edge triggered. The nonmaskable inter-
rupt request line has a higher priority than INT and is
always recognized at the end of the current instruction,




Interrupt) regardless of the status of the interrupt-enable flip-flop.
NMI forces the Z80 central processor to restart to loca-
tion 00661s. The program counter is automatically saved
in the external stack so that the user can return to the
program that was interrupted. Note that continuous
WAIT cycles can prevent the current instruction from
ending, and that a BUSRQ will override an NMI.

— ~
[ W1 5 %f——- AD
19 32 Al
MREQ ‘T T A2
SYSTEM ) ioRQ <— A3
CONTROL 5] ELEEY
it 22 35
WR T A5
> A6
SR 28 z80 37
RFSH <+ cPU S5 A7 | ADDRESS
“ 38
P 18 T A8 BUS
HALT *+——] (20" A9
— AlD
24 1
WAIT S All
cPU 16 -3—" Al2
CONTROL § i —L E
MM - 5—-"' Ald
=— Al5
R 2
\RESET L ’
— 2
CPU BUS {E,SFQ 25_ - «
CONTROL | BuSAR = [=5= oo
BET Al
e 02
5 = D3 \ paTa
CLOCK = D& [ BuS
+5y __!'l. ja—— 05
29 10
GND 4—*-13 D6
le——= 7

Figure 3.3 Pin configuration for the Z80 microprocessor.

The actual timing of these signals will be discussed in the hardware sections.

V. Z80 Instruction Types
The Z80 can execute 158 separate instructions including all 78 of the 8080A.
They can be grouped as follows:

A. LOAD AND EXCHANGE
Load instructions move data between registers or between registers
and memory. The source and destination of this data is specified
within the instruction. Exchange instructions swap the contents of two
registers.

B. ARITHMETIC AND LOGICAL
These instructions operate on data in the accumulator, a register, or a
designated memory location. Results are placed in the accumulator
and flags are set accordingly. Arithmetic operations include 16-bit ad-
dition and subtraction between register pairs.

C. BLOCK TRANSFER AND SEARCH
The Z80 uses a single instruction to transfer any size block of memory
to any other group of contiguous memory locations. The block search
uses a single command to examine a block of memory for a particular
8-bit character,

D. ROTATE AND SHIFT
Data can be rotated and shifted in the accumulator, a central pro-
cessor register, or memory. These instructions also have binary-coded
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decimal (BCD) handling facilities.

E. BIT MANIPULATION
Bit manipulation includes set, reset, and test functions. Individual bits
may be modified or tested in the accumulator, a central processor, or
memory. The results of the test operations are indicated in the flag
register.

F. JUMP, CALL AND RETURN

A jump is a branch to a program location specified by the contents of
the program counter. The program counter contents can come from
three addressing modes: immediate, extended, or register indirect. A
call is a special form of jump where the address following the call in-
struction is pushed onto the stack before the jump is made. A return is
the reverse of the call. This category includes special restart instruc-
tions.
G. INPUT AND OUTPUT
These instructions transfer data between register and memory to ex-
ternal I/O devices. There are 256 input and 256 output ports avail-
able. Special instructions provide for moving blocks of 256 bytes to or
from 1/0 ports and memory.
H. CPU CONTROL
These instructions include halting the CPU or causing a NOP (no
operation) to be executed. The ability to enable or disable interrupt in-
puts is a further control capability.
VI. Instruction and Data Formats

Memory for the Z80 is organized into 8-bit quantities called bytes (see figure

3.4). Each program byte is stored in a unique memory position and is referenced

by a 16-bit binary address.

Total direct addressing capability is 65,536 bytes (64 K) of memory, which
may be any combination of ROM (read-only memory), EPROM (erasable-pro-
grammable read-only memory), or programmable memory. Data is stored in
the formats of figure 3.5.

D7 b6 D5 D4 D3 D2 DI 0o

1 | 1 | I I 1

Msg LSB
(MOST SIGNIFICANT BIT) (LEAST SIGNIFICANT BIT)

Figure 3.4 Organization of a data byte in the Z80.

SINGLE-BYTE INSTRUCTIONS THREE-BYTE INSTRUCTIONS
BYTE 1 | D7 ————— D0 | 0PCODE BYTE1 | D7 ——— 00 | OPCODE
.
FREEE DATA OR
ADDRESS
TWO-BYTE INSTRUCTIONS FOUR-BYTE INSTRUCTIONS
DATA OR e
BYiE2 ADDRESS ~ BYTE2 |07 ————00

DATA OR
ADDRESS

Figure 3.5 Machine-language instruction formats for the Z80.
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VII. Z80 Status Flags
The flag register (F and F’) supplies information to the user regarding the status
of the central processor at any given time. There are four testable and two
nontestable flag bits in each register. Figure 3.6 shows the position and identity

of these flag bits.

BIT7 BITE& BIT5 BIT4 BIT3 BIT2 BIT1 BITO

S Z X H X P/V N c

Lsse

C=CARRY FLAG
N=ADD/SUBTRACT FLAG
P/¥=PARITY /OVERFLOW FLAG
H=HALF-CARRY FLAG
2=2EROQ FLAG

S=SIGN FLAG

K =NOT USED

Figure 3.6 Position and identity of status flag bits in the flag register.

Instructions set (flag bit = 1) or reset (flag bit = 0) flags in a manner rele-
vant to the particular operation being executed.

VIII. The Z80 Instruction Set
The following symbols and abbreviations are used in the subsequent description

of the Z80 instructions:

Symbol

accumulator
address
high-order address
low-order address
data

high-order data
low-order data
port

r,

n

nn

d

b

e

cc

XXH

qq
ss

Meaning

Register A

A 16-bit address quantity

The most significant 8 bits of the 16-bit address
The least significant 8 bits of the 16-bit address
An 8- or 16-bit quantity

The most significant 8 bits of the 16-bit data
The least significant 8 bits of the 16-bit data

An 8-bit address of an I/O device

One of the registers A, B, C, D, E, H, or L

A 1-byte expression in the range of 0 thru 255

A 2-byte expression in the range of 0 thru 65,535
A 1-byte expression in the range of —128 to 127
An expression in the range of 0 thru 7

A 1-byte expression in a range of —126 to 129
The state of the flags for conditional JR and JP instructions:

cc Condition Relevant Flag
000 NZ non zero Z

001 Z zero Z

010 NC non carry C

011 C carry &

100 PO parity odd P/V

101 PE parity even P/V

110 P sign positive S

111 M sign negative S

Denotes hexadecimal address value
Any one of the register pairs BC, DE, HL, or AF
Any one of the register pairs BC, DE, HL, or SP
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pp Any one of the register pairs BC, DE, IX, or SP
T Any one of the register pairs BC, DE, 1Y, or SP
s Any of r, n, (HL), (IX+d), or (IY+d)
dd Any one of the register pairs BC, DE, HL, or SP
m Any of r, (HL), (IX+d), or (IY+d)
(HL) Specifies the contents of memory at the location addressed
by the contents of the register pair HL
(nn) Specifies the contents of memory at the location addressed
by the 2-byte expression in nn
PC Program counter
SP Stack pointer
t An expression in the range of 0 thru 7.
C,N,P/V,H,Z,S Condition flags:
C Carry
N Add/Subtract
P/V Parity/Overflow
H Half-Carry
Z Zero
S Sign
- “is transferred to”
A Logical AND
& Exclusive OR
v Inclusive OR
+ Addition
- Subtraction
- “is exchanged with”
EIGHT-BIT LOAD GROUP
IDr, 1
r—r
The contents of any register r’ are loaded into any other register r.
1 1 I I I 1 |
0 le—r—t<—1'—s
| | | | 1 L |
Cycles: 1
States: 4
Flags: none
IDr, n
r—n
The 8-bit integer n is loaded into any register r.
1 I I 1 I I 1
0 Q-—yp—=1 1 0
| 1 L | 1 1 1
1 1 I U i I 1
gydeS: 2 N IR | i’ R LA |
tates: 7
Flags: none
LD r, (HL)
r — (HL)

The 8-bit contents of memory location (HL) are loaded into register r.

1 ] ] I 1 1 I
1"‘*'--}"—'-"*1I 1l

0 0




Cycles: 2
States: 7
Flags: none

LD r, (IX+d)

r = (IX+d)
The operand (IX+d) (the contents of the Index Register IX summed with a
displacement integer d) is loaded into register r.

T T T T T
110111 1
St Ly M Srep St
T T T T T
( 1t pi— 10
Cycles: 5 ST SR TR SR W S|
States: 19 | R ) s e e
Flags: none - d -
[ R M S T SR 8
LD r, (IY+d)
r — (IY+d)

The operand (IY +d) (the contents of the Index Register IY summed with a
displacement integer d) is loaded into register r.

1 I 1 1 I i I
i L 1 321 % @ 1
1 L 1 1 1 1 1
i I I 1 I 1 1
0 lw——pe——e1 1 0
Cycles: 5 VAR S S N W VA
States: 19 | ST (RN ) [N (R G |
Flags: none < d .
1 1 1 1 | 1 1
LD (HL), r
(HL) - r

The contents of register r are loaded into the memory location specified by
the contents of the HL register pair.

1 | I ] I ] I
0111 0=e—r—

| 1 | 1 L 1 L

Cycles: 2

States: 7

Flags: none

LD (IX+d), r
(IX+d) - r

The contents of register r are loaded into the memory address specified by the
contents of Index Register IX summed with d, which is a two's complement
displacement integer.

ey e ool SN T T
11011101
L 1 L 1 1 | 1

1 _t._ 1T _T1 T 1T
G 1 1 1 §=—p—
N AU N T NS ||

Cycles: 5
States: 19 LN q L )
Flags: none 1 | [ 1 1 1 L
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LD (IY+d), r
(IY+d) ~ r
The contents of register r are loaded into the memory address specified by the
sum of the contents of the Index Register IY and d, a two’s complement
displacement integer,

S S D (o B
112 1 1. ¥ 3 @ 1
[ (e

1 1 1 ]

| P T R e (R G|
0111 0<*—r—

Cycles: 5
States: 19 ) IR B PR PR S|
Flags: none

LD (HL), n
(HL) = n
Integer n is loaded into the memory address specified by the contents of the
HL register pair.

T T 1
10110
| !

1 1

00 1

I
1 L |

1 1T 1 1 T 1
n

Cycles: 3
States: 10
Flags: none

1 | L 1 1 L 1

LD (IX+d), n
(IX+d) = n
The n operand is loaded into the memory address specified by the sum of the
contents of the Index Register IX and the two's complement displacement

operand d. ——
11011101
L 1 1 1 1 1 1
] I I ] I 1 |
c 0110110
O W Yty Bl At i
i I 1 1 1 I 1
" q .
O N s S (P B
Cycles: 5
States: 19 T LN
Flags: none T T R
LD (IY+d), n
(IY+d) — n

Integer n is loaded into the memory location specified by the contents of the
Index Register IY summed with a displacement integer d.

] L} I T T 1 I
11111101
PN Y TR N T

T 1T T T 7 0
OOIIIIOIIO

_ I 1 _l_d | ] 1 ]
Cycles: 5
States: 19 - T ke R PR B
Flags: none L T
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LD A, (BO)

A — (BC)
The contents of the memory location specified by the contents of the BC
register pair are loaded into the Accumulator.

GRS e By nse: gET e
0 0001O0T10
IS TR TR TR T S

Cycles: 2
States: 7
Flags: none

LD A, (DE)

A — (DE)
The contents of the memory location specified by the register pair DE are
loaded into the Accumulator.

| G [ oy s e e
00011010
S RS [ S ST

Cycles: 2
States: 7
Flags: none

LD A, (nn)

A — (nn)
The contents of the memory location specified by the operands nn are loaded

into the Accumulator. The first n operand is the low-order byte of a 2-byte
memory address.

L L L L
001 11010

1 |

1

Cycles: 4

States: 13 PRI ")

Flags: none L1 L
LD (BC), A

(BC) — A

The contents of the Accumulator are loaded into the memory location
specified by the contents of the register pair BC.

QPP e e e ek e
000DN0ODO0O0OT10Q0
A A T TR

Cycles: 2
States: 7
Flags: none

LD (DE), A

(DE) — A
The contents of the Accumulator are loaded into the memory location
specified by the DE register pair.

T T T T T
0 001 0O01@O0O0

Cycles: 2
States: 7
Flags: none
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LD (nn),

LDA,I

LDA,R

LDI A

A
(nn) — A
The contents of the Accumulator are loaded into the memory address
specified by the operands nn. The first n operand is the low-order byte of
operand nn.
p || L 1 ] ] | I
001 10010
| | | | 1 | ]
T 1 I I 1 1 I
- n -
| ] | | | | 1
Cycles: 4
States: 13 _,_' : 'n_' O >
Flags: none A (S T (I, (S,
A-1
The contents of the Interrupt Vector Register I are loaded into the
Accumulator.
1 ¥ T T I 1 1
11101101
| | | | R [ |
1] 1 1 1 1 ] 1
01 01 0111
Cycles: 2 [T DR SO SR SUUN R
States: 9
Flags: S.Z,H,N,P/V
S: set if I < 0; reset otherwise
Z: set if [=0; reset otherwise
H,N: reset
P/V: contains contents of IFF2
A-R
The contents of Memory Refresh Register R are loaded into the Accumulator.
L
1’1101 101
| | )| 1 ] | 1
I 1 T 1 1 I 1
States: 9 e
Flags: S,Z,H,N,P/V
S: set if R < 0; reset otherwise
Z: set if R=0; reset otherwise
H,N: reset
P/V: contains contents of IFF2
I—A
The contents of the Accumulator are loaded into the Interrupt Control Vec-
tor Register I.
I I 1 ] I 1 1
1 1101101
1 1 | 1 1 | |
1] I 1 I I 1 1
gty?es: 3 0!.11010[0[1_[1!1
ates:

Flags: none



LDR, A
R—A

The contents of the Accumulator are loaded into the Memory Refresh

Register R.

Cycles: 2
States: 9
Flags: none

r—T—T"T T 11
11101101
R g (et Wt [t (A |

T T T T ]
Olllolollllrlll

SIXTEEN-BIT LOAD INSTRUCTIONS

LD dd, nn
dd = nn

The 2-byte integer nn is loaded into the dd register pair, where dd defines the
BC, DE, HL, or SP register pairs, assembled as follows in the object code:

Pair
BC
DE
HL
SP
Cycles: 3
States: 10
Flags: none
LD IX, nn
IX = nn

dd
00
01
10
11

T T T T T 1T
0 0ddoOoO0O01
T N T N |

Integer nn is loaded into the Index Register IX.

Cycles: 4

States: 14

Flags: none
LD 1Y, nn

IY — nn

I I I 1 i I I
11011101
| ] 1 ] | S B
T T T T T T T
001 00O0O0OT1
1 ] ] 1 ] ] ]

T T T T T T T

= n
[ L1 1 ] ]
T T 1 T T |

-+ n -
] ] i ] ] -

Integer nn is loaded into the Index Register IY.

Cycles:
States:
Flags:

4
14
none

11111101

00010000 1

| 1 1

l | I T | 1
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LD HL, (nn)

H — (nn+1), L — (nn)

The contents of memory address nn are loaded into register L, and the con-
tents of the next highest memory location (nn+1) are loaded into register H.

Cycles:
States:
Flags:

LD dd, (nn)

5
16
none

000101010

T

ddy ~ (nn+1), dd; — (nn)

The contents of address nn are loaded into the low-order portion of register
pair dd, and the contents of the next highest memory address (nn+1) are

loaded into the high portion of dd.

Cycles:
States:
Flags:

LD IX, (nn)

IXy =~ (nn+1), IX; ~ (nn)
The contents of the address nn are loaded into the low-order portion of Index
Register IX, and the contents of the next highest memory address (nn+1) are

6
20
none

11101101
1 | | 1 | | |
Ullldldlll ] |1
1 [ [ 1 [l 1 |
1 1 I 1] 1 ] 1
-+ n e
1 | 1 | | | |
1 1 ] ] I 1 i
< n o
1 1 ] 1 1 | |

loaded into the high-order portion of IX.

Cycles:
States:
Flags:

LD IY, (nn)

6
20
none

g 1 10y

1 1 | l 1

Eir sk

)

T

IYy — (nn+1), IY; ~ (nn)

The contents of address nn are loaded into the low-order portion of Index
Register IY, and the contents of the next highest memory address (nn+1) are

loaded into the high-order portion of IY.




LD (nn),

LD (nn),

LD (nn),

LD (nn),

R B e Sa e g
11111101
IS TR SRR TR N T

e B R B e B
00101010
PR TR T TN TS S

Cycles: 6 NN NN SR SR S B
States: 20 —— T
Flags: none - >

l | 1 Ll | L
HL

(nn+1) = H, (nn) — L
The contents of register L are loaded into memory address nn, and the con-
tents of register H are Ioaded into the next highest address location nn+1.

I Ll 1 1 I i I
00100010
| P L S

1

Cycles: 5

States: 16 ) (ST Y D) | -
Flags: none WL =
dd

(nn+1) — ddy, (nn) — dd,
The low-order byte of register pair dd is loaded into memory address nn; the
upper byte is loaded into memory address nn+1.

I 1 T 1 1 1 Ll
11101101

1 | 1 B 1 |

T T T 1
01 ddoO0171

Cycles: 6 —Tr T )
States: 20 - :
T N S, Y (S T
Flags: none
I I 1 ] 1 I 1
< n -
1 | | ] | 1 1
IX

(nn+1) — IXy, (nn) — IX;
The low-order byte in Index Register IX is loaded into memory address nn;
the upper-order byte is loaded into the next highest address nn+1.

1101110 1

| 1 i 1 1 1 1

001000 10

Cycles: 6 T T T T T 1
States: 20 - s |:
Flags: none —l .
I ] T ] 1 1 T
= n -
[T T TR TS N
IY

(nn+1) — IYg, (nn) — 1Y,
The low-order byte in Index Register 1Y is loaded into memory address nn;
the upper-order byte is loaded into memory location nn+1.
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- n >
1 1 | 1 1 L 1
Cycles: 6
States: 20 - - n L -
Flags: none IR TR M N SO T |
LD SP, HL
SP — HL

The contents of the register pair HL are loaded into the SP (stack pointer).

I I 1 1 T I I
Cycles: 1 111|1|111|0|0|1
States: 6
Flags: none
LD SP, IX
SP — IX
The 2-byte contents of Index Register IX are loaded into the SP (stack
pointer).
I I i L] i i ]
11011101
] | L 1 L 1 1
Cycles: 2 — T
States: 10 11111001
Flags: none I TR N T
LD SP, IY
SP ~ 1Y
The 2-byte contents of Index Register IY are loaded into the SP (stack
pointer).
1 I 1 1 1 I 1 i 1 1 1 1 0 1 1
| 1 L 1 1 1 1
Cycles: 2 T T T T T
States: 10 11111001
Flags: none e
PUSH qq

(SP—2) ~ qq,, (SP—1) - qq,

The contents of the register pair qq are pushed into the external memory
LIFO (last-in, first-out) Stack. The Stack Pointer (SP) register pair holds the
16-bit address of the current “top” of the Stack. This instruction first
decrements the SP and loads the high order byte of register pair qq into the
memory address now specified by the SP; then decrements the SP again and
loads the low order byte of qq into the memory location corresponding to
this new address in the SP.
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Cycles: 3 lllfqlqlolltoll
States: 11 IR R M N B B
Flags: none




PUSH IX

PUSH IY

POP qq

POP IX

(SP=2) = IX;, (SP—1) — IXy

The contents of the Index Register IX are pushed into the Stack. This instruc-
tion first decrements the SP and loads the high-order byte of IX into the
memory address now specified by the SP; it then decrements the SP again
and loads the low-order byte into the memory location corresponding to this
new address in the SP.

1I1IOI1I1|1|011

1 I
Cycles: 3 11 IIOIOIIIOII
States: 15 R
Flags: none

(SP=2) — 1Y, (SP—1) — IYu

The contents of the Index Register I'Y are pushed into the Stack. This instruc-
tion first decrements the SP and loads the high-order byte of 1Y into the
memory address now specified by the SP; it then decrements the SP again
and loads the low-order byte into the memory location corresponding to this
new address in the SP.

11171 110 1
|

1 T 1 T 1 I 0 IO i 1 i I 1
Cycles: 4 PR R NN R 0 I
States: 15

Flags: none

qq, — (SP+1), qq, — (SP)

The top 2 bytes of the Stack are popped into register pair qq. This instruction
first loads into the low-order portion of qq the byte at the memory location
corresponding to the contents of SP; then SP is incremented and the contents
of the corresponding adjacent memory location are loaded into the high-
order portion of qq, and the SP is now incremented again.

1|1|qlql0|0|0|1
L1111

Cycles: 3
States: 10
Flags: none

IXy ~ (SP+1), IX; ~ (SP)
The top 2 bytes of the Stack are popped into Index Register IX. This instruc-
tion first loads into the low-order portion of IX the byte at the memory loca-
tion corresponding to the contents of SP; the SP is incremented and the con-
tents of the corresponding adjacent memory location are loaded into the
high-order portion of IX. The SP is now incremented again.

1 |1 10 ll |1 ll IO I1

| 1 1

1 I i I T 1 1
Cycles: 4 1 1100001
States: 14 e
Flags: none

THE Z80 MICROPROCESSOR 43



44 THE Zg0 MICROPROCESSOR

POP IY

IYy — (SP+1), IY, — (SP)
The top 2 bytes of the Stack are popped into Index Register IY. This instruc-
tion first loads into the low-order portion of 1Y the byte at the memory loca-
tion corresponding to the contents of SP; then the SP is incremented and the
contents of the corresponding adjacent memory location are Joaded into the
high-order portion of IY. The SP is now incremented again.

Cycles:
States:
Flags:

4
14
none

1

I 1 I
1 111
S

1

0
L1

1

1

S e A I
1 10000
R S T |

1
!

EXCHANGE, BLOCK TRANSFER AND SEARCH GROUP

EX DE, HL

DE -~ HL
The 2-byte contents of register pairs DE and HL are exchanged.

Cycles: 1

States: 4

Flags: none
EX AF, AF

AF - AF

1

T T T T 1
1101011
IS S WS T

The 2-byte contents of the register pairs AF and AF are exchanged.

Cycles:
States:
Flags:

EXX

1
4
none

I I 1 | 1 ] I
0 00O01O0O0TOD
1 | | 1 1§ 1 1

(BC) - (BC"), (DE) — (DE’), (HL) - (HL’)

Each 2-byte value in register pairs BC, DE, and HL is exchanged with the

2-byte value in BC’, DE’, and HL' respectively.

Cycles:
States:
Flags:

1
4
none

I 1 I ¥ 1 I i
11011001
1 1 1 1 1 1 1




EX (SP), HL

H ~ (SP+1), L -~ (SP)

The low-order byte contained in register pair HL is exchanged with the con-
tents of the memory address specified by the contents of register pair SP, and
the high-order byte of HL is exchanged with the next highest memory address
(SP+1).

T T T T T
11100011
N A RS el B

Cycles: 5
States: 19
Flags: none

EX (SP), IX

IXy «~ (SP+1), IX; — (SP)

The low-order byte in the Index Register IX is exchanged with the contents of
the memory address specified by the contents of register pair SP, and the
high-order byte of IX is exchanged with the next highest address (SP+1).

I ki 1 T I I
11011101
1 1 1 l 1 1

1

I I I 1 I I I
Cycles: 6 11100011
States: 23 e
Flags: none

EX (SP), IY

LDI

IYy —= (SP+1), IY, —~ (SP)

The low-order byte in Index Register I'Y is exchanged with the contents of the
memory address specified by the contents of register pair SP, and the high-
order byte of IY is exchanged with the next highest memory address.

I ] 1 I 1 1 1
11111101
1 1 1

I I
Gl 8 11100011
States: 23 et
Flags: none

(DE) — (HL), DE — DE+1, HL — HL+1, BC — BC-1

A byte of data is transferred from the memory location addressed by the con-
tents of the HL register pair to the memory location addressed by the contents
of the DE register pair. Then both register pairs are incremented and the BC
(byte counter) register pair is decremented.

I I I T 1 1 1
L 3@ 32 30 1
l 1 1 1

L 1 Il

I 1 I I 1 I I
Cycles: 4 1 01 000O00
States: 16 i : : I I :
Flags: H,N,P/V
H,N: reset

P/V: set if BC—1+0; reset otherwise
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LDIR

LDD

LDDR

(DE) — (HL), DE — DE+1, HL — HL+1, BC — BC—1

This 2-byte instruction transfers a byte of data from the memory location ad-
dressed by the contents of the HL register pair to the memory location ad-
dressed by the DE register pair. Then, both register pairs are incremented and
the BC (byte counter) register pair is decremented. If decrementing causes the
BC to go to 0, the instruction is terminated. If BC is not 0, the program
counter is decremented by 2 and the instruction is repeated. Note: if BC is set
to O prior to instruction execution, the instruction will loop through 64 K
bytes. Also, interrupts will be recognized after each data transfer.

T T T T T 1
11101101
Lo

T T T T T 1
1 0110000
L1

L L i Il 1

For BC+#0:
Cycles: 5
States: 21
For BC=0:
Cycles: 4
States: 16

Flags: H,N,P/V: reset

(DE) - (HL), DE — DE-1, HL — HL-1, BC — BC-1

This 2-byte instruction transfers a byte of data from the memory location ad-
dressed by the contents of the HL register pair to the memory location ad-
dressed by the contents of the DE register pair. Then both register pairs in-
cluding the BC (byte counter) register pair are decremented.

N A A T TR [
11101101
1 | 1

1 1 1 1

R T L LT
101010 00
I !

Cycles: 4

States: 16

Flags: H,N,P/V
H, N: reset

P/V: set if BC—1%0; reset otherwise

(DE) — (HL), DE — DE—1, HL — HL-1, BC — BC—-1

This 2-byte instruction transfers a byte of data from the memory location ad-
dressed by the contents of the HL register pair to the memory location ad-
dressed by the contents of the DE register pair. Then both registers, as well as
the BC (byte counter), are decremented. If decrementing causes the BC to go
to 0, the instruction is terminated. If BC is not 0, the program counter is
decremented by 2 and the instruction is repeated. Note: if BC is set to O prior
to instruction execution, the instruction will loop through 64 K bytes. Also,
interrrupts will be recognized after each data transfer.



CPI

CPIR

For BC#0: B g
Cycles: 5

States: 21

For BC=0:

Cycles: 4

States: 16

Flags: H,N,P/V: reset

A—(HL), HL — HL+1, BC - BC-1

The contents of the memory location addressed by the HL register pair are
compared with the contents of the Accumulator. In case of a true compare, a
condition bit is set. Then HL is incremented and the byte counter (register
pair BC) is decremented.

T T T T T 1
11101101
1 1 L 1 ] |

1 1 I I I I i
Cycles: 4 1|011l0l0I0|0I1
States: 16
Flags: S,Z H,N,P/V

S: set if result is negative; reset otherwise

Z: set if A=(HL); reset otherwise

H: set if no borrow from bit 4; reset otherwise
N: set

P/V: set if BC—1#0; reset otherwise

A—(HL), HL — HL+1, BC — BC-1

The contents of the memory location addressed by the HL register are com-
pared with the contents of the Accumulator. In case of a true compare, a con-
dition bit is set. The HL is incremented and the BC is decremented. If
decrementing causes the BC to go to 0 or if A=(HL), the instruction is ter-
minated. If BC is not 0 and if A# (HL), the program counter is decremented
by two, and the instruction is repeated. Note: if BC is set to 0 before instruc-
tion execution, the instruction will loop through 64 K bytes, if no match is
found. Also, interrupts will be recognized after each data comparison.

B R R
114 1. % § 1

I
| /I 1 | | |

[ S e G X
1 0110001
I 1 L | 1 1 1

For BC#0 and A+ (HL):
Cycles: 5
States: 21

For BC=0 or A=(HL):
Cycles: 4
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CPD

CPDR

States:
Flags:

16
S,Z,H,N,P/V

S: set if result is negative; reset otherwise

Z: set if A=(HL); reset otherwise

H: set if no borrow from bit 4; reset otherwise
N: set

P/V: set if BC—1%0; reset otherwise

A—(HL), HL — HL-1, BC — BC—1

The contents of the memory location addressed by the HL register pair are
compared with the contents of the Accumulator. In case of a true compare a

condition bit is set. The HL and the BC are decremented.
T i T I [ I I
1110110
i) Bl g I

1 I 1 1 1 I
Cycles: 4 IIUIIIOIIIOIOII
States: 16
Flags: S,Z,H,N,P/V

S: set if result is negative; reset otherwise

Z: set if A=(HL); reset otherwise

H: set if no borrow from bit 4; reset otherwise
N: set

P/V: set if BC—1+#0; reset otherwise

A—(HL), HL — HL-1, BC — BC-1
The contents of the memory location addressed by the HL register pair are
compared with the contents of the Accumulator. In case of a true compare a
condition bit is set. The HL and BC register pairs are decremented. If
decrementing causes the BC to go to 0 or if A=(HL), the instruction is ter-
minated. If BC is not 0 and A+ (HL), the program counter is decremented by
2 and the instruction is repeated. Note: if BC is set to 0 prior to instruction ex-
ecution, the instruction will loop through 64 K bytes if no match is found.
Also, interrupts will be recognized after each data comparison.

1 I 1 I 1 1 I

11101101
e el [l el (RO Bl

I I 1 I I I I
101 11001
l 1 | | ] 1 |

For BC#0 and A+ (HL):

Cycles: 5

States: 21

For BC=0 or A=(HL):
Cycles: 4

States: 16

Flags: S,Z,H,N,P/V

S: set if result is negative; reset otherwise

Z: set if A=(HL); reset otherwise

H: set if no borrow from bit 4; reset otherwise
N: set

P/V: set if BC—1+0; reset otherwise



EIGHT-BIT ARITHMETIC AND LOGICAL GROUP

ADDA, r

A— A+r

The contents of register r are added to the contents of the Accumulator, and

the result is stored in the Accumulator.

Cycles: 1

States: 4

Flags: S,
S:
Z:
H:
N:
C:
P/

ADD A, n
A — A+n

The integer n is added to the contents of the Accumulator, and the results are

L T . T
1 00 0 0=-—r=—
1 l 1 1 1 | |

Z,H,N,C,P/V

set if result is negative; reset otherwise
set if result is O; reset otherwise
set if carry from bit 3; reset otherwise
reset
set if carry from bit 7; reset otherwise
V: set if overflow; reset otherwise

stored in the Accumulator.

—T T T T T 1
11000110
PR VR TS T T B

-4 n <
1 ] 1 1 1 | 1
Cycles: 2
States: 7
Flags: S,Z,H,N,C,BP/V
S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise
H: set if carry from bit 3; reset otherwise
N: reset
C: set if carry from bit 7; reset otherwise
P/V: set if overflow; reset otherwise
ADD A, (HL)
A — A+(HL)

The byte at the memory address specified by the contents of the HL register
pair is added to the contents of the Accumulator, and the result is stored in

the Accumulator.

Cycles:
States:
Flags:

2
7

T T T T T 1
1 000O0T1T10
P T S

1 L

S,Z,H,N,C,P/V

S:
Z:
H:
N:
C:

set if result is negative; reset otherwise
set if result is 0; reset otherwise

set if carry from bit 3; reset otherwise
reset

set if carry from bit 7; reset otherwise

P/V: set if overflow; reset otherwise
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ADD A, (IX+d)
A ~ A+(IX+d)
The contents of the Index Register IX are added to a displacement d to point
to an address in memory. The contents of this address are then added to the
contents of the Accumulator, and the result is stored in the Accumulator.

T T T T _T1T 1
11011101
1 | 1 1 1 ]

1

1 1 I I I I I
10000110
1 1 1 | L 1 |

Cycles: 5
States: 19
Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is O; reset otherwise

H: set if carry from bit 3; reset otherwise
N: reset

C: set if carry from bit 7; reset otherwise
P/V: set if overflow; reset otherwise

ADD A, (IY+d)
A — A+(IY+d)
The contents of the Index Register IY are added to a displacement d to point
to an address in memory. The contents of this address are then added to the
contents of the Accumulator, and the result is stored in the Accumulator.
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Cycles: 5
States: 19
Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise

H: set if carry from bit 3; reset otherwise
N: set

C: set if carry from bit 7; reset otherwise
P/V: set if overflow; reset otherwise



ADCA, s
A~ A+s+CY
The s operand is any of r, n, (HL), (IX+d), or (IY+d) as defined for the
analogous ADD instruction. These various possible opcode operand com-
binations are assembled in the object code as follows:

: O S L T . I
ADCA, r 1 000 e iere o
ADC A, n el
r—a a1 ] S |
11001110
7 ] NN, SO | L1 ]
R R | il P T
= n -
1 1 ] 1 | 1 ]
T T 1 T 1 |
ADC A, (HL) 1 0001110
[ T R O SN |
T 1 T T T T
ADC A, (IX+d) 11011101
| D PO IR M (Y | 1
T 1T T T 1T 1 T
10001110
1 1 ] | ] 1 1
T T | I [ N R |
g d =
1 ] ] L1 ] 1
T T T T 1 T
ADC A, (IY+d) 11 11 ¥ 11 0 3
1 ] ] L1 1
T T | I T B | T
10001110
s ] L1 ] L
— T T q T T T T 5
1 | | 11 ] |

The s operand, along with the Carry Flag (“C"” in the F register) is added to
the contents of the Accumulator, and the result is stored in the Accumulator.

Instruction Cycles States
ADCA, r 1 4
ADCA, n 2 7
ADC A, (HL) 2 7
ADC A, (IX+d) 5 19
ADC A, (IY+d) 5 19

Flags: S,Z,H,N,C,P/V

: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise

H: set if carry from bit 3; reset otherwise
N: reset

C: set if carry from bit 7; reset otherwise
P/V: set if overflow; reset otherwise

95 ]
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SUB s

A~ A-s

The s operand is subtracted from the contents of the Accumulator, and the

result is stored in the Accumulator.

SUBr

SUB n

SUB (HL)

SUB (IX+d)

SUB (IY+d)

Instruction

SUBr

SUB n

SUB (HL)
SUB (IX+d)
SUB (IY+d)

i 1 I I 1 L] I
1 00 1 0Q%—r—*=
R U S TN O

R A IS B 3T
11010110
IR ARG VN T W M

10010110
| | | 1 1 | |

1 1 1 I I I I
L. ¥ 8. 31 13 9.1
SR TN T T SR B

1 T 1 I I 1 1
1 0010110
I SR R T TR TR

EE TR S S T
i 1% 3.3 101
Il G Akl Tkl Tl Rl

T W TR SRR
10010110
[ TR TS TR S M

- d >
L 1 | | | 1 1
Cycles States
1 4
2 7
2 7
5 19
5 19

Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise

H: set if no borrow from bit 4; reset otherwise

N: set

C: set if no borrow; reset otherwise
P/V: set if overflow; reset otherwise




SBCA, s
A - A-s—-CY
The s operand, along with the Carry Flag (“C” in the F register} is subtracted
from the contents of the Accumulator, and the result is stored in the

Accumulator.
L] 1 [] 1 1 I 1
SBCA, r 1 001 1=-e—r—
[ S T T B B |
I I 1 I 1 1 1
SBCA, n 11011110
I B B B
1] 1 I 1 ] ] i
<3- n >
[ TN SRS W S NN
T i L] 1 I 1 T
SBC A, (HL) 1 0011110
IR A R B B R
1 1 I i 1 I ]
SBC A, (IX+4d) 1101110 1
I T T D R R
i I 1 1 | 1 I
1 0011110
[ N SN D S A
1 I T 1 T ] 1
-+ d >
S N S N N
I T 1 I 1 i 1
SBC A, (IY+d) 1 1111101
A T A D B B
1'001'1°1°1'0
Lol 1
] i I 1 1 I 1
= d -
| | | 1 | 1 1
Instruction Cycles States
SBCA, T 1 4
SBCA, n 2 7
SBC A, (HL) 2 7
SBC A, (IX+d) 5 19
SBC A, (IY+d) 5 19

Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise

Z: set if result is 0; reset otherwise

H: set if no borrow from bit 4; reset otherwise
N: set

C: set if no borrow; reset otherwise

P/V: set if overflow; reset otherwise
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AND s

A~ Ars

A logical AND operation, bit by bit, is performed between the byte specified
by the s operand and the byte contained in the Accumulator; the result is
stored in the Accumulator,

T

AND r 1|G11|O]O-I*—r—-
T T T T T 1

AND n 111|1|0|0 1 10
T T T T T 1

< n -
A T (I IO (N S|
T T T T T 1

AND(HL) 10100 1 IIO

IR S WY B '

T T T T T 1

AND (IX+d) 11011101

AND(IY +d) 111 111 81

= d >
| 1 ] 1 | 1 1
Instruction Cycles States
ANDr 1 4
AND n 2 7
AND (HL) 2 7
AND (IX+d) 5 19
AND (IX+d) 5 19

Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is O; reset otherwise

H: set

N: reset

C: reset

P/V: set if parity even; reset otherwise



ORs

A~ Avs

A logical OR operation, bit by bit, is performed between the byte specified
by the s operand and the byte contained in the Accumulator; the result is
stored in the Accumulator.

TR P (e T
ORr 1011 0e—r—
TN NS TR DO R N
| [P ) e ey s
OR n L 1 11 6L 1B
IR SR TS NN S T
T T T
-+ n =
Lo
S Gy e S R
OR(HL) 10110110
IS VRN S TR S S
T e Y SR ST T
OR(IX+d) 11011101
l

- d >
1 1 | ] | 1 |
I I 1 I ] | 1]
OR(IY+d) 1 111110101
| | 1 1 1 | |
1 I 1 | I 1 1
1 01 10110
1 1 | 1 | 1 |
i | 1 ] I 1 I
——— d -
| | | | | | |
Instruction Cycles States
ORr 1 4
OR n 2 7
OR (HL) 2 7
OR (IX+d) 5 19
OR (IY+d) 5 19

Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise

H: set

N: reset

C: reset

P/V: set if parity even; reset otherwise
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XOR s
A - Aes
A logical exclusive-OR operation, bit by bit, is performed between the byte
specified by the s operand and the byte contained in the Accumulator; the
result is stored in the Accumulator.

T 1
XORr 1 0 F 0 le—p—w

AN SR I Sl SO N
T T T T _ T 1

XOR n 11101110
RS FRNON U IO VO O |
— T T 1T T T 1

-~ n —e
I DR TN NN N N |
— T 1 T 1T T 1

XOR (HL) 10 | 101110
] I NN NN B |
T T T T T 1

XOR (IX+d) 11011101
NN N N SN N |

T T T T
XOR (IY +d) 1 | 1 | 111101
[ T N

<+ d >
AR N T N SN S
Instruction Cycles States
XORr 1 4
XOR n 2 7
XOR (HL) 2 7
XOR (IX+d) 5 19
XOR (IY+d) 5 19

Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result if 0; reset otherwise

H: set

N: reset

C: reset

P/V: set if parity even; reset otherwise
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CPs

A—s

The contents of the s operand are compared with the contents of the Ac-

cumulator. If there is a true compare, a flag is set.

CPr

CPn

CP (HL)

CP (IX+d)

CP (IY+d)

Instruction

CPr

CPn

CP (HL)
CP (IX+d)
CP (IY+d)

Cycles

States

LS I I S I S R

Flags: S,Z,H,N,C,P/V

S:
Z:

H:
N:

4
7
7
19
19

set if result is negative; reset otherwise
set if result is 0; reset otherwise
set if no borrow from bit 4; reset otherwise

set

C: set if no borrow; reset otherwise
P/V: set if overflow; reset otherwise
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INCr
r—r+1
Register r is incremented.
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T | il . |
0 Ow—r—1 0 0
e s (S L) (GRS | |

Cycles: 1
States: 4
Flags: S,Z,H,N,P/V

INC (HL)

S: set if result is negative; reset otherwise

Z: set if result is 0; reset otherwise

H: set if carry from bit 3; reset otherwise

N: reset

P/V: set if r was 7FH before operation; reset otherwise

(HL) — (HL)+1
The byte contained in the address specified by the contents of the HL register
pair is incremented.

I I I I 1 T T
001 10100
| 1 | ] 1 1 1
Cycles: 3
States: 11
Flags: S,Z,H,N,P/V
S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise
H: set if carry from bit 3; reset otherwise
N: reset
P/V: set if (HL) was 7FH before operation; reset otherwise
INC (IX+d)

(IX+d) ~ (IX+d)+1

The contents of the Index Register IX are added to a two’s complement
displacement integer d to point to an address in memory. The contents of this
address are then incremented.

|  a—
11 11

I I ] ]
0 1 0 1
1 | | 1 | 1 1
I 1 1 I I I I
00110100
| | 1 | 1 | 1
I I ] d ] I 1 ]
Cycles: 6 M
States: 23
Flags: S,Z,H,N,P/V
S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise
H: set if carry from bit 3; reset otherwise
N: reset
P/V: set if (IX+d) was 7FH before operation; reset otherwise
INC (IY+d)

(IY+d) — IY+d)+1
The contents of the Index Register IY are added to a two's complement



DEC m

displacement integer d to point to an address in memory. The contents of this
address are then incremented.

1|1I1I1l1I1|0|1
|

1 1 1 Il 1 1

I I I T T T T
001 10100
| 1 1 L 1 L 1

Cycles: 6 IS SR SR SR TR B |
States: 23
Flags: S,Z,H,N,P/V

S: set if result is negative; reset otherwise

Z: set if result is 0; reset otherwise

H: set if carry from bit 3; reset otherwise

N: reset

P/V: set if (IY+d) was 7FH before operation; reset otherwise

m-—m—1
The byte specified by the m operand is decremented.
T I 1 I ] I I

DECr 0 Qe—p—>1 0 1
1 1 ] | 1 1 1
T T T T T 1

DEC (HL) 0011010 1
I S DR NS U S
T T T T T 1

DEC (IX+d) 1. 149 1 11 8 1
[ T T

I I

T T T 1
0 01 10101
L

DEC (IY-+d) §oq ke Tty by g ety
| | | i | | 1

S S R P R Ep |
00110101
N B R

<+ d >
1 1 1 1 1 1 L
Instruction Cycles States
DECr 1 4
DEC (HL) 3 11
DEC (IX+d) 6 23
DEC (IY+d) 6 23

Flags: S,Z,H,N,P/V

S: set if result is negative; reset otherwise

Z: set if result is 0; reset otherwise

H: set if no borrow from bit 4; reset otherwise

N: set

P/V: set if m was 80H before operation; reset otherwise
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GENERAL PURPOSE ARITHMETIC AND CPU CONTROL GROUPS

CPL

NEG

CCF

SCF

A-A
Contents of the Accumulator are inverted (1's complement).

T T T
001 01111
p g g ST e

Cycles: 1
States: 4
Flags: H,N
H: set
N: set
A—-0—A

The contents of the Accumulator are negated (two's complement). This is the
same as subtracting the contents of the Accumulator from 0.

I ] 1 T I I 1
1 1 81 40 1
1 | | | 1 | |

1 I I ) ] I I
Cycles: 2 01 000 100
States: 8 )

Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise

Z: set if result is 0; reset otherwise

H: set if no borrow from bit 4; reset otherwise

N: set

C: set if Accumulator was not 00H before operation; reset other-
wise

P/V: setif Accumulator was 80H before operation; reset otherwise

CYy - CY
The C flag in the F register is inverted.

BT A e e e e
00111111
| !

1 1 | 1 L

Cycles: 1
States: 4
Flags: H,N,C

H: previous carry will be copied
N: reset
C: set if CY was 0 before operation; reset otherwise

CY -1
The C flag in the F register is set.

1 1] 1 I v

001100111

Cycles: 1
States: 4
Flags: H,N,C



H: reset

N: reset
C: set
NOP
The central processor performs no operation during this machine cycle.
I I 1 ] I i ]
000 00D O0OO0
1 1 | 1 1 1 1
Cycles: 1
States: 4
Flags: none
DAA
This instruction conditionally adjusts the Accumulator for BCD addition and
subtraction operations, For addition (ADD, ADC, INC) or subtraction (SUB,
SBC, DEC, NEG), the following table indicates the operation performed:
HEX HEX
VALUE VALUE NUMBER
C IN H IN ADDED |C
BEFORE|UPPER BEFORE| LOWER TO AFTER
OPERATION | DAA DIGIT DAA DIGIT BYTE DAA
(bit (bit
7=4) 3-0)
0 0-9 0 0-9 00 0
0 0-8 0 A-F 06 0
0 0-9 1 0-3 06 0
ADD 0 A=-F 0 0-9 60 1
ADC 0 9=F 0 A=-F 66 1
INC 0 A-F 1 0-3 66 1
1 0-2 0 0-9 60 1
1 0-2 0 A-F 66 1
1 0-3 1 0-3 66 1
SUB 0 0-9 0 0-9 00 0
SBC 0 0-8 1 6-F FA 0
DEC 1 7-F 0 0-9 AQ 1
NEG 1 6=F 1 6-F 9A 1
M CYCLES: 1 T STATES: 4 4 MHZ E,T.: 1.00
Cycles: 1
States: 4
Flags: S,Z,H,C,P/V
S: set if most significant bit of Accumulator is 1 after operation;
reset otherwise
Z: set if Accumulator is O after operation; reset otherwise
H: see instruction
C: see instruction
P/V: set if Accumulator is even parity after operation; reset other-

wise
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HALT

DI

El

IMO

M1

The HALT instruction suspends the central processor operation until a subse-
quent interrupt or reset is received. While in the halt state, the processor will
execute NOPs to maintain memory refresh logic.

Cycles: 1
States: 4
Flags:  none
IFF -0

DI disables the maskable interrupt by resetting the interrupt enable flip-flops
(IFF1 and IFF2). Note: this instruction disables the maskable interrupt during
its execution.

I S T e e S |
11110011
Y SN T

Cycles: 1
States: 4
Flags: none
IFF -1

El enables the maskable interrupt by setting the interrupt enable flip-flops
(IFF1 and IFF2). Note: this instruction disables the maskable interrupt during
its execution.

I I I I

11111011
] 1 | | 1 | 1
Cycles: 1
States: 4
Flags: none

The IM 0 instruction sets interrupt mode 0. In this mode the interrupting
device can insert any instruction on the data bus and allow the central pro-
cessor to execute it.

o e | 1 1 L 1 L
Cycles: 2
States: 8
Flags: none

] I 1 I T
1 1101
[T S SO B

1

0 1

LI L L L L
01 000110

The IM 1 instruction sets interrupt mode 1. In this mode the processor will
respond to an interrupt by executing a restart of location 0038H.



Cycles:
States:
Flags:

T T T T T 1
11101101
IS SRS SR T R S

2 0 '
8 ]

none

The IM 2 instruction sets interrupt mode 2. This mode allows an indirect call
to any location in memory. With this mode, the central processor forms a
16-bit memory address. The upper 8 bits are the contents of the Interrupt
Vector Register I and the lower 8 bits are supplied by the interrupting device.

I ] I I 1 1 I
11101101
| 1 1 L 1 1 1
Orllolllllllllo
Cycles: 2 TR TR SR SO MR S
States: 8
Flags: none

SIXTEEN-BIT ARITHMETIC GROUP

ADD HL, ss

HL — HL+ss
The contents of register pair ss are added to the contents of register pair HL
and the result is stored in HL.

I 1 I 1 I 1 1

0 0 s s 1 0 01
1 1 1 1 | 1 1
Cycles: 3
States: 11
Flags: H,N,C
H: set if carry out of bit 11; reset otherwise
N: reset

C: set if carry from bit 15; reset otherwise

ADCHL, ss

HL — HL+ss+CY

The contents of register pair ss are added with the Carry Flag to the contents
of the register pair HL, and the result is stored in HL.

Cycles:
States:
Flags:

1 I 1 I

4 |

15
S,Z,HN,C,P/V

S: set if result is negative; reset otherwise

Z
H
N
C

: reset

set if result is 0; reset otherwise
set if carry out of bit 11; reset otherwise

set if carry from bit 15; reset otherwise

P/V: set if overflow; reset otherwise
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SBC HL, ss

HL ~ HL—ss—CY

The contents of the register pair ss and the Carry Flag are subtracted from the

contents of register pair HL, and the result is stored in HL.

1'1'1'0'1'1'0 1

1 ] 1 1 1 1 1

o 0'1's' s 00 10
States: 15 L

Flags: S,Z H,N,C,P/V

: set if result is negative; reset otherwise

Z: set if result is 0; reset otherwise

H: set if no borrow from bit 12; reset otherwise
N: set

C: set if no borrow; reset otherwise

P/V: set if overflow; reset otherwise

w

ADD IX, pp

IX « IX+pp

The contents of register pair pp are added to the contents of the Index

Register IX, and the results are stored in IX.

) Yag g b g Pop ¥ gty

1 L 1 L 1 | 1

Ololplplliololl
L ] ] 1 ! 1 ]

Cycles: 4

States: 15

Flags: H,N,C
H: set if carry out of bit 11; reset otherwise
N: reset

C: set if carry from bit 15; reset otherwise

ADDIY, rr

INC ss
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IY — IY+r1r

The contents of register pair rr are added to the contents of Index Register 1Y,

and the result is stored in IY.

T T T _ T .11
11111101

T T T.7 T 1
gy 100 1
| |

Cycles: 4 P T T B

States: 15

Flags: H,N,C
H: set if carry out of bit 11; reset otherwise
N: reset

C: set if carry from bit 15; reset otherwise

ss — ss+1
The contents of register pair ss are incremented.

0'0's's'0'0'1'1

1 1 1 1




INCIX

INCIY

DEC ss

DECIX

DECIY

Cycles: 1
States: 6
Flags: none

IX — IX+1

The contents of the Index Register IX are incremented.

1711 1 19 1
1 1 1

1 1 ] i 1 1 1
Cycles: 2 0|O|110:0|0|1|1
States: 10
Flags: none

IY — IY+1
The contents of the Index Register 1Y are incremented.

I I 1] I I I
Cycles: 2 0 01 00011
States: 10 S
Flags: none

ss — ss—1
The contents of register pair ss are decremented.

|l DR N NOUUURN TR N |
0 0 s s 1 011

1 | | 1 1 1 |

Cycles: 1
States: 6
Flags: none

IX - IX—1
The contents of the Index Register IX are decremented.
1'1'0 11101

| (3 | L l | |

o L B I 1

| 1 1 L L L |

Cycles: 2
States: 10
Flags: none

IY — IY—-1
The contents of the Index Register 1Y are decremented.

e e S SR S e
11111101
I N S|

) . i ) RN TR
00101011
1 | l | | 1 1
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Cycles: 2
States: 10
Flags: none

ROTATE AND SHIFT GROUP

RLCA

RLA

RRCA
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CYp= 74—03

A
The contents of the Accumulator are rotated left. The content of bit 7 is
copied into the Carry Flag, and also into bit 0.

T 1 I 1 ] I ]
00000111
1 1 L 1 | 1 1

Cycles: 1

States: 4

Flags: H,N,C
H: reset
N: reset

C: data from bit 7 of Accumulator

7-1—041

A
The contents of the Accumulator are rotated left. The content of bit 7 is
copied into the Carry Flag, and the previous content of the Carry Flag is
copied into bit 0.

T T T T 1T
000 10111
R RO N R

L.l
Cycles: 1
States: 4
Flags: H,N,C
H: reset
N: reset

C: data from bit 7 of Accumulator.

7—0

A
The contents of the Accumulator are rotated right. The content of bit 0 is
copied into bit 7 and also into the Carry Flag.

T e L
0 00O01T1 11
I

L | 1 1 1 |

Cycles: 1

States: 4

Flags: H,N,C
H: reset
N: reset

C: data from bit 0 of Accumulator.

L—?—-n

A
The contents of the Accumulator are rotated right. The content of bit 0 is
copied into the Carry Flag, and the previous content of the Carry Flag is




copied into bit 7.

] I I I I 1 I
00011111
1 1 1 1

Cycles: 1

States: 4

Flags: H,N,C
H: reset
N: reset

C: data from bit 0 of Accumulator.

=

r

RLCr

The 8-bit contents of register r are rotated left. The content of bit 7 is copied
into the Carry Flag and also into bit 0.

I 1 I I I I 1
11001011
1 1 1 1 | | |

1 T T T T T T
Cycles: 2 010'0|0’0.I._Tr_’__,.
States: 8
Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is O; reset otherwise

H: reset

N: reset

C: data from bit 7 of source register
P/V: set if parity even; reset otherwise

1=

RLC (HL)

(HL)
The contents of the memory address specified by the contents of register pair
HL are rotated left. The content of bit 7 is copied into the Carry Flag and also

into bit 0.
] ] ] I I I I
11001011
L1 1 1 L 1 |
000001 1 0
C}’CIE.'S: 4 L 1 L 1 L 1 1
States: 15

Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise

H: reset

N: reset

C: data from bit 7 of source register
P/V: set if parity even; reset otherwise

RLC (IX+d) E= o

(1X+d)
The contents of the memory address, specified by the sum of the contents of
the Index Register IX and a two's complement displacement integer d, are
rotated left. The content of bit 7 is copied into the Carry Flag and also into bit
0.
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- d 5
1 1 1 | | 1 1
00 000110
CYCIES: 6 ] 1 1 | ] | 1
States: 23
Flags: S,Z,H,N,C,P/V
S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise
H: reset
N: reset
C: data from bit 7 of source register

P/V: set if parity even; reset otherwise

RLC (IY+d) E‘

?4—-[]]

(1Y+d)

The contents of the memory address, specified by the sum of the contents of
the Index Register IY and a two's complement displacement integer d, are
rotated left. The content of bit 7 is copied into the Carry Flag and also into bit

0.
171’1111 0 1
] 1 | 1 1 1 |
1 L 1 I 0 T 0 T 1 I 0 I 1 I 1
1 | 1 | | | 1
1 T 1 1 ] 1 L]
- d -
| | 1 ] | | 1
O I O 1 0 I O 1 0 I 1 1 1 1 0
Cyc]es' 6 1 1 1 1 | ] 1
States: 23
Flags: S,Z,H,N,C,P/V
S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise
H: reset
N: reset
C: data from bit 7 of source register
P/V: set if parity even; reset otherwise
RLm =0 ‘J

m

The contents of the m operand are rotated left. The content of bit 7 is copied
into the Carry Flag and the previous content of the Carry Flag is copied into

bit 0.



RLr £ 180 LD 31 RL (IY+4d)

1 1 l l i 1 1

B0 0 & f ey 1 %3 1°1°1°8'9
1 1 | 1 1 1 1 I 1 1 1 | 1 |
T T T T T T T I T T T T T T
RL (HL) 11001011 11001011
1 1 1 1 | 1 1
OIUIOI T T T T 4| T ldl T T ‘._
1 ] |110|1|110 ‘l | | | 1 | |
T T T T T T T T T T T T T T
RL (IX+d) 11011101 00010110
1 ] L ] 1 | 1 ] | ] | | | I

| AR Rt oy e
11001011

Instruction Cycles States
RLr 2 8
RL (HL) 4 15
RL (IX+d) 6 23
RL (IY+d) 6 23

Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise

H: reset

N: reset

C: data from bit 7 of source register
P/V: set if parity even; reset otherwise

RRCm L0
m

The contents of the operand m are rotated right. The content of bit 0 is copied
into the Carry Flag and also into bit 7.

RRC r 110010 1 1
1 | 1

1 1 1 |

=T T
0 00 0 1=-—r—
I TR N TR T W

RRC (HL) llllololllollll
1

T R T
00001110
|

| S s TR E N |
RRC (IX+d) 1 1011101
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RR m

RRC (IY +d) 171°17 1 11 '@ %

Instruction Cycles States
RRCr 2 8
RRC (HL) 4 15
RRC (IX+d) 6 23
RRC (IY+d) 6 23
Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise

H: reset

N: reset

C: data from bit 0 of source register
P/V: set if parity even; reset otherwise

m

The contents of operand m are rotated right. The content of bit 0 is copied in-
to the Carry Flag, and the previous content of the Carry Flag is copied into

bit 7.
| ] I L 1 ] ]
RRr 1 1001011
1 1 1 1 | 1 1
| ] ] i 1 ] I
0 0 01 ]1=-—r—
| ] 1 | | 1 |
] ] 1 1 1 1 I
RR (HL) 11_1|0[0[1’{J|1|1
1 ] ] ] ] 1 1
0 001 1110
1 1 1 | 1 | |
1 1 I 1 I ] T
RR (IX+d) l'llollllllloil




SLA m

RR (IY+d)

Instruction

RRr

RR (HL)
RR (IX+d)
RR (IY+d)

I I I
00011110
1 1 1 | 1 1 !

1 1 I 1

T
O]OIOI]. 1 1 10

Cycles States
2 8
4 15
6 23
6 23

Flags: S,Z,H,N,C,P/V

set if result is negative; reset otherwise

set if result is 0; reset otherwise

S:

Z:

H: reset
N: reset
C:

data from bit 0 of source register
P/V: set if parity even; reset otherwise

]—( (=0

An arithmetic shift left is performed on the contents of operand m. Bit 0 is
reset. The content of bit 7 is copied into the Carry Flag.

SLAr

SLA (HL)

SLA (IX+d)

I 1 1 I I L

1

1

1 10
L1

T
0 1
L

0
|

1. 1T T T T 71
0 001 0 0Qe—r—
I D Ml PR O |

T T T T T 1
11 001011
O A S B Tl e
T T T T T 1
0 01 00110
AT Al O SO el |
T T T T T 1
11011101
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I I
SLA (IY+d) 11 1l1|111|0 1

g o TR [ D
0 01 00110
R B

Instruction Cycles States
SLAT 2 8
SLA (HL) 4 15
SLA (IX+d) 6 23
SLA (IY+d) 6 23
Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise

H: reset

N: reset

C: data from bit 7

P/V: set if parity even; reset otherwise

-

1—0
SRA m | |
m

An arithmetic shift right is performed on the contents of operand m. The con-
tent of bit 0 is copied into the Carry Flag, and the previous content of bit 7 is

unchanged.
1 1 I 1 I 1 I
SRAT 11001011
1 | 1 | l | I
1 I I 1 1 I 1
B0 8 1 0 1=y
| | | 1 | | 1
1 T I I 1 I 1
SRA (HL) 1|110|U|1|0|1|1
1 1 1 I 1 I 1
0 01 01110
! 1 | ! I 1 |
1 I I I 1 I 1
SRA (IX+d) 1|1’0|1'1]1I0|1




SFL m

SRA (IY+d)

Instruction

SRAT

SRA (HL)
SRA (IX+d)
SRA (IY+d)

NS N R R e R
11001011
IS S TR W T BN

Cycles States
2 8
4 15
6 23
6 23

Flags: S,Z,H,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise

H: reset
N: reset

C: data from bit 0 of source register
P/V: set if parity even; reset otherwise

0= 7—>0

m

The contents of operand m are shifted right. The content of bit 0 is copied in-

to the Carry Flag and bit 7 is reset.

SRLr

SRL (HL)

SRL (IX+d)

I 1 1 1 I I 1
1 1 & 61 0 1 1
1 1 |

1 L o —_— |

S T e L e
0 01 1 1e—r—
RN N N S N R

oy
11001011
L1 1 I

1 i 1 1 I I 1
00111110
1 1

1 1 1 1 1

1 T 1 1 I 1 ¥
11011101
l 1 |
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RLD

—T T T T . T 1
00111110
AR R O T T

]
SRL (IY+d) 1’17111 10 1
1

Instruction Cycles States
SRLr 2 8
SRL (HL) 4 15
SRL (IX+d) 6 23
SRL (IY+d) 6 23

Flags: S,ZH,N,C,P/V

S: set if result is negative; reset otherwise
Z: set if result is 0; reset otherwise

H: reset

N: reset

C: data from bit 0 of source register
P/V: set if parity even; reset otherwise

Al af3 of [7 a[3 ofHu)
_ |

The contents of the low-order 4 bits of memory location (HL) are copied into

the high-order 4 bits of that same memory location. The previous contents of

those high-order 4 bits are copied into the low-order 4 bits of the Ac-

cumulator, and the previous contents of the low-order 4 bits of the Ac-

cumulator are copied into the low-order 4 bits of the memory location (HL).
The contents of the high-order 4 bits of the Accumulator are unaffected.
I I I i I 1 I

1 L1 6 31 1 @ 1
1 1 1 1 1 1

1 I I I I 1] ]
01 1
Cycles: 5 i 4 |0|1|1|1|1
States: 18

Flags: S,Z,H,N,P/V

S: set if Accumulator is negative after operation; reset otherwise

Z: set if Accumulator is O after operation; reset otherwise

H: reset

N: reset

P/V: set if parity of Accumulator is even after operation; reset
otherwise




RRD

I [
Al a]3 of |7 a[3 ofuu)

The contents of the low-order 4 bits of memory location (HL) are copied into
the low-order 4 bits of the Accumulator. The previous contents of the low-
order 4 bits of the Accumulator are copied into the high-order 4 bits of loca-
tion (HL), and the previous contents of the high-order 4 bits of (HL) are
copied into the low-order 4 bits of (HL). The contents of the high-order 4 bits
of the Accumulator are unaffected.

T T T T T 1
1 11 1. 4 @ 1
| 1 1 | I 1

T 1 T T 1 I 1
Cycles: 5 001100111
States: 18 Ll
Flags: S,Z,H,N,P/V

S: set if Accumulator is negative after operation; reset otherwise

Z: set if Accumulator is 0 after operation; reset otherwise

H: reset

N: reset

P/V: set if parity of Accumulator is even after operation; reset
otherwise

BIT SET, RESET AND TEST GROUP

BIT b, r

Z~—T,
After execution of this instruction, the Z flag in the F register will contain the
complement of the indicated bit within the indicated register.
T T T T T 1
11001011
1 1 1 1 L 1

1

| L ] I 1 I I
0 ] «=—b—s at—r—
] ! ] 1 1 ] 1

Cycles: 2
States: 8
Flags: S,Z,H,N,P/V

S: unknown

Z: set if specified bit is 0; reset otherwise
H: set

N: reset

P/V: unknown

BIT b, (HL)

Z — (HL),
After the execution of this instruction, the Z flag in the F register will contain
the complement of the indicated bit within the contents of the HL register

pair.
T 1T _T.T 1.1
1 10010 11
L L 1 1 1 1 1
T T T T T._.T1T.1
Cycles: 3 0 1le—>b—s1 10
States: 12 e

Flags: S,Z,H,N,P/V

S: unknown

Z: set if specified bit is 0; reset otherwise
H: set

N: reset

P/V: unknown
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BIT b, (IX+d)

Z — (IX+d),
After the execution of this instruction, the Z flag in the F register will contain
the complement of the indicated bit within the contents of the memory loca-
tion pointed to by the sum of the contents of register pair IX and the two’s
complement displacement integer d.

Cycles:
States:
Flags:

BIT b, (IY+d)

ettty

1 [ 1 [ 1 | ]

110 1t et 1

1 [ 1 | [l [ |

1| | Idl 1 ] l=

1 1 | | 1 1 [l
. 0 L]l T 0
20 1 1 [ | 1 | 1
S,Z,H,N,P/V

S: unknown

Z: set if specified bit is 0; reset otherwise

H: set
N: reset
P/V: unknown

Z — (IY+d),
After the execution of this instruction, the Z flag in the F register will contain
the complement of the indicated bit within the contents of the memory loca-
tion pointed to by the sum of the contents of register pair IY and the two's
complement displacement integer d.

Cycles:
States:
Flags:

SET b, r

I‘b'—].

171'1'1'1'1'0 1
1 1 1 ] 1 1 |
1"1'0'0'1'0 11
1 1 1 1 1 1 1
_‘l T Id T T l:
1 1 1 1 1 1 1
" 0 11 T Ib T |1 |1 |0
20 1 | 1 1 1 1 1
S,Z,H,N,P/V
S: unknown
Z: set if specified bit is 0; reset otherwise
H: set
N: reset
P/V: unknown

Bit b (any bit, 7 thru 0) in register r is set.

Cycles:
States:
Fiags:
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1'1'00'10'1'1
[ | 1 1 1 | 1
5 llll Ibl l-‘_lr;
8 1 1 1 1 1 [ 1
none




SET b, (HL)

Bit b in the memory location addressed by the contents of register pair HL is

(HL), — 1
set.

Cycles: 4
States: 15

Flags: none

SET b, (IX+d)
(IX+d), - 1

Bit b in the memory location addressed by the sum of the contents of the IX
register pair and the two's complement displacement integer d is set.

Cycles: 6
States: 23
Flags: none

SET b, (IY+d)
(IY+d), — 1

Bit b in the memory location addressed by the sum of the contents of the IY
register pair and the two’s complement displacement integer d is set.

Cycles: 6
States: 23
Flags: none

llllOIOIIlﬂilll

1 1 1 1 1 1 1

1 A
1 | | | 1 1 |

T T T T_T 1
LY 0 11101

T T T _ T 1
11001011

1 L 1 1 /| ] L

T T T T T 1
l 1l]e«—b—1 10
1 | 1 | ] 1 1

T T T T _T 1
11111101
I S SRS DU W

1

T T T T 1
11001011
L
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RES b, m
5;, == 0
Bit b in operand m is reset.

o I ] SO e BT §
RESb, r 11001011

1 1 1 1 1 1 1

1 I ] 1 I I 1
]l 0 «—bh——1r—s
1 1 ] 1 1 | 1

RES b, (HL) 1100101 1
1

1 1 1 1 1 Il

1 0 b " 1, 00

RES b, (IX+d) 1.1 8.1 1. 1.9 .1

1 | I 1 I I 1

' 1 Il Il Il | Il

T 1 I I 1 I 1
l1 0 «—b—1 1 0
IR WY T N R SR

T S
RES b, (IY+d) 11111101
1 1 1 1 1 |

] I I I I I 1
11001011
1 ] 1 | 1 1

T T T T T
< d -

{ I PSS JENDN (R NS |

I I I I ) L I
l1 0—>b—>1 1 0
| | 1 I | 1 1

Instruction Cycles States
RESb, r 4 8
RES b, (HL) 4 15
RES b, (IX+d) 6 23
RES b, (IY+d) 6 23

Flags: none

JUMP GROUP

JP nn
PC ~ nn
Operand nn is loaded into register pair PC (program counter) and points to
the address of the next program instruction to be executed.
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JP cc, nn

JRe

Cycles:
States:
Flags:

IF cc TRUE, PC — nn

If condition cc is true, the instruction loads operand nn into register pair PC,
and the program continues with the instruction beginning at address nn. If
condition cc is false, the program counter is incremented as usual, and the
program continues with the next sequential instruction.

3
10
none

Cycles: 3
States: 10
Flags: none
PC — PC+e

This instruction provides for unconditional branching to other segments of a
program. The value of the displacement e is added to the PC and the next in-
struction is fetched from the location designated by the new contents of the
PC. This jump is measured from the address of the instruction opcode and

T
11

!}

] I
e i
| 1

L
010

L L

I

has a range of —126 to +129 bytes.

Cycles:
States:
Flags:

3
12
none

1 i I i I 1 1
0 0011000
1 1 | | | 1 1
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JRC, e

JRNC, e

JRZ, e

If C=0, continue
If C=1, PC — PC+e

This instruction provides for conditional branching to other segments of a
program depending on the results of a test on the Carry Flag. If the flag is set,
the value of the displacement e is added to the PC, and the next instruction is
fetched from the location designated by the new contents of the PC. If the
flag is reset the next instruction is taken from the location following this in-

struction.

| TS [ TRERI (. R |
0011100

I
0
|

|

If the condition is met:

Cycles: 3
States: 12

If the condition is not met:

Cycles: 2
States: 7
Flags:  none

If C=1, continue
If C=0, PC — PC+e

This instruction provides for conditional branching to other segments of a
program depending on the results of a test on the Carry Flag. If the flag is
reset, the value of the displacement e is added to the PC, and the next instruc-
tion is fetched from the location designed by the new contents of the PC. If
the flag is set, the next instruction to be executed is taken from the location
following this instruction.

r 1 1 1T 7T 1
0011000

] L |

i
0
1

If the condition is met:

Cycles: 3
States: 12

If the condition is not met:

Cycles: 2
States: 7
Flags: none

If Z=0, continue
If Z=1, PC — PC+e

If the Zero Flag is set, the value of the displacement e is added to the PC and
the next instruction is fetched from the location designated by the new con-
tents of the PC. If the Zero Flag is reset, the next instruction to be executed is
taken from the location following this instruction.



I I I i 1 1 I
001 01 00O
Il L 1 L

1 L 1

If the condition is met:

Cycles: 3
States: 12

If the condition is not met:

Cycles: 2
States: 7

Flags: none

JRNZ, e
If Z=1, continue
It Z=0, PC — PC+e
If the Zero Flag is reset, the value of the displacement e is added to the PC,
and the next instruction is fetched from the location designated by the new
contents of the PC. If the Zero Flag is set, the next instruction to be executed
is taken from the location following this instruction,

SR S S S S
0 01 00 00D
I W R W

If the condition is met:

Cycles: 3
States: 12

If the condition is not met:

Cycles: 2
States: 7

Flags: none

JP (HL)
PC — HL
The PC is loaded with the contents of the HL register pair. The next instruc-
tion is fetched from the location designated by the new contents of the PC.

T T T T T 1
1 1 0 1 0 @ 1

1 L | 1 L 1 1

Cycles: 1
States: 4
Flags: none

JP (IX)
PC — IX
The PC is loaded with the contents of the IX Register Pair. The next instruc-
tion is fetched from the location designated by the new contents of the PC.
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o d =
1 10 1 1 10 1

| | | I 1 1 1

B e e, S (P T
11101001

Cycles: 2

States: 8

Flags: none
JP (1Y)

PC - IY

The PC is loaded with the contents of the IY Register Pair. The next instruc-
tion is fetched from the location designated by the new contents of the PC.

T T T T T 1
17112 1 3 1 0 1
L 1 | 1 | 1 ]

—T T T T T T
1 1101001
| 1 1 | 1 1

Cycles: 2
States: 8
Flags: none

DINZ, e
The B register is decremented, and if a non 0 value remains, the value of the
displacement e is added to the PC. The next instruction is fetched from the
location designated by the new contents of the PC. If the result of decrement-
ing leaves B with a 0 value, the next instruction to be executed is taken from
the location following this instruction.

T T T T T 1
0 001 00 O0O0
[T TR N SR S

- e-2 —
(IR R T T S N |

If B#0:

Cycles: 3

States: 13

If B=0:

Cycles: 2

States: 8

Flags: none

CALL AND RETURN GROUP

CALL nn
(SP—1) «~ PCy, (SP—2) — PC,, PC — nn
After pushing the current contents of the PC onto the top of the external
memory stack, the operands nn are loaded into PC to point to the address in
memory where the first opcode of a subroutine is to be fetched. Note:
because this is a 3-byte instruction, the PC will have been incremented by
three before the push is executed.
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Cycles: 5
States: 17
Flags: none

CALL cc, nn

RET

RET cc

If cc TRUE: (SP—1) ~ PC, (SP—2) — PC,, PC ~ nn

If condition cc is true, this instruction pushes the current contents of the PC
onto the top of the external memory stack, then loads the operands nn into
PC to point to the address in memory where the first opcode of a subroutine
is to be fetched.

1 1 I ] I i ]
1 1<e—cc—>1 0 0
1 [ ] ] ] 1 1

| I | I 1 I 1

- n >
| 1 L 1 1 1 1
e T e e [ e
; * n =
If cc is true: [N D TR TN SR N
Cycles: 5
States: 17

If cc is false:

Cycles: 3
States: 10

Flags: none

PC, — (SP), PCy — (SP+1)

Control is returned to the original program flow by popping the previous
contents of the PC off the top of the external memory stack, where they were
pushed by the CALL instruction. On the following machine cycle, the central
processor will fetch the next program opcode from the location in memory
now pointed to by the PC.

I 1 I I I 1 I
11001001
L 1 1 1 1 J L

Cycles: 3
States: 10
Flags:  none

If cc TRUE: PC, — (SP), PC, — (SP+1)

If condition cc is true, control is returned to the original program flow by
popping the previous contents of the PC off the top of the external memory
stack where they were pushed by the CALL instruction. On the following
machine cycle, the central processor will fetch the next program opcode from
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RETI

RETN

RST p

the location in memory now pointed to by the PC. If condition cc if false, the
PC is simply incremented as usual, and the program continues with the next
sequential instruction.

1ll-L—-ICC1 101010
1 1 1 1 L ] 1

If cc is true:
Cycles: 3

States: 11
If cc is false:

Cycles: 1
States: 5

Flags: none

Return from interrupt
This instruction is used at the end of an interrupt service routine to

1. Restore the contents of the PC.
2. Signal an 170 device that the interrupt routine has been completed.

The RETI instruction facilitates the nesting of interrupts allowing higher
priority devices to suspend service of lower priority service routines. This in-
struction also resets the IFF1 and IFF2 flip-flops.

1 1 1 I 1 I |
11101101
1 ] ] ! 1 ] ]

1 I I I LI 1
01 0011021
1 1 1 i 1 1

Cycles: 4
States: 14
Flags: none

Return from nonmaskable interrupt

Used at the end of a service routine for a nonmaskable interrupt, the instruc-
tion executes an unconditional return which functions identically to the RET
instruction. Control is now returned to the original program flow; on the
following machine cycle the central processor will fetch the next opcode from
the location in memory now pointed to by the PC. Also, the state of IFF2 is
copied back into IFF1 to the state it had prior to the acceptance of the NMI.

PR L i Tt M
1121 01 10 1
S S

1 i Il 1

T e R RS TN SYRY
01 000101
1 L b | | 1 1

Cycles: 4
States: 14
Flags: none

(SP—1) <« PCyq, (SP—2) « PC,, PCy — 0, PC, — p
The current PC contents are pushed onto the external memory stack, and the



page zero memory location given by operand p is loaded into the PC. Pro-
gram execution then begins with the opcode in the address now pointed to by
PC. The restart instruction allows for a jump to one of 8 addresses as shown
in the table below. The operand p is assembled into the object code using the
corresponding t state.

T Rl R
l] J]oe—te—1 11
1 ] 1 1 L L 1

P t
O0H 000
08H 001
10H 010
18H 011
20H 100
28H 101
30H 110
38H 111

Cycles: 3

States: 11

Flags: none

INPUT AND OUTPUT GROUP

IN A, (n)
A — (n)
The operand n is placed on the bottom half of the address bus to select the
1/0 device at one of 256 possible ports. The contents of the Accumulator also
appear on the top half of the address bus at this time. One byte from the
selected port is then placed on the data bus and written into the Accumulator
in the central processor.

I I i 1 1 I 1
i 149 11T 0 3.1
| | 1 | L Il 1

Cycles: 3
States: 11
Flags: none

INr, (C)
r— (C)
The contents of register C are placed on the bottom half of the address bus to
select the 170 device at one of 256 possible ports. The contents of register B
are placed on the top half of the address bus at this time. One byte from the
selected port is then placed on the data bus and written into register r in the
central processor.

| S S S . E— m—
11101101

1 ! L | 1 1

T T T T T 1
0 1l«—r—=0 0 0
d S | | I 1 1 1

Cycles: 3
States: 12
Flags: S,Z,H,N,P/V
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INI

INIR

S: set if input data is negative; reset otherwise
Z: set if input data is O; reset otherwise

H: reset

N: reset

P/V: set if parity is even; reset otherwise

(HL) - (C), B — B—1, HL — HL+1

The contents of register C are placed on the bottom half of the address bus to
select the I/0 device at one of 256 possible ports. Register B may be used as a
byte counter, and its contents are placed on the top half of the address bus.
One byte from the selected port is then placed on the data bus and written to
the central processor. The contents of the HL register pair are then placed on
the address bus, and the input byte is written into the corresponding locaticn
of memory. Finally, the byte counter is decremented, and register pair HL is
decremented.

1 I I I 1 I I
1 11 611 @1
| | 1 | | | Il

I 1 1 I | I T
10100010
1 1 | 1

Cycles: 4 .
States: 16
Flags: S,Z,H,N,P/V

S: unknown

Z: set if B—1=0; reset otherwise
H: unknown

N: set

P/V: unknown

(HL) — (C), B — B—1, HL — HL+1

The contents of register C are placed on the bottom half of the address bus
to select the I/0O device at one of 256 possible ports. Register B is used as
a byte counter, and its contents are placed on the top half of the address
bus. One byte is selected and is placed on the data bus and written into the
central processor. The contents of the HL register pair are placed on the
address, and the input byte is written into the corresponding memory loca-
tion. The byte counter is then decremented and the HL register pair is in-
cremented. If decrementing causes B to go to 0, the instruction is ter-
minated. If B is not 0, the PC is decremented by two and the instruction
repeated. Interrupts will be recognized after each data transfer.

| e SR R Rt Bans Tevas |
11101101

1 1 | | | R |

T T T T _ T 1T
1 0110010
| 1 1 1

1 1 1

If B#0:
Cycles: 5
States: 21
If B=0:
Cycles: 4
States: 16

Flags: S,Z,H,N,P/V



IND

INDR

S: unknown
Z: set
H: unknown
N: set

P/V: unknown

(HL) — (C), B — B—=1, HL — HL-1

The contents of register C are placed on the bottom half of the address bus
to select the 1/0O device. Register B may be used as a byte counter, and its
contents are placed on the top half of the address bus. One byte from the
selected port is placed on the data bus and written to the central pro-
cessor. The contents of the HL register pair are placed on the address
bus, and the input byte is written into the corresponding memory location.
Finally, the byte counter and register pair HL are decremented.

T T T T T
11101101
1 | | | | | 1

i I ] I 1 ] I
1 0
Cycles: 4 |0|1|011i011r
States: 16

Flags: S,Z,H,N,P/V

S: unknown

Z: set if B—1=0; reset otherwise
H: unknown

N: set

P/V: unknown

(HL) - (C), B -~ B—1, HL — HL—-1

The contents of register C are placed on the bottom half of the address bus to
select the [/O device. Register B is used as a byte counter, and its contents are
placed on the top half of the address bus. One byte from the selected port is
placed on the data bus and written to the central processor. The contents of
the HL register pair are placed on the address bus and the input byte is writ-
ten into the corresponding memory location. The HL register pair and the
byte counter are then decremented. If decrementing causes B to go to 0, the
instruction is terminated. If B is not 0, the PC is decremented by 2, and the in-
struction is repeated. Interrupts will be recognized after each data transfer.

T T T T T T
11101101
| | 1 |

] 1 1

| I i T 1 I I
IEB+0: 10111010
(I T N S N B
Cycles: 5
States: 21
If B=0:
Cycles: 4
States: 16

Flags: S,Z,H,N,P/V

S: unknown
Z: set

H: unknown
N: set

P/V: unknown
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OUT (n), A

(n) — A

The operand n is placed on the bottom half of the address bus to select the
1/0 device. The contents of the Accumulator appear on the top half of the
address bus. Then the byte contained in the Accumulator is placed on the
data bus and written into the selected peripheral device.

T LN S T
11010011
UG TN S TR O T

Cycles: 3
States: 11
Flags: none

OUT (C), r

OUTI

(C)—r

The contents of register C are placed on the bottom half of the address bus to
select the [/O device. The contents of register B are placed on the top half of
the address bus. The byte contained in register r is placed on the data bus and
written into the selected peripheral device.

, T o G AL
11101101
| | 1 1

| G| FRE R T, (N [
0 1l=«=—r—0 0 1
T SR S N R R

Cycles: 3
States: 12
Flags: none

(C) — (HL), B— B—1, HL —~ HL+1

The contents of the HL register pair are placed on the address bus to select a
location in memory. The byte contained in this memory location is tem-
porarily stored in the central processor. After the byte counter (B) is
decremented, the contents of register C are placed on the bottom half of the
address bus to select the I/O device. Register B may be used as a byte
counter, and its decremented value is placed on the top half of the address
bus. The byte to be output is placed on the data bus and written into the
selected peripheral device. Finally, the register pair HL is incremented.

T T T T T 1
11101101
RS T O TR T

I I 1 I 1 1 I
10100011
| 1 1 1 1 |

Cycles: 4

States: 16

Flags: S,Z,H,N,P/V
S: unknown

Z: set if B—1=0; reset otherwise
H: unknown

N: set

P/V: unknown



OTIR

OUTD

(C) — (HL), B — B—1, HL — HL+1

The contents of the HL register pair are placed on the address bus to select a
location in memory. The byte contained in this memory location is tem-
porarily stored in the central processor, After the byte counter (B) is
decremented, the contents of register C are placed on the bottom half of the
address bus to select the [/O device. Register B may be used as a byte
counter, and its decremented value is placed on the top half of the address
bus at this time. The byte to be output is placed on the data bus and written
into the selected peripheral device. Then register pair HL is incremented. If
the decremented B register is not 0, the PC is decremented by two and the in-
struction is repeated. If B is 0, the instruction is terminated. Interrupts will be
recognized after each data transfer.

R ER e O e s
11101101

e I T
10110011
1 1 1 1 1 1 1

If B£0:
Cycles: 5
States: 21
If B=0:
Cycles: 4
States: 16

Flags: S,Z H,N,P/V

S: unknown
Z: set

H: unknown
N: set

P/V: unknown

(C) = (HL), B— B—1, HL — HL-1

The contents of the HL register pair are placed on the address bus to select a
location in memory. The byte contained in this memory location is tem-
porarily stored in the central processor. Then, after the byte counter (B) is
decremented, the contents of register C are placed on the bottom half of the
address bus to select the I/O device. Register B may be used as a byte
counter, and its decremented value is placed on the top half of the address
bus. The byte to be output is placed on the data bus written into the selected
peripheral device. Finally, the register pair HL is decremented.

R R A LA
]

"8 1 0°1°¢ 11
1

Cycles: 4
States: 16
Flags: S,Z,H,N,P/V

S: unknown

Z: set if B—1=0; reset otherwise
H: unknown

N: set

P/V: unknown
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OTDR

(C) - (HL), B — B—1, HL — HL-1

The contents of the HL register pair are placed on the address bus to select a
location in memory. The byte contained in this memory location is tem-
porarily stored in central processors. Then, after the byte counter (B) is
decremented, the contents of register C are placed on the bottom half of the
address bus to select the I/O device. Register B may be used as a byte
counter, and its decremented value is placed on the top half of the address
bus. The byte to be output is then placed on the data bus and written into the
selected peripheral device. Register pair HL is then decremented. If the
decremented B register is not 0, the PC is decremented by 2, and the instruc-
tion is repeated. If register B is 0, then the instruction is terminated. Inter-
rupts will be recognized after each data transfer,

T
11101101
1 1 1 | 1 1 L

| BN B B T e p—
llf}lllllllﬂll 1

1

If B#£0:

Cycles: 5

States: 21

If B=0:

Cycles: 4

States: 16

Flags: S,Z H,N,P/V
S: unknown
Z: set
H: unknown
N: set

P/V: unknown



CHAPTER 4

BUILD YOUR OWN
COMPUTER—Start With
the Basics

The computer to be built from the design described in this book is called ZAP, for
Z80 Applications Processor. Building a computer from scratch is both educational and
utilitarian (and it saves money). I explain each section of the construction process in
detail. Ideally, each step should be tested before proceeding on to the next stage. While
this is not possible in all cases, there is a beneficial side effect in taking this route. Often
good designs fail to work because the level of construction is beyond the ability of the
builder.

I've made the assumption that most hobbyists do not possess sophisticated test
equipment, such as oscilloscopes or logic analyzers, and as a result, I've kept testing
procedures as simple as possible. By dividing ZAP into logical milestones for checkout
and test (and using proven components), problems can be identified at earlier stages
and rectified more easily.

The initial implementation of ZAP will constitute a minimum operable configura-
tion. It is important that this works before you attempt to add any of the optional pe-
ripherals. Every effort will be made to familiarize the reader with the components of
each section and the philosophy of design. While it is necessary to assemble all the
components of this minimum configuration completely in order to check proper central
processor operation, comprehensive subassembly pretesting should (I hope) correct
any wiring errors.

The basic ZAP is divided into four major subassemblies: Z80 busing and control,
memory and 1/0O chip select decoding, memory, and input/output registers. These
major divisions are further divided at the component level. Schematics include a com-
plete explanation of their logical function, and test procedures are outlined after each
construction presentation.

The Processor
Figure 4.1 is a detailed block diagram of the basic ZAP computer,

I. Z80 Busing and Control Logic
A. Clock Generation

The ZAP computer runs on a 2.5 MHz TTL clock. Unlike the 8080A, the
Z80 requires only a single-phase clock and can be driven from DC to
2.5 MHz (the Z80A runs to 4 MHz). Figure 4.2 illustrates the basic timing
cycle of the computer.

Each basic operation (My) of the computer is completed in three or six
clock periods. Figure 4.2 shows a typical instruction cycle which consists of
three machine cycles: fetch, memory read, and memory write. After the op-
code of the instruction is fetched during M1, the subsequent cycles move the
data between memory and the central processor.

Figures 4.3a and 4.3b illustrate two possible clock designs for the Z80. Both
clock circuits have a 330 ohm pull-up to +5 V. This will satisfy both the AC
and DC clock signal requirements, but it is best to use a separate inverter gate
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section to drive the pull-up whatever the oscillation technique.

The crystal controlled circuit of figure 4.3a is preferred if consistent execu-
tion time is to be maintained. Thus, the circuit of figure 4.3b, though other-
wise acceptable, should be avoided if the computer is to be used as an event
timer. It can serve a very useful purpose in the development stages, however,
by allowing the user to slow the clock down (by increasing the values of R
and C) to a rate where it is possible to directly monitor the central processor
operation. Should it ever be necessary to single-step the clock, the circuit in
figure 4.4 should be used. Given the multiple clock cycles necessary to ex-~
ecute a single instruction, it would take a lot of button pushes to follow a pro-

gram through execution.
A much easier diagnostic method would be to use an instruction single-

stepping circuit. The circuit, shown in figure 4.5, is not part of the finished
schematic of ZAP because it is necessary only if the builder has a problem
and needs to follow the execution of a program instruction by instruction.
This single-stepping function is accomplished by using the control signals
generated by the Z80 during program execution. The two particular signals
of concern are M1 and WAIT. M1 is an output, and WAIT is an input.
As shown in figure 4.6, M1 goes to a logic 0 level at the beginning of every
instruction fetch cycle. M1 signifies that the computer has completed one in-
struction and is starting on the next. The objective is to stop the microproces-
sor before it executes this next instruction,

The WAIT input to the Z80 does just that. A logic 0 level applied to this in-
put will suspend the program execution of the computer and indefinitely hold
it in the M1 cycle. During T,, the central processor samples the WAIT in-
put line with the trailing edge of the clock. If, at this time, WAIT is at a
logic 0 level, an additional wait state will be entered, and the line will be
sampled again. The central processor will hang in this mode until WAIT is
raised to a logic 1. It should be noted that this is not a computer halt com-
mand,

The real purpose behind these signals is to allow the relatively slow mem-
ory and peripherals to be used with a very fast central processor. Extra wait
states should be inserted only when necessary for the central processor to ac-
cess these devices, The effect is to synchronize the timing between the central
processor and its I/O devices. The circuit of figure 4.5 allows us to control
the WAIT state and to execute only one instruction with each press of the
button. The output at IC 1, pin 8 (the WAIT input) is normally low, causing
an indefinite wait. When the button is pushed, a single debounced pulse
clocks IC 2, which is a D-type flip-flop. The duration of this pulse (the time
you hold the button down) is irrelevant, because the flip-flop is edge trig-
gered and is only concerned with the leading edge. Pressing the button sets
IC 2 and raises the WAIT line. No longer told to wait, the central processor
executes the instruction at full clock speed. As it is about to start the next in-
struction fetch cycle, M1 goes low as before, and triggers the one-shot.
When it fires, IC 3 resets IC 2 and returns the central processor to a wait con-
dition until the next time the button is pushed.

The single-step feature isn't of much use in a computer unless there is some
way to monitor the contents of all the registers and to determine what the
computer is trying to do at any one time. To accomplish this, ZAP must be
completely operational and be running a breakpoint-monitor program which
allows the user to single-step with a software routine. We'll discuss such pro-
grams later.

This fact is of small consolation to a person with a partially debugged com-
puter or hardware error that keeps side-tracking large programs. While it
would be nice to see all the register contents, it is virtually impossible to do so
without having a central processor that can run a dump and display routine.
This cannot be done using the hardware stepping circuit of figure 4.5. It is
possible, however, to look at the contents of the address and data buses while
the central processor is stopped. This should give a good indication as to




whether the computer is operating properly.

Many instruments can be used to read the TTL levels on the buses. A scope
or high-impedance voltmeter can be used, but a visible display of the bus
contents is a better idea. The circuits in figure 4.7 show simple methods to
display the contents of the address and data buses. The circuits are included
as aids and are not necessary for the operation of ZAP.

Basically, the circuit of figure 4.7a is a simple LED driver that is duplicated
16 times for the address bus and 8 times for the data bus. Because the Z80
should drive only one TTL load from each output pin (bus driver inputs are
already attached), any display drivers of this type must be attached on the
output side of the bus drivers. This circuit will serve as a rudimentary front
panel for any builders who feel a computer isn't complete without flashing
lights.

Sometimes the need arises to monitor a single point in a circuit and watch
for level changes. While the LED driver of figure 4.7a would detect a slowly
changing level, it would miss short pulses such as M1. To monitor the occur-
rence of such events, especially if no oscilloscope is available for testing pur-
poses, it is advisable to build the circuit in figure 4.7b. This simple logic
probe is adequate for most applications, but care must be taken in its use. It
cannot detect an open circuit and the pulse detector only triggers on the
negative edge of any transition, Should that present any problems, add the
optional circuit using the 7486; that will allow it to detect either edge.

The logic probe or similar logic level detector (scope, DVM, VOM, etc.) is
necessary to statically test the subassemblies.
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CLock SUPFLY
¥ k.
R 789
RESET »” M.CRIPRCCESSOR

ADDRESS 3US

EXTERNAL

INTERFACES
) EPROM i )
MEMORY > )
AND
170
ADDRESS S
DECODERS PARALLEL PARALLEL
: ” i | INPUT auTRUT
DATA BUS - T\[

Figure 4.1 A block diagram of a minimum ZAP system.
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Figure 4.2 An example of timing during a typical instruction cycle.
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Figure 4.3 Typical 2.5 MHz clock circuits for the Z80.
a) With crystal control.
b) With a variable-frequency oscillator.
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Figure 4.4 A single-cycle clock-generator circuit.
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Figure 4.5 An instruction single-stepping circuit.
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Figure 4.6 Instruction operation-code fetch (M1) timing.

BUILD YOUR OWN COMPUTER 95



a)

+5V +3v
3308 3300
A
b4 or LED
LED A
10K g 2N2222
INPUT INPUT OR EQUAL
3
INPUT
0 LIGHT OFF
1 LIGHT ON
+5V
3900 +5Y
”
LED LOGIC "0" +5V 3908
$ b 33K A

lT* "PULSE"
1 10 1 14
3 3 5 11 10
ic2
b) PN, 4 74121 @ Dv
INPUT - ? 4 0.1 SEC G
VAR
1/ 7408
6

+5Y  EpDGE DETECTOR FOR SLOW PULSES

9 INSERT AT POSITION ‘A" ABOVE (OPTIONAL)
1 FROM 1oL
IC1 PIN 2 3 4,
2 6 TO
8 | = s 5 IC2 PIN3
P +5v % 7486 i

21K VW
Logic"1" ‘i T
: j&ol
+5V 39cQ

Figure 4.7 Typical LED drivers and a simple logic probe to monitor logic level changes. .
a) Visible logic level indicators that can be attached to the address and data buses to provide
a display.
b) A simple logic probe.
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B. Reset Circuit

Often ignored, the reset function is one of the most necessary controls of a
computer. Its importance is immediately recognized when running an incor-
rectly executing program. The reset command on the Z80 stops execution and
loads the program counter with 00 hexadecimal (the lowest memory
address). This allows the programmer to restart the program. When com-
bined with the instruction single-stepping circuit previously outlined, pro-
grams may be started, stopped, and started again at any time.

A reset input can be manual, automatic, or a combination of both. Figure
4.8a is a standard push-to-reset circuit. Its output is normally high until the
button is pushed, and then it goes low. The Z80 will remain reset for as long
as the button is held and will only begin to execute again when released.
Manual reset is a necessity for initial program checkout, and this circuit is
employed in the basic ZAP.

When computers are used in applications where no human attendant is
present, such as a traffic light controller, the manual reset cannot be used; an
automatic reset must be employed instead. Figure 4.8b is the circuit of a total-
ly automatic power-on reset. When power is first applied to the computer,
the 10 mF capacitor will be completely discharged. The resultant logic 0 level
on the input of the 7404 pin 1 will be mzintained for approximately 50 ms,
long after the 45 V supply has powered up the rest of the computer. The
long charging rate of the capacitor will, in turn, generate a logic 0 (a reset
condition) to the computer until the input level rises to approximately 2 V (a
TTL logic 1). Once full power is applied, the time it takes the reset circuit to
reach 2 V will constitute about a 35 ms power-on Reset pulse. Resetting the
machine would require turning the power off.

Manual and automatic reset are combined in figure 4.9. This circuit allows
the computer to start program execution immediately after power is turned
on. The program can be stopped and restarted by pressing the reset button.
Slightly different components and additional functions are included in this
diagram. Schmitt-triggered inverters (7414s) increase the reliability of the de-
sign. When the power is turned off, the use of a diode to discharge the capaci-
tor quickly assures that a pulse will be generated if power is suddenly reap-
plied. Because power line glitches are usually short in duration, the discharge
rate of the capacitor has to be fast enough not to miss generating a reset pulse
once power is restored.

While this reset circuit is not necessary for initial computer check-out, it
should eventually be employed if ZAP is to be expanded to include any of the
options outlined later. To synchronize the central processor and peripherals,
they should be tied into the reset signal from this circuit.
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- 1>c2 2 - RESET 280 PIN26
> :
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315K
0.001
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71
+5V
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2 3 o 4 —
: + RESET ZBO PIN 26
= 10uF 4
Figure 4.8 Reset circuits. :,E
a) A manual reset circuit,
b) An automatic power-in reset circuit. b)
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Figure 4.9 A circuit to combine manual and automatic reset functions.

C. Address Bus and Control Output Buffering

The Z80 has the ability to directly address 65,536 (often called 64 K) indi-
vidual bytes of program memory and 256 individual input and output ports.
Because the microprocessor is a binary device, it is only natural that this ad-
dress be binary. There are 16 binary address lines labeled A0 thru A15. A0 is
the LSB (least significant bit), and A15 is the MSB (most significant bit).

The logic levels on this bus are not arbitrary. The control section of the
central processor sets the program counter to the next instruction to be ex-
ecuted, and on the fetch cycle, it places the program counter contents on the
address bus. During I/Q instructions, additional timing cycles place the /O
device address on the 8 least significant bits (AQ thru A7). Because this bus
has to drive the inputs of many parallel devices, all of which draw some input
power, the address bus must have an output current that will meet the load
demand. The Z80 by itself can sink 1.8 mA maximum or one TTL load on
each pin. This is no problem if the designer uses low power memories and pe-
ripheral interface chips. These are expensive devices, and their use would not
necessarily serve to educate the builder in the same way as configurations of
less complex circuits.

Using lower density ICs and TTL devices for decoding functions is less ex-
pensive but requires considerably more power from the bus. The following
table lists the input loading of various devices:

Device Worst case input current

Standard TTL (7404, 7442, etc) 1.6 mA
Low-power Schottky TTL (741504, etc) 0.18 mA

2708 (1K X8 EPROM) 10 A

2114 (1K X4 programmable memory) 10 pA

2716 (2K X8 EPROM) 10 wA

2102 (1K X1 programmable memory) 10 pA

8212 (8-bit latch) 0.25 mA

8T97 (6-bit driver) 1.0 mA

It is easy to see that the real power eaters are TTL devices. Low-power
Schottky TTL (LSTTL) devices can be substituted throughout the ZAP com-
puter. They save power at slightly additional cost, but the circuit has suffi-
cient power to support straight TTL. If LSTTL is substituted, it must be sub-
stituted throughout.

The loading caused by memory, especially with only 2 K bytes in the basic
ZAP unit, is insignificant. With 1.8 mA drive current available from the Z80,
we could use LSTTL for the /O and memory address decoding but would
have to limit the fanout (total input connections) on each address line to 9
LSTTL inputs. This is sufficient for the basic ZAP and would probably be an



acceptable procedure, but it is not recommended.

The first time a user attaches the logic probe (figure 4.7b) to an unbuffered
address line, the computer may die. The load presented by the probe, as well
as by the other circuitry, will exceed the drive capability of the bus. It's im-
portant that the monitoring devices not impede circuit operation.

Rather than try to optimize the design to a degree that forces the user to be
aware of every A (microampere) consumed by test probes and LED drivers,
it's easier to add buffering that increases the bus output power to a point
where loading is not an important factor. This is the philosophy behind ZAP
busing, and as a side benefit, it will provide enough power to expand ZAP to
64 K should the user ever desire to do so. It also allows the user to add his
own TTL circuitry without becoming overly concerned with bus loading.

To achieve high power output from the address bus, a buffering device
(called a non-inverting bus driver) is used. The A0 thru A15 outputs of the
Z80 make only one connection: to the drivers' input. All other devices that
use the address are attached to the output of the drivers.

Figure 4.10 is the diagram and truth table of the 8T97 bus driver. (An
equivalent bus driver is the 74367.) This three-state device is capable of sink-
ing 48 mA and can accommodate any combination of TTL, LSTTL, and
memory connections a user would want to make. The final address bus con-
figuration is shown in figure 4.11.

The three-state function of the 8T97 is controlled by the BUSAK signal.
This signal turns over control of the address bus to an external device during
direct memory access operations, In a non-DMA situation, BUSAK is high
and the 8T97 passes all outputs from the Z80. When a DMA request is ac-
knowledged, BUSAK goes low, putting the 8T97 in a high impedance output
mode. This facility allows memory to be written into or read by an external
device and is usually reserved for high-speed operations that are faster than
the central processor can achieve.
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Figure 4.10 The pinout and truth table of an 8T97/74367 bus driver.
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Figure 4.11 The final buffered address bus configuration.

D. Data and Control Bus

The fourth and last area of direct central processor connections is the data
bus and the remaining lines of the control bus. The reason for buffering the
data bus is similar to the argument for the address bus with one exception—
the data bus is bi-directional.

A bi-directional bus means, of course, that data flows in both directions.
When the Z80 is writing a byte of data into a memory location, the data
flows from the central processor to memory. When the central processor is
reading a memory byte, data flows from memory to the central processor.
The bi-directional nature of the data bus requires that the bus drivers be
either bi-directional internally, or attached in such a way that the same func-
tion is performed.

One way of making this bi-directional driver is to use two 8212s. The 8212
(figure 4.12) was originally conceived and produced by Intel as an 8-bit
latched input or output port. The 8212 can be latched continuously so that
data flows through it, or it can be turned off to block the flow. It is well
suited to this application because it has a three-state output.

Two 8212s (figure 4.13) are wired in opposite directions. IC 6 directs data
from the central processor toward memory, while IC 7 channels data into the
Z80. Control is exercised through a single line connected to the RD control
signal of the central processor. RD is normally low except during write oper-
ations. This causes IC 6 to be off, in a three-state mode, and IC 7 on, which
allows data from memory or I/O devices to reach the central processor.
When RD goes high during a write operation, the process is reversed; IC 6
turns on and IC 7 turns off. It is only necessary to use the RD line to control
data direction. We're assuming, of course, that when the central processor
isn’t writing data, it must be reading it. While not exactly true, the concept
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works well enough in practice, and the two 8212s are connected schemati-
cally as in figure 4.14.

It is not absolutely necessary to use 8212s to perform this function. Either
8T97s or 74367s work equally well but take 4 IC packages. If you don’t mind
the extra wiring and have a source for 8T97s, they can be wired as illustrated
in figure 4.15.

The final connections to the central processor to be discussed are the con-
trol bus signals, shown in figure 4.16. They coordinate peripherals and chan-
nel data and addresses into and out of the central processor at the proper
times. Each was briefly explained on the Z80 pinout. Exact timing will be
detailed when we discuss attachments of memory, 1/O, and enhancements to
ZAP. For the time being, unused control inputs are tied high (through
resistors) to inhibit false triggering.

The output lines are buffered for the same reasons as was the address bus,
Furthermore, because this is a development computer, with expansion in
mind, both the inverted and noninverted control signals are brought out to
the user.

The areas discussed thus far are combined into a single diagram (figure
4.17) called the Z80 bus and control diagram.
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E. Testing

Insert all ICs except the Z80 and turn on the power. Each section is then in-
dividually tested as follows:

Clock — Testing the 2.5 MHz clock of figure 4.3a will require an oscilloscope
or frequency counter to register the exact clock rate. Using the logic
probe from figure 4.7b to monitor this clock rate would light all three
LEDs. This indicates that the clock functions, but it will not indicate the
rate. A similar test can be performed on figure 4.3b.

Single Cycle — The logic probe (without the addition of the 7486 edge
detector) is perfect for checking the single-cycle circuit of figure 4.4.
With the probe on section C pin 8, the indication should be low. Press-
ing and holding the button down should change the indication to a high
level and cause the “pulse” LED to flash once. Releasing the button
should not flash the pulse indicator as it returns to its initial logic condi-
tion.

Single Step — With the switch in the single-step mode position (figure 4.5),
take a clip lead and momentarily ground IC 3, pin 3. The output at
IC 1, pin 8 should be low. Pressing the single-step button will cause this
output to go high. It will stay high until IC 3, pin 3 is momentarily
grounded again. Check out the pushbutton debouncing circuit (which
consists of IC 1 sections a and b) in the same manner as you did the
single-cycle test. Finally, with the switch on the run mode, IC 1, pin 8
should always be high.

Power-on Reset — The circuits of figures 4.8a and 4.8b should have a nor-
mally high output. When power is first applied to figure 4.8b, or the
button pressed in figure 4.8a, the output should go low. Either situation
will cause a logic low level to occur from the circuit of figure 4.9,

Address Bus Drivers — The Z80 should not be inserted! With IC 9, pin 5
grounded, all outputs of ICs 3, 4, and 5 on schematic figure 4.11 should
appear high. In actuality, this will be the three-state output mode and
the proper test equipment will register them as open circuits. Tying
IC 9, pin 5 to +5 V through a 2.2 K resistor will turn on all the bus
drivers. Their outputs will all be iogic high levels. Successively ground-
ing the AO thru A15 lines at the Z80 connector should result in a low-
level indication on the respective buffered output line. When all 16 lines
can do this successfully, the address bus checks out.

Bi-directional Data Bus — The data bus is tested in a similar manner except
that the procedure is done twice—for data flow in either direction.
Grounding KC'8, pin 1 (figure 4.14) simulates a read condition. Data
should flow from right to left. Applying ground and +5 V (through a
2.2 K resistor) alternately to the data input pins of IC 6 should produce
similar levels on DO1 thru DO8 of IC 6. Raising IC 8, pin1to +5V
allows similar data transfer, but only from left to right this time.

Control Bus — Referring to the schematic of figure 4.16, testing is simply a
case of applying a known logic level to the input side of the series in-
verters and noting the output levels one gate at a time. For example, if
Z80 pin 19 was a logic low, IC 9, pin 2 would be a logic high and con-
versely, IC 9, pin 4 would be low. Each inverter section which the
signal passes through inverts the signal.

II. Memory and I/O Decoding

Before we can utilize the memory or I/O devices we must learn how the Z80 address-
ing works. Remember, the address FF hexadecimal could refer to memory, or an input
or an output port. The computer must have the ability to differentiate among the three

BUILD YOUR OWN COMPUTER 105



possible meanings.

The control outputs of the Z80 contain the necessary routing information, and by
properly gating them together, the correct signals are obtained. For basic I/O and mem-
ory operations, the four signals of particular interest are MREQ, IORQ, RD, and
WR. Their definitions are as follows:

A. MREQ
Memory Request. Whenever a transaction occurs between the central proces-
sor and memory, the MREQ line goes to a logic 0.

B. IORQ
Input/Qutput Request. Whenever a transaction occurs between the central
processor and either an input port or an output port, the IORQ line goes toa
logic 0.

C. RD
Read Request. Whenever the central processor reads input data from either
memory or an input port, the RD line goes to a logic 0.

D. WR
Write Request. Whenever the central processor is writing data to either mem-
ory or to an output port, the WR line goes to a logic 0.

To differentiate between input and output ports during I/O instructions, IORQ,
RD, and WR are gated together as shown in figure 4.18. In a similar manner, MREQ,
RD and WR are gated during memory transfers as shown in figure 4.19. Unlike the
1/0 decoding, but similar to the address bus driver discussed earlier, a memory-read
condition does not have to be decoded. It is assumed that when the memory is notin a
write mode, it is in the read state.

The resulting three decoded strobes define the operations of Input Port Read (IORD),
Output Port Write (IOWR), and Memory Write (MEMWR). If only three functions
were required in your particular computer configuration, then no other decoding
would be necessary. Such a computer would have one input port, one output port, and
one bank of memory. To alleviate this problem, additional decoding of I/O and
memory is necessary so that these control strobes can serve more than a single device.
With the extra circuitry, the Z80 can independently address 256 input and output ports
and 64 K bytes of memory.

During an I/O request (either input or output), the 8-bit binary address of the par-
ticular I/O port appears on lines A0 thru A7 of the address bus. An explanation of ad-
dress coding is shown in figure 4.20. Additional examples are illustrated in figure 4.21.

Using this information, if an instruction were to designate output port 7 as its
destination, then the circuitry of figure 4.22 could be used. When a code of 007 octal
(07 hexadecimal or 00000111 binary) appears on the address lines with an IOWR
strobe, the signals present on the data bus would be stored in an 8-bit register as output

data.
r 7404 —I
(Tora ' > : r
| — 1/0 WRITE STROBE ([GWR)
WA ' I‘)—r I
|
cPU | l
SIGNALS I |
P 1 _
7400 1/0 READ STROBE ([ORD)
55 | hl/c_l
= L _1 '

IORQ GOES TO LOGIC O ON AN INPUT/OUTPUT OPERATION

WR GOES TO LOGIC 0 WHEN THE CPU ATTEMPTS TO WRITE DATA TO AN
OUTPUT OR MEMORY

RD GOES TO LOGIC O WHEN THE CPU ATTEMPTS TO READ DATA FROM
MEMORY OR AN INPUT DEVICE

Figure 4.18 Input/output read and write decoding.
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Figure 4.20 An explanation of input/output address codes.
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Figure 4.19 Memory read and write decoding.
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Figure 4.21 Address decoding logic.

a) For address FFs.
b) For address 00ss.
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Figure 4.22 A possible method for decoding a single 8-bit output port address. The circuit is for a 007
device code.
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1/0 Decoding

Of course, ZAP needs more than 1 port, even as a basic system. In fact, if it is ex-
panded to include some of the optional peripherals, it will require 6 or 8 ports.
Decoding these additional ports need not require 8 separate circuits like figures 4.20 or
4.21. By incorporating a 4 to 10 line demultiplexer into the design, 8 port strobes can be
derived. The circuit of figure 4.23 can be used for either input or output port decoding
(by selecting RD or WR) and is addressed for 000 octal to 007 octal. It works by select-
ing either of the two unconnected outputs (IC 3, pin 9 or 10) when an undecodable ad-
dress is presented on the address bus. A3 thru A7 still must be treated in the same man-
ner as that presented in figure 4.20, but A0 thru A2 serve as the 7442 address inputs.
These 3 bits will designate 1 of 8 possible lines when IC 1's output goes low.

Duplicating this circuit to provide 8 separate input and output stobes (addressed 000
thru 007) would require a total of 7 chips. The number of chips can be reduced to 3 if
we take a little poetic license with the design. So far, we have decoded all 8 bits of the
1/O portion of the address bus, making our decoder select 1 of 256 or, as in the
previous circuit, 8 of 256. In either case, only the designated addresses are of any im-
portance; all others are meaningless. For all practical purposes we could decode lines
A0 thru A2 and ignore the rest. A circuit that does just that is shown in figure 4.24.

The difference between this circuit and those previously described, besides having
fewer chips, is that this one requires an intelligent user to recognize the advantages and
disadvantages of taking such liberties. As in figure 4.23, this circuit decodes ports 000
octal thru 007 octal. What the user should realize, however, is that it also decodes 010
thru 017 and 020 thru 027, etc. The 3 LSB (least significant bits) repeat every 8 ad-




dresses. This is not a problem as long as the user is aware of repetitive addressing and
watches his programming. Should more than 8 stobes be required, the 7442 can be re-
placed with a 74154 (4 to 16 decoders). This will give 16 1/O port strobes that repeat
every 16 addresses.

ic3
A3 7442

OR 9
WR IC4
80— FORT 7 1T
D 7 fo———— PORT 6 1T
A2 ¢ 6 O——— PORT 5§ I
5 0——— PORT 4 I
Al B
4 O——— PORT 3 L5
AD A 30— PORT 2 LI
2 jo——— PORT 1 1T
1 [o——— PORT O I

Figure 4.23 A formal input/output port address decoding method that decodes all 8 address lines.
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2
L B = D31 WR
1
&3 A I D30 WR

o
Figure 4.24 A method for decoding input/output strobes with a reduced amount of circuitry.
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Memory Decoding

Decoding the memory address bus is accomplished in a similar manner. It is inadvis-
able to take the same tack and allow repetitive memory addressing because there is
more likelihood of error. Even though 16 lines are involved, in actual application,
memory decoding turns out to be less complicated. ZAP uses 1 K X 8-bit banks of
programmable memory and 1 K-byte erasable read-only memory. Both of these de-
vices require 10 address lines to define the 1 of 1024 locations in each bank. This leaves
only 6 lines that have to be individually decoded to define any 1 K block of memory.
Figure 4.25 illustrates how this can be accomplished. A 7442 (4- to 10-line decoder) is
used to generate 8 separate chip-select lines. Because the address lines of the 7442 are
tied to A10 thru A12, each strobe pulse will have a boundary of 1 K. It is not by chance
that 1 K X 8 was chosen as the memory capacity of each bank.

+5V
Tls
MREQ o 1 "
OD—o N.C
1 2 2 10
Al50 Dc 5 ms b= N. C.
- 3>C4 4 7420 D D-g-—o?K TO 8K )
O
b, 06K TO 7K
Al3 o SDCE 5 7442 S o5k TO 6K
5 TO OTHER
2 04K T
7404 - A K 705K ?MEMORV BANKS
Al2 o ~———o 3K TO 4K
Allo 141g b3 52K TO 3K
A10 o 150a b2 51K TO 2K
U
CHIP SELECT
8 BANK #0
LOCATION 0 TO 1K BYTES
A9 o £o
A8 o
A7 o
A6 ©
1K x 8
A5o MEMORY
A4 o— BANK
Al o
A2 o-
Al o
AQO

Figure 4.25 Memory bank decoding for 8 K of memory.

110 BUILD YOUR OWN COMPUTER

While the basic configuration of ZAP provides decoding for 8 K of memory and 8 in-
put and output ports, not all of these chip selects and port strobes are used. The extra
lines are left for expansion. Figure-4.26 is a completed schematic of the I/O and mem-
ory decoder for the builder to add to the circuit in figure 4.17.



Testing

After you have added the components of figure 4.26 to figure 4.17, you are ready to
test the memory and 1/0 decoding. Insert ICs 10, 11, 12, 13, and 14, but don't insert
IC 20 yet. ICs 1, 3, and 9 should remain inserted from the previous test. The Z80
should still be left out. The logic level at the D address input of each of the 7442s (ICs
12, 13, and 14) should be high. Pulling out ICs 8 and 9 (with power off) will cause this
input to immediately change to a logic low level.

Next, ground pins 30, 31, and 32 and tie 23 high on the Z80 socket. With the address
bus buffers enabled, and a 000 address jumpered on AQ thru A2, a chip-select low
should appear on the lowest strobe address. In this case, pin 1 of ICs 13 and 14 should
be low and the other strobe lines high. Changing the 3 jumpers on A0 thru A2 will
enable other device chip-select strobes. The memory bank decoder works the same way
except that the jumpering should be applied to address lines A10 thru A12.

After testing, insert all chips except the Z80.

+5V
MREQ +5V
b e 16
AlS -
3 4 7 3 > MCS7?
i
Ald . > MCS6
5 & 7442 5 5 > MCS5
Al3 ' s > MCsa
7 All 8 N S fess
15 3 P
';%3 +5V Al0 1 A 2p > MCS2
1 wecsi
Gl 1 i
1 14 ,J-_, 0 > MCSO0
MREQ /
2| 1 2 MEMWR
WR
7
+5V
" 7400 Tlﬁ
RD. ' ) T0RD
5| 11 5 i Y 7 : > DSTRD
I0RQ 4
13 ez B 5 4 DSERD
A2 c 7442 5 5 - DSSRD
14 B 4 i ) DS4RD
i 2 3 > DS3RD [ STROBES
AO A 2> > DS2RD
8 1 > DSIRD
e ot > 050RD
+5V
9, 16
8 1OWR 12
10| 1 )3 0 7 ? > DSTWR
WR L
: 3], c 55 2 DREWR
7442 5 p > DS5WR
4o 4f > DSaWR
Y
15 35 2 DS3WR [ STROBES
1C10 7420 A 2 S 5SEWR
IC11 7400 2 5
1C12-14 7442 8 15 2 DSTWR
1C20 7404 /7‘; o > DSOWR

Figure 4.26 The memory and input/output decoding section of ZAP
a) Memory bank chip-select strobes.
b) Input/output device chip-select strobes.
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III. Memory

Of course, a major consideration for any computer system is memory. Both program
instructions and data must be stored and recalled at the appropriate time so the com-
puter can perform its function. Even though the Z80 central processor has a quantity of
8-bit storage registers, these can be only used for temporary manipulation of data and
cannot store program instructions. Program instructions must be stored in external
memory elements.

The external memory may be divided into two broad classes: ROM (read-only mem-
ory) and RWM (read/write memory). ROM is used to store specific, unchanging pro-
gram steps or data. The contents of these memory locations are considered permanent
and cannot be easily changed. Read/write memory, on the other hand, is used to store
data that changes while the computer is operating. Examples would be the resuits of
calculations or programs that change frequently. For either type of memory, the
ultimate function is still the same: to provide, on demand, either an instruction for ex-
ecution or a location where data may be stored.

Read-Only Memory

ROM (read-only memory) is an important part of the computer system. ROM func-
tions as a memory array whose contents, once set by special programming techniques,
cannot be altered by the central processor. There are few exceptions to this rule.

By its nature, ROM is non-volatile. When power is turned off, the program contents
are not lost, Reapplication of power allows immediate program execution.

Within this basic category of ROMs there are three subcategories — ROM, PROM,
and EPROM — which are defined more by usage and application than their names
might imply.

ROM — Read-Only Memory

This is storage which can be written into only once, The information is fixed and
cannot be changed. A ROM is usually mask programmed by the manufacturer
and is bought with a preset bit pattern. These types of ROMs are considered to be
custom programmed.

PROM — (User) Programmable Read-Only Memory

This storage can also be written into only once and the information is fixed.
These devices are typically bipolar fusable link PROMs, which are programmed
by the user rather than the manufacturer. ROMs and PROMs do not generally
use the same semiconductor construction technology. Storage is much denser on
a ROM than on a PROM, and cost-per-bit is generally lower on a ROM.

EPROM — Erasable-Programmable Read-Only Memory

This device combines the best parts of a ROM and a PROM. When received from
a manufacturer, all storage locations are unprogrammed, Using a special inter-
face, the EPROM can be programmed by the user as a PROM would be, with the
result utilized as a ROM. If the EPROM content must be changed, it can be erased
and reprogrammed. Depending upon the particular device, an EPROM can be
either electronically alterable (often differentiated by the separate abbreviation
EAROM) or ultraviolet erasable. The latter is sometimes called a UVEPROM, but
is more often just called an EPROM. They are easily recognizable because they
have a quartz window over the integrated circuit. This window is transparent to
ultraviolet light and facilitates erasure.

While there can be considerable discussion as to the merits of each option, all ROMs
perform the same ultimate function. For each independently addressable location,
there is specific stored-bit pattern. Only the processor can determine whether this is
data or an instruction. The method of storage is the same in either case. Figure 4.27
details the block diagram of a ROM.

A ROM is simply a logical block which, under program control, provides a preset



pattern. Figure 4.28 is a 3-bit read-only memory. When switch SW1 is closed (the posi-
tion it would take when the central processor wanted the stored information), the 3-bit
code of “101” would appear at the outputs. The diode grounds the input signals to the
7404 inverters when SW1 is closed. Expanding to more than 3 bits is simply a matter of
adding more diodes, resistors and buffer stages. Such a circuit is referred to as a diode-
matrix ROM and in this case would be a 1-line by n-bit ROM.

A 3-bit memory is not much use. This concept can easily be expanded to 16 bytes by
adding an address decoder as diagrammed in figure 4.29. A completed schematic with
the diodes specifically arranged to perform a simple 9-byte program is illustrated in
figure 4.30. This short test program will be used later during the checkout phase.

The diode-matrix ROM is presented for its educational value only. This is not a
method that should be employed in the ZAP computer. Realizing that there are inte-
grated circuits that would successfully fulfill the requirements in each of three
categories, we must analyze our needs a little more closely.

The pertinent questions are: memory size, and the cost and ease of programming.
The size of a ROM is determined by the user. When power is first applied, how much
effort does the user want to expend to make the computer execute a specific program?
ZAP has no front panel and no banks of address and data switches to toggle in instruc-
tions. This being the case, ZAP must have a program that executes immediately (when
power is applied or the reset button is pushed), and that allows the central processor to
communicate with its peripherals and set itself in a mode that is directly programmable
through these devices. Once power is applied, a simple 50- to 100-byte program can be
written, which facilitates keyboard to memory loading. But perhaps we need to enter a
large program in memory? Are we to enter it all through the keyboard?

High-speed data entry can be accommodated through a serial interface. This can be
added at the expense of another 100 or 200 bytes. Another consideration is the necessi-
ty for some operator address and data display to ease program development.

In conclusion, to incorporate all the functions necessary for a single-board develop-
ment system, the ROM can easily require 500 to 1,000 bytes of storage. Many comput-
er systems use a 64- to 256-byte ROM to store a bootstrap program. A bootstrap is a
program that coordinates the minimum amount of necessary peripherals to load a
larger program into the computer. In most personal computer systems, this bootstrap
controls a cassette interface, and the program that is subsequently loaded is calied a
monitor.

A monitor (explained in Chapter 6) is a very important piece of software that re-
quires about 1 K of program storage. Our decision is whether to make the monitor
totally resident in ROM (ready for immediate execution), or to reduce ROM to the
barest minimum and load the monitor from either a keyboard or a cassette storage sys-
tem.

This is an important consideration for someone building a computer from scratch.
When given a choice, 1 feel, you should almost always opt for the solution that calls for
the fewest components and you should include the ROM monitor in the hardware. It's
like putting the cart before the horse to require that a cassette interface be used to load
all the diagnostic software. It's quite possible that the monitor program, resident in a
1 K ROM, would be required to troubleshoot and align the serial interface and cassette
modem sections. A further consideration is that the ZAP computer can be brought on
line sooner. With a ROM monitor, useful programs can be entered via the keyboard
without having to build a serial interface.

I suggest that the preferred ROM memory size for ZAP be 1 K. As previously men-
tioned, ROM is mask-programmed by the manufacturer. However, let's not forget that
for a home-built computer, you are the manufacturer, Fusable link PROMs are an ex-
pensive proposition when configured in a 1 K block. As a 64-byte bootstrap loader
they are ideal,

The suggested alternative for the ZAP read-only memory is to use an EPROM that is
programmed by the user. A 1 K EPROM such as the 2708 (or the 2 K 2716) is cost-
effective for the home-built computer. The Intel 2708 ultraviolet erasable read-only
memory is recommended for this application. (The 2716 is a 2 K EPROM with a single
+5 V power supply.)

BUILD YOUR OWN COMPUTER 113



114 BUILD YOUR OWN COMPUTER

ADDRESS
INPUTS

MEMORY
ADDRESS
DECODER

)

MEMORY
STORAGE
ARRAY

(MxN)

ouTPUT
BUFFER
AMPLIFIER

y OUTPUT
M QUTPUT

BITS FOR
EACH OF N
INPUTS

Figure 4.27 A block diagram of a read-only memory.
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Figure 4.29 A block diagram of a 16-byte read-only memory.
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Figure 4.30 A diode-matrix read-only memory with a test program.

EPROMs

The EPROM is a read-mostly memory. It is used as a ROM for extended periods of
time, erased occasionally and reprogrammed as necessary. Erasure is accomplished by
exposing the chip substrate, covered by a transparent quartz window, to ultraviolet
light. The EPROM memory element used by Intel in the 2708 is a stored-charge type
called a FAMOS transistor (Floating-gate Avalanche injection Metal Oxide Semicon-
ductor storage device), It is similar to a p-channel silicon gate field-effect transistor
with the lower or “floating” gate totally surrounded by an insulator of silicon dioxide.
The 1 or 0 storage value of the FAMOS cell is a function of the charge on the floating
gate. A charged cell will have the opposite storage output of an uncharged cell. By ap-
plying a 25 V charging voltage to selectively addressed cells, particular bit patterns that
constitute the program can be written into the EPROM. Surrounded by insulating
material, the charge can last for years. When this silicon dioxide insulator is exposed to
intense ultraviolet light it becomes somewhat conductive and bleeds off the charge on
the floating gate. The result is erasure of all programmed information.

Appendices C1 and C2 detail the pin layout and electrical specifications of the 2708
and the 2716 respectively. Chapter 7 explores various methods to program and test the
chip.
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Read/Write Memory

Read/write memory is just what its name implies. Such memory allows data to be
written into it as well as be read from it. Read/write memory for microcomputers is
generally configured from semiconductor programmable memory devices that retain
data only while the power is on.

ROM s are technically random access devices; however, read/write memory, which
is composed of semi-conductor devices and is primarily intended for use in microcom-
puters, has come to be called RAM (random access memory). From this point on, we
shall refer to RAM as programmable memory.

There are two classes of programmable memories: static and dynamic. Static pro-
grammable memory stores each bit of information in a bi-stable storage cell such as a
flip-flop. This information is retained as long as the power is supplied to the circuit.
Dynamic programmable memories have a simpler internal structure, smaller size, dissi-
pate less power, and are inherently faster. They store information as an electric charge
on the gate to substrate of a MOS transistor. This charge lasts only a few milliseconds
and must be refreshed. This necessity to refresh the stored information is one of the ma-
jor distinctions between static and dynamic programmable memories.

Refreshing dynamic memories can be bothersome, however. The process requires
that all storage cells be addressed at least once every few (usually 2) milliseconds. A
counter circuit is usually incorporated to exercise the memory address lines when the
computer is not accessing memory. In most systems, memory refresh requires addi-
tional external circuitry. The Z80 contains this circuitry within the central processor
chip and greatly facilitates the use of dynamic memory. However, this facility is lost
when the Z80 is reset. Therefore, extra refresh circuitry is necessary.

The choice between dynamic and static programmable memory technology is
predicated on cost and convenience. Even with the expense of external refresh circuitry,
dynamic memory is less costly. In a prototype system such as ZAP, however, dynamic
memory is more trouble than it is worth. Once built and operational, dynamic memory
might well be the best answer to memory expansion. But at this point in the building
process, the inclusion of dynamic memory would over-complicate the design. This
book, which emphasizes getting a beginner on-line, deals exclusively with semiconduc-
tor static programmable memory applications.

Static Programmable Memory

Figure 4.31 is a block diagram of a static programmable memory element typical of
the type used in the ZAP computer. There are five basic components of a program-
mable memory: 1) address input lines, 2) data input, 3) data output, 4) chip select,
and 5) a read/write- or write-enable strobe line. The address input lines are connected
to the address bus of the computer. In the case of a N by M bit programmable memory,
where N is the number of words and M is the length of each word, there must be
enough address lines to address all N bytes. For example, in a 1 K programmable mem-
ory it would take 10 bits to address all 1024 bytes within this memory (eg: 2'°=1024).
Static programmable memory chips that contain fewer bytes of data, such as a 64-byte
programmable memory, would obviously require fewer address lines. For a 64-byte
memory, only é bits of address are necessary.

Because the function of a static programmable memory device is to allow storage
and retrieval of data, provisions must be made for data input and data output from the
device. The data input and data output lines (shown in figure 4.31) are designated as
separate functions.

During the read function, the stored data within the addressed memory cell is avail-
able on the data output lines. During the write function, data that is placed upon the
data input lines would be stored at the address designated by the code on the address
input lines. It is not necessary that static programmable memory devices have indepen-
dent data input and data output lines.

In most cases, these devices are configured with three-state outputs. Data input and
data output can be attached together to a bi-directional data bus, or they can be the



same lines and time multiplexed. Figure 4.31 illustrates a three-state method of data
busing. During a read function, the data input lines are disabled internally within the
memory device. The contents of the memory cell addressed by the address input lines
are available on data out and are fed directly to the bi-directional data bus. During a
write function, the opposite is true, The data output lines are set in the three-state mode
(which you may recall is effectively an open circuit), and draw no current from the bi-
directional data bus. The contents of the bi-directional data bus are stored at the
designated memory cell.

All of these multiplexing functions are dependent upon the read/write and chip-
select lines. No operation can occur without the memory device being selected through
the chip-select line, To select a particular bank, as outlined earlier, it is necessary to
have decoding logic that enables these banks through the chip-select lines. Once a chip
or bank of chips has been selected, the computer determines whether data should be
read from or written into these memory locations. Under normal operation all static
programmable memory is left in the read state, and only enabled during a write com-
mand by setting a level 0 on the write enable. This is called a write-enable strobe,

Figure 4.32 is a detailed timing diagram of the memory read and write cycles. The
write/enable is a combination of memory request and write. A read/enable is a com-
bination of memory request and read. Proper decoding of these signals and the chip
select were discussed previously. In its basic form, ZAP has 8 chip-select lines, each ad-
dressing a 1 K bank of memory.

Figure 4.33 illustrates the memory map of the basic ZAP computer. As initially con-
figured, ZAP contains 3 K bytes of memory. Location 0 thru 3FF is a 1 K EPROM.
Locations 400 thru BFF are static programmable memory locations. The 1 K EPROM is
configured to reside in locations 0 thru 3FF so that ZAP can be easily started with a
power-on reset. Programmable memory located at locations 400 and above is con-
sidered to be user programmable memory. At least 2 K is recommended for satisfac-
tory operation. ZAP will work with 1 K, but 2 K is recommended for basic peripheral
expansion.

Figure 4.33 also shows how memory is attached to the computer. All three banks of
memory are attached in parallel between the address and data buses. Each bank has a
separate decoded chip-select. When the EPROM is enabled and MCSO0 is at a logic
level 0, EPROM data is impressed upon the data bus lines, The other two banks of
memory are in the three-state mode and have no effect on the bus. When the computer
accesses programmable memory, the chip for that particular bank of memory issettoa
logic 0, and only that bank of memory has access to the data bus,

While all banks of memory would have the same address applied to them, only the
selected bank would be in the active mode. The logic flow is similar for the computer to
write into a bank of memory, You will notice that there are write-enable lines leading to
each of the 1 K static programmable memory banks, but not to the 1 KEPROM. A1 K
EPROM can only be written into with a special interface, Therefore, the write-enable
strobe is only attached to the programmable memories.

If, for example, the computer were to write into location 400, the chip-select for
bank 1 and the write enable for bank 1 would both have to be at a logic 0 to allow data
on the data bus to be stored into location 400. This type of programmable memory
configuration is both multiplexed and three-state, In the read mode, data flows from
the programmable memory chip; in the write mode it flows into it, and when not se-
lected it's three-state.

Up to this point, we have discussed block diagrams of static programmable memory.
To produce an operational computer, it’s necessary to configure this memory with ac-
tual parts. Unfortunately, single chip 1 K by 8-bit programmable memories were ex-
tremely expensive when ZAP was designed. Therefore, these 1 K blocks are designed
from multiple components. Two relatively inexpensive and popular static program-
mable memory chips are the Intel 2102A (Appendix C3) and the Intel 2114 program-
mable memory (Appendix C4).

The 2102Aisa1 K X 1 static programmable memory. Configuringa 1 K X 8block
of memory requires eight 2102s attached in parallel. By comparison, configuring a
1 K X 8block with 2114s would require only two chips. This is because the 2114 has a
higher internal density than the 2102. Because the objective of any hand-wired comput-
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er project is to get the device on line easily, 2114s are the recommended programmable
memory devices for ZAP. While 2102s will work, the added wiring necessary to use
these devices far outweighs the additional cost of the 2114s.

Figure 4.34 illustrates how two 2114s are attached together to produce a1 K X 8
programmable memory bank. They share a common chip-select line. The data input
lines are divided so that 4 bits of data are stored on each chip. Because each has a
1024-byte address capability, the 10-bit address lines are commonly shared. To build
the basic ZAP, two circuits of the type illustrated in figure 4.34 should be constructed.
The total memory for the basic computer is 3 K. It can be expanded to 8 K without ad-
ditional address decoding. It is not absolutely necessary to have 2 K of programmable
memory if the user wishes only to check the operation of the system. At a minimum,
the EPROM must be wired as 1 bank of memory.

The 1 K EPROM contains the monitor which allows ZAP to function. This monitor
contains many smaller programs that are called subroutines. When the main program
calls a subroutine, it places the return address on a software stack located in program-
mable memory. At the conclusion of the subroutine, the central processor pulls this ad-
dress from the stack and returns to the main program. Usually the stack requires no
more than 64 bytes. However, it is no less trouble to wire two 2114s forafull 1 K X 8
bank of memory than to try to wire a 64-byte memory.

An additional bank of 1 K, designated as bank 2, could be added at the user’s discre-
tion. This bank is necessary if you plan to write programs that will occupy more than
1 K of memory including the stack. As the computer is presently configured, 1 K may
appear adequate; however, for the additional programs outlined in this book, 2 K is
recommended. This is especially true when a buffer area is required to communicate
with external peripherals. The schematic for the final memory configuration is shown
in figure 4.35. It should be added to the circuitry of figures 4.17 and 4.26.

Unlike the other sections of the computer, the memory cannot be checked except
under program control. Theoretically, the address lines can be preset and data read or
stored, but it's not worth the effort. Memory checks will occur after the input/output
section is wired. Basically, it will be checked first with EPROM alone, then with the ad-
dition of the programmable memory. I mentioned previously that EPROM and pro-
grammable memory are related yet operate independently. While a program is often
stored in PROM, it usually requires programmable memory for proper execution.

In a short program that loads the accumulator, writes to an output port, and jumps
back to itself again, with no subroutine calls, programmable memory is not necessary.
It can be completely located on EPROM. The exact procedure for this test will be out-
lined at the end of the 1/O section.
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Figure 4.31 A block diagram of a static programmable memory element of N X M bits.
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Figure 4.33 A block diagram of the memory map for the ZAP computer.
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Figure 4.35 A schematic diagram of the final memory configuration for the basic ZAP computer.

120 BUILD YOUR OVviv v uacin



IV. Input/Output

Thus far we have discussed the central processor control and memory decoding. The
input and output functions are equally important. For the computer to display useful
information, it must be “interfaced” to peripherals. “Interface” is an overworked term
that refers to a capability of communicating with external devices such as keyboards,
video or LED displays, and memory storage systems. Communication can be either
data input or output.

Input data can come from keyboards, audio cassette mass storage, or special data ac-
quisition interfaces. Similarly, output data flows from the computer to peripherals (eg:
video displays, numeric readouts, printers, and external control interfaces). The func-
tion and format of the data communication between the central processor and the pe-
ripherals might vary considerably, but the internal routing of the data is fundamentally
the same.

The Z80 microprocessor provides both an input and output instruction. An output
from the processor is logically the same as writing to memory, and receiving an input
from an external device is similar to a memory-read command. They are differentiated
from memory operations by gating the read and write status lines with the 1/O request
control line. Logical concurrence of an I/O request and a read or write status output
designates the direction of the communication with the peripheral device. Simulta-
neously with the control signals, the address code (1 of 256) of the subject device is
placed on the address bus. A timing diagram of these signals is shown in figure 4.36.
The decoding logic was detailed in section II of this chapter.

Wiring the I/O ports for ZAP is a two-stage process. When hand wiring a computer,
the most important consideration is to see that the input/output function works by the
least complicated method. A successful test of the ZAP 1/O section also indirectly tests
memory. This is so because input and output instructions cannot be exercised except by
a program stored in memory.

Z80 input and output is handled 8 bits at a time. It does not matter whether the exter-
nal interface configuration is serial or parallel. Data transfer between the central pro-
cessor and [/O is 8 bits parallel and basically occurs as follows.
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Figure 4.36 A timing diagram of input or output cycles for the Z80.
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Output Instruction

OUT(n), A

When this instruction is executed, the contents of the accumulator A are placed on
the data bus and written into device n. The address of device n is located on address
lines AO thru A7.

If the accumulator contains 40 hexadecimal when the instruction OUT 23, A is ex-
ecuted, 40 hexadecimal will be written into the peripheral device (also called “port
number”) decoded as 23 hexadecimal.

While there are other more complicated output instructions available in the Z80 in-
struction set, they all pass data through the data bus to the external device. Because the
data bus is used for transfer of information between the central processor and memory
as well as [/O, the computer must be allowed to continue executing its program. Data
cannot remain on the data bus waiting for the peripheral (the central processor can be
made to do this but such abstract configurations would be confusing at this time). The
data is valid for only a few clock cycles and must be stored if needed for a longer
period.

Figure 4.37 diagrams a typical 8-bit storage register. It consists of 8 individual stor-
age elements with a common “store enable” input. In its simplest form, the single stor-
age cells can be D-type flip-flops such as shown in figure 4.38. Input data (ie: the data
bus) is attached to the D input lines and is only clocked onto the output lines (Q and
Q) during an [/O write strobe. Using 7474s would require 4 chips for an 8-bit word. A
better method is to use the improved circuits of figure 4.39.

Input Instruction

IN A, (n)

When this instruction is executed, the data from the selected port (n) is placed on the
data bus and loaded into the accumulator.

If the subject external device reads 10 hexadecimal when the instruction IN A, 20 is
executed, the value 10 hexadecimal read from device number 20 hexadecimal would be
loaded into the accumulator,

There are other more complicated input instructions but as was the case with output
instructions, the route for all data is still the data bus. To keep the data bus from being
dominated by a single device attached to it, all input devices (ie: the output from them)
must be three-state. This can be accomplished either by using interface logic such as
UARTSs and peripheral interface adapters that are designed to be three-state, or by add-
ing three-state input buffers such as illustrated in figure 4.40 (the block diagram of the
typical 8-bit, parallel-input port).

Whatever is on input lines B, thru B, during an I/O read instruction will be directed
to the central processor. Using these direct read instructions there is no interaction be-
tween the central processor and the external hardware attached to the input port. Addi-
tional logic is required to coordinate the exact timing between the computer and an ex-
ternal peripheral. The solution is called “handshaking.” Such a capability requires
either more sophisticated input port hardware, connection to the central processor, in-
terrupt logic, or additional [/O ports to coordinate the timing.

Checking out the basic ZAP hardware is best accomplished by using the least com-
plicated hardware. A simple input port is illustrated in figure 4.41 and consists of 2
quad three-state buffers. Should there be any brave experimenters who wish to have
full handshaking on 1/0 ports or need more than the 8 mA output drive capabilities of
a LSTTL device, input and output ports can easily be configured using Intel 8212s. The
specifications described in Appendix C5 demonstrate its versatility.

Input/Qutput Checkout

Ultimately, ZAP could have a keyboard, RS232 serial CRT terminal, audio cassette
interface, and analog, as well as digital [/O capabilities. Trying to attach all these pe-



ripherals together and checking everything simultaneously is a monumental undertak-
ing. A more methodical approach is to construct the minimum hardware and software
that proves operational and then build upon it. That is the route taken thus far.

With the exception of memory, we have attempted to eliminate any potential prob-
lems by static testing where possible. The simple I/O devices of figures 4.39 and 4.41
lend themselves easily to this situation. To test I/O fully requires one input port and
one output port. It should be wired as shown in figure 4.42. Only port 0 need be con-
nected at this time. The additional circuitry included in this diagram can be ignored.
Only ICs 21 thru 23 are of concern presently. The other devices are enhancements to
the basic ZAP and will be discussed later.

Static Test

With power off, remove all ICs previously installed. Insert ICs 20, 21, 22, and 23.
Turn on power. Temporarily ground DSOWR and DSORD. This maneuver, impossible
under direct computer control, allows data bus access to both input port 0 and output
port 0 at the same time. With the two ports connected in this manner applied input data
should be available immediately at the output port. With the input lines of ICs 21 and
22 open and power applied, the outputs of IC 23 should be at a high level. Sequential
grounding of input lines B, thru B, should be reflected on lines B, thru B, of IC 23. A
final test is to disconnect the temporary ground on DSOWR while one of the input lines
of IC 21 and 22 is grounded. The logic 0 output of IC 23 should remain low even when
the input line is no longer grounded. The result is that the data is “latched.” It will re-
main until updated by another write strobe.
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V. Dynamic Checkout of the Basic Computer

All systems, with the exception of memory, should have successfully passed the
static checkout procedures. The memory wiring should be checked for continuity.
Because ZAP has no front panel or indicator (unless you wish to add one), the full sys-
tem can only be tested by executing a program that dynamically exercises all the system
hardware. This is easier than it sounds. For the computer to output a number to a spe-
cific port address, the central processor must be operational and have reset properly to
execute the instruction. The memory read must work or the central processor wouldn’t
know what to do. The memory and I/O decoding must work for the data stored in
memory to arrive at the right output port. And finally, for the data to be read at the
port, the output port must function as well. In short, if you can execute a program, the
computer works.

We can make the process simpler by using the fewest program steps possible and by
initially eliminating the necessity for programmable memory. Remember, ZAP has
both EPROM and programmable memory. With no monitor or front panel, program-
mable memory cannot be loaded directly to run a test program. The test program must
be already loaded in ROM (in our case EPROM). By carefully selecting the instructions
used in the test program, programmable memory can be left out entirely when we run
the first test. Why complicate matters by having more hardware than is necessary?

Few instructions are required to test the operation of the processor, reset, memory
and 1/0. Usually the central processor either works or it doesn’t. Central processor
failure is rarely a case of one of the instructions executing improperly. If ZAP can read
in data at port 0 and output the same value to output port 0, we can assume it all
works. For the data to reach output port 0, it must travel through the central processor
(assuming you have removed the temporary grounds on the 17O strobe lines) under
program control.

Such a test program is:

OCTAL HEXADECIMAL
INA, O 333 000 DB 00 read port 0 in
OuT 0, A 323 000 D3 00 write to port 0 out
JP NN 303 000 000 C3 0000 jump to beginning

This 7-byte program will read input port 0 data into the accumulator and then write
this same data to output port 0. The jump instruction will cause the program to repeat
this action continuously. The program requires no programmable memory to store
either intermediate data or the stack pointer. Because only the accumulator is affected,
the 7-byte program can be completely contained in ROM. In this case, ROM can be
either a 2708 EPROM programmed manually as described in Chapter 7 or a simulated
ROM as shown in figure 4.30. If you use a simulated ROM, it may be necessary to
reduce the 2.5 MHz clock rate to compensate for the capacitance of the external cir-
cuitry. Figure 4.30 also includes an output to port 5 that tests a data display to be added
later. Rather than rewrite the EPROM or rewire the pseudo-ROM, you may wish to
add this instruction now.

The final test of the basic ZAP is to exercise a program that uses both programmable
memory and EPROM. Again, the philosophy is that if it can store and retrieve 1 byte
from programmable memory, then all 1 K of that bank should work. A slightly longer
program is used this time. The following program is stored in EPROM and the pro-
grammable memory is used by the central processor to store the stack:

OCTAL HEXADECIMAL
LD SP,nn 061 000 006 31 00 06 set stack pointer to
middle of bank 1
programmable memory

INA O 333 000 DB ¢2 read port 0 input
CALL TEST 315 014 000 CD 0D 00 call program test
OouTo, A 323 000 D3 00 write data to port 0 out
JP nn 303 000 000 C3 00 00 jump to beginning
TEST RET 311 Co return to main program
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When assembled, the 14-byte program would be loaded as follows (in hexadecimal):

Location Program
00/00 31 00 06
03 DB 00

05  CDOD 00
08 D3ge D’
0A  C30000
oD Q9

The operation of this program is similar to the previous example. A byte is read from
input port 0 and then read back out to output port 0. In between these operations there
is a call to a subroutine that is just a return instruction. When the call is executed, the
location where the program is to resume operation after the call is put on the stack in
programmable memory. At the conclusion of the call (the return instruction), the ad-
dress is popped off the stack and placed in the program counter so that the program can
resume where it left off. The only way for the input data from input port 0 to get to
output port 0 is for this call to be executed properly. Of course, this requires that pro-
grammable memory work properly.

Many other programs that would further enhance the diagnostic checkout pro-
cedures can be written. In my experience, however, if it executes these two programs,
you can count on everything running.

Once these milestones are reached, the experimenter has a truly operational comput-
er. The next step is to expand this basic unit and make ZAP somewhat more versatile
by adding address and data displays, a hexadecimal keyboard, a serial interface, along
with an operating system that coordinates the activities of these peripherals. While the
present system is a computer, these additions are necessary to move beyond an ex-
perimenter’s breadboard project.



CHAPTER 5
THE BASIC PERIPHERALS

Once the basic ZAP computer has been constructed and tested, we are ready toadd a
few necessary peripherals that will greatly increase the system'’s utility. External periph-
erals facilitate the input and output capabilities of the computer. They include such
items as printers, cathode-ray tubes (CRTSs), tape drives, and disks. Peripherals of this
magnitude, however, are usually used on larger systems. For our Z80-based ZAP,
useful peripherals include a keyboard to ease data and program entry; a visual display
to allow the computer to indicate a logical conclusion in readable form; a serial com-
munications interface, which allows ZAP to “talk” to another computer; and an inter-
face to an audio cassette mass storage device. These four ingredients are the difference
between an experimental breadboard and a useful personal computer.

The keyboard can be either a small keypad for limited data entry or an alpha-numer-
ic “typewriter”-style ASCII (American Standard Code for Information Interchange)
keyboard for text editing and high-level language programming. The visual display
could range from a hexadecimal LED readout to a full 24-line by 80-character CRT ter-
minal. The serial port, in conjunction with the audio cassette interface, could be used
to cold start the computer and load application programs.

As with the previous circuits in this book, I've tried to provide various alternative
designs so that you, the builder, may construct a truly personal system. Each of the
four peripheral devices will be explained in detail and numerous design examples will
be provided; both limited function hexadecimal input and full ASCII keyboards will be
addressed. In the case of the visual display, we will discuss a rudimentary LED octal
and a hexadecimal readout for ZAP. For more sophisticated visual interaction, a CRT
terminal is required. Because this unit is much more complicated than a keyboard or an
LED display, an entire chapter has been dedicated to it. My basic premise is to start
with the essentials, provide a thorough understanding of their applications, then move
to more complex, more useful add-ons.

The expansion of the basic ZAP into an interactive microcomputer system requires
the addition of a software program to synchronize and exercise the new peripherals.
This software is called a monitor and is discussed in a later chapter. Peripherals merely
provide the means for added data entry and display capability.

1. KEYBOARDS

The only way the Z80 can communicate to an external device is through the input/
output bus structure previously described. (While more esoteric methods such as direct
memory access exist, they will be ignored for the present.) When the processor wishes
to signal the user that an event has occurred, it can do so by changing the output level
on one bit of a parallel-output port. For example, the end of program execution can be
designated by bit 7 on port 0 going from a logic 0 to a logic 1. Using this concept, 8
separate elements could be individually designated and controlled from the 8 bits of
output provided on the single “basic ZAP” port.

Information input is just as simple. The numbers 0 thru 7 could correspond to 8
switches on the 8 input bits of port 0. This is shown graphically in figure 5.1. When
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bit-7 switch is pressed, grounding the input, the logic level transition can signify a nu-
meric entry of 7 to the computer; many microprocessor applications require only these
few bits of I7/O. A traffic light controller, for example, with a single red, yellow, and
green light would need only three bits of output.

The program to control the lights would have been written, assembled, and pro-
grammed into some type of non-volatile storage. However, ZAP must interact with a
human operator in such a way that programs can be developed and tested. The major
difference between the traffic light controller and ZAP would be the peripherals and
not the microprocessor’s capabilities.

In our example, we could put 8 switches on an input port. To enter information, we
have only to write a short program that reads the data on port 0 into the accumulator
and then stores or acts upon it. The chapter on monitor software will address these
manipulations, but one problem must be solved first: synchronizing peripherals to the
computer.

How does the computer know when the data on the switches is or is not valid? And,
could we make a timer in software or hardware that reads the port every second, on the
second? Can you, for example, see yourself trying to flip all the switches in time or to
make the computer wait?

SW6 Tws Tw-t SW3 Twz Twl ]swa

SWO0-SW6 AND PB ARE SPDT

Figure 5.1 A parallel input/output interface with LED readout and switch input.
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The most popular method of synchronizing a peripheral that has slow data input to a
computer with fast program execution is to use “data ready” strobe pulses. (Interrupts
may also be used but they involve complicated programming and will not be con-
sidered here.) The program is written to read and check the logic level of one bit only.
By substituting a push button for one of the eight switches, say bit 7, we can simulate
the strobe. To accomplish this, first set data on the other seven switches; then, with the
program sitting in a loop checking bit 7, press the push button to generate a logic tran-
sition. The program, sensing that a “data ready” strobe is present, reads in the entire
port and uses the other 7 bits of data.

Frequently, it is not practical to limit ourselves to just 7 symbolic interpretations
when using 7 bits of input. A more logical approach is to code the input and let the 7
bits represent up to 128 individual symbols. The choice between a coded versus a
straight parallel input is governed by the application. If the computer is part of a
burglar alarm, with each input bit representing a door or window switch, then it is im-
portant to know individual and simultaneous bit transitions. In this application, it is
necessary to have parallel signal input. On the other hand, alpha-numeric entry from a
typewriter keyboard is by nature serial, one letter at a time. Therefore, nothing is
gained by using 128 parallel input bits for a 128-key keyboard. A 7-bit code is more
cost-effective.



The most widely used keyboard code is ASCII (American Standard Code for Infor-
mation Interchange). Appendix B lists the code and the characters it represents. Any
homebrew keyboard should reflect this coding to be compatible with commercially
available software such as BASIC.

There are a number of methods that can be used to generate suitable key codes.
Figures 5.2 and 5.3 reflect hardware and software approaches, respectively. The block
diagram outlined in figure 5.2 is a hardware scanning system suitable for a 64-key key-
board. A 6-bit counter progressively enables each column while scanning all rows in
each step. Should any key be pressed, a logic 0 will be routed through the 8-input
multiplexer to the scan control logic. This signal is used to generate a key-pressed
strobe (also called data-ready strobe) to the computer. The row and column address
lines from the counter are read and indicate the binary matrix address of the pressed
key. Compatibility with the ASCII code is simply a matter of placing the proper key at
the correct address within the matrix.

Another suitable encoding method is outlined in figure 5.3. This technique, which
uses software logic to scan the matrix, should be used only when computer program ex-
ecution speed is not critical. While reducing the circuitry to one chip, the trade-off in
this approach requires both an input and output port. It functions in the same way as
figure 5.2. The computer sets a 4-bit column counter code on the decoder. Then it
searches the parallel input port for the row with the logic level 0 signifying a pressed
key. While this may seem to be an easy way to decode 128 keys, there are certain soft-
ware considerations.

c
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Figure 5.2 A matrix keyboard scanner for a 64-key keyboard.
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Figure 5.3 A software-driven 128-key encoder circuit.

The key-pressed or data-ready strobe in any keyboard serves two purposes: it signi-
fies that data is present and ready, and it is timed so the strobe is not generated until
after a mechanical debounce time period has elapsed. The reason for the delay is ob-
vious. Remember, these microprocessors can execute 200,000 instructions a second. A
program written to look for a strobe and read the data would run a hundred times on a
single keypress because of contact bounce. The mechanical making and breaking of the
contact could appear like 100 data-ready strobes if we aren't careful. A true data-ready
strobe is not generated until after a debounce time-out and then it should be fast-rise-
time (<200 ns) pulse with a rate exceeding the cycle time of the computer. The dura-
tion of the pulse should be long enough to allow the scanning program to catch it even
if it is off doing some other task, and short enough so that the central processor doesn't
see the same strobe twice.

There are two techniques to combat the problem of strobe duration. One is to set a
flip-flop with the rising edge of the strobe and tie the clear line of the flip-flop to an out-
put bit. After reading in the data, the program can clear the “data-ready” condition by
resetting the flip-flop. This is usually employed in cases where the response time to a
keyboard or other device is variable. This method also guarantees that an event will be
registered and not missed due to time delays. Of course, most keyboard encoders do
not latch their output data. If a key is released, even if the strobe has been set in a flip-
flop, no data will be present when the computer reads the keyboard. There are ways to
get around this but they all involve additional hardware.

Usually the experimenter’s problem is reading a strobe twice rather than not waiting
long enough to acknowledge it. Instead of using a hardware flip-flop, most program-
mers employ a software flag, the second technique in dealing with strobe duration.
When a key-pressed strobe is sensed, the program sets a flag in a memory location,
reads the data, then checks the strobe again. If the strobe is high, the flag is checked
and the data is not read. Only when the strobe returns to a logic zero is the flag reset,
enabling data input the next time.

It’s not easy to construct keyboard encoders for 64- or 128-key ASCII keyboards. It's
simpler to use a commercially available, scanning, read-only memory encoder such as
the one documented in Appendix Cé.

As far as ZAP is concerned, it is important to learn to walk before we run. Most peo-
ple would consider ZAP to be a learning tool that could be eventually expanded into a
full-blown microcomputer system. A full 128-key ASCII keyboard could prove to be as
expensive as the entire ZAP computer. To minimize expense and retain the experimen-



tal qualities of this endeavor, a limited keyboard, suitable for hexadecimal entry, is
suggested as the first level of expansion. With a limited number of keys to encode,
hardwired TTL circuitry offers a reasonable cost advantage over expensive encoder
read-only memories.

Figure 5.4 is a hexadecimal keyboard interface designed specifically for the ZAP soft-
ware monitor. A hexadecimal keyboard allows data and instruction entry as 2 digit
hexadecimal numbers. In addition to the 16 numeric keys, there are 3 command keys
designated “"EXEC"” (for execute), “NEXT,” and “SHIFT."” EXEC and NEXT will be ex-
plained in the monitor section. The SHIFT is similar to a regular keyboard and is used
to double the number of key codes by allowing a SHIFT 1, SHIFT 2, etc. The particular
significance of each code will be explained later.

"NEXT® 220
W

"SHIFT" 220

Wi

N
<

Figure 5.4 A hexadecimal keyboard interface.
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The keyboard required to support the ZAP software monitor has 19 keys. The en-
coder in figure 5.4 is a combination scanner and hard-wired parallel output. Encoding
depends upon the particular key pressed. The hexadecimal keys 0 thru F are sensed
through a multiplexed scanner, IC 2 and IC 3. As IC 2 counts, it sequentially places a
logic 0 on each of the 16 output lines of IC 3. If any key is pressed, that low level is
routed back to IC 4 and stops the clock. The counter is then locked on the address of
the particular key being pressed. The same action that stops the clock also triggers a
one-shot IC 5 which generates a key-pressed strobe. The output lines BO thru B3 will
contain the binary value of the pressed key while bit 7 is reserved for the strobe. The
three function keys are directly tied to input bits 4, 5, and 6. Three sections of IC 1
serve to dampen contact bounce. The EXEC and NEXT are tied in so they will generate
a key-pressed strobe when activated. Because the shift key is always used in conjuction
with another key, it is not connected to the strobe circuit.

It is important to recognize that the coding of this 19-key circuit is not ASCII. An
ASCII keyboard cannot be used directly with the software monitor outlined in this
book, unless you use only those ASCII keys that correspond to the coding of figure 5.4,
or rewrite the software monitor to accept ASCII rather than binary codes for each key.

II. ADDING A VISUAL DISPLAY

Once a keyboard has been added to ZAP, we are ready for program development.
The other key ingredient is a visual display that allows the programmer to examine in-
struction statements and data. The least costly configuration is an LED display, prefer-
ably hexadecimal because the software monitor is written that way. For the octal die-
hards, 1've also included an octal display.

Hexadecimal displays may seem a trivial addition to an expensive computer system,
but it is sometimes these little helpful add-ons that make program debugging easier. I
don't intend that it should replace a CRT, but it’s a necessary tool when debugging a
program and a necessity for using the ZAP monitor. It will never replace a stepper or a
break-point-monitor program, but it's great to display keyboard or 17O data quickly
with a single output instruction.

There are many ways to display hexadecimal on a 7-segment LED. Figure 5.5 is an
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Figure 5.5 A possible method for a hexadecimal latch/decoder/driver using a standard 7-segment

LED.

a) This entire circuit would be needed to replace one HP7340. CS on the 82523 can perform

the blanking function.
b) The program for the 82523 (IC 2).

example of the usual brute force method using a PROM as a hexadecimal decoder. (A
method of programming the 82523 was described in the article in the November 1975
issue of BYTE magazine entitled “A Versatile Read-Only Memory Programmer,” if you
choose to use this circuit.)

However, this approach uses an excessive number of components and most people
would not want to program a PROM. One alternative is to allow the computer to per-
form the decoding and drive the 7-segment display through the transistors directly
from a latched 8-bit output port. Another way puts additional logic around a standard
7-segment decoder driver for the extra requirements. The former case necessitates a
computer program while the latter can involve as many components as figure 5.5.

Fortunately, there is a product on the market that can solve the problem. It is the
HP7340 hexadecimal LED display (from Hewlett Packard; equivalent displays are
available from other manufacturers). These hexadecimal digits depart from the stan-
dard 7-segment format by using dots instead of bars and being capable of displaying a
capital “B” and “D"” in hexadecimal. This is accomplished by controlling the corner
dots, which gives the appearance of “rounding.” This ability discriminates a “B” from
an “8” or a “D” from a “0.” There are 16 distinctly different characters.

An additional feature of the HP7340 is that each display circuit contains a 4-bit latch
and decoder/driver. This allows the display to be attached directly to the data bus. The
result is a single 8-pin hexadecimal display that successfully accomplishes the function
of all the circuitry of figure 5.5. The specifications of the individual pins are given in
figure 5.6.

5080-7340 PIN CONNECTIONS

REAR VIEW PIN  FUNCTION
1 INPUT B
7
—HeH Hel- 2 weuTc
3 INPUTD
4 BLANK CONTROL {BLANK=+5V)
.. 5 LATCH ENABLE (LATCH=0V)
5082-7340 ¥ GROVID
7 +5VOLTS
X X X X 8 INPUT &
H E E Figure 5.6 The pin layout and functions for the HP7340 BCD to hexadecimal display. Similar displays
. l l . are produced by Dialite and Texas Instruments.
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Figures 5.7 and 5.8 demonstrate how the HP7340 can be configured to function as a
2-digit hexadecimal output port or a 3-digit octal port. An 8-bit latch is not required
because it already contains one. The HP7340s can be attached to the data bus as simply
as any other parallel output port and are strobed from the chip-select decoder outlined
earlier in the section on I/O decoding.

To utilize the software monitor properly, 6 hexadecimal displays (separated into 3
single byte displays) are necessary. Three bytes are required to display a particular H
and L address and the data contents of that location. The 6 hexadecimal displays
should have the following decoded strobes:

Qutput Port # Logic Line Display Parameter IC#
5 DS5WR MSD address field 30, 31
6 DSeWR LSD address field 28, 29
7 DS7WR data field 26, 27

MSD — Most Significant Digit
LSD — Least Significant Digit

A more complete description of each display function is described within the
monitor section, and a completed schematic showing how the 6 displays are attached
to the data bus is illustrated in figure 5.9.
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Figure 5.7 An HP7340 hexadecimal latch/decoder/driver display. 1 o ]s
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Figure 5.8 An HP7340 octal latch/decoder/driver display. The HP5082-7300 can be substituted for the
HP5082-7340 in octal display applications. The HP7300 displays numerics only.
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COMPUTER

50

III. SERIAL INTERFACE

A serial communication capability is not absolutely necessary to make ZAP work,
although the software monitor supplied in this book supports a serial interface.

First a word about concept before we pursue the design details. Why would ZAP
need to communicate? When we discuss the serial cassette interface, you will under-
stand that there are more advantages to it than appear presently. If future expansion is
in mind or commercially made peripherals such as a CRT or printer are ever added,
their interface will most likely be serial.

This last sentence is significant. Realize that I said nothing about communicating
with another computer. While talking to another computer over telephone lines re-
quires a serial link, in general, standard peripherals such as CRTs and printers also
“talk” serially. Therefore, by designing a serial port to accommodate a printer, we also
gain the ability to talk with another computer.

Communication is simply the transfer of information from one device to another. In
the case of a CRT display unit, the computer sends character information for screen
display while the keyboard relays the user’s input to the computer. Each end of the full-
duplex communication line must have a transmitter and a receiver. In both cases, the
information being transferred is ASCII data probably consisting of a 7-bit code and, in
some cases, an additional parity bit for error checking. This 7-bit data (ignoring the
parity bit) will appear on the lines of a parallel port. These 7 lines plus a ground
reference and a strobe (remember we have to tell the receiver when the data is valid)
can be brought out to the CRT input. Keeping that as a dedicated line from the comput-
er to the CRT, we now want a similar line between the keyboard output and an 8-bit
parallel port on the computer. This requires an additional 9 lines. To further com-
plicate matters, let’s separate the terminal and the computer by 300 to 400 feet, as
might happen in some commercial computer systems. The result is that 400 feet of 18
lead (17 if you combine ground references) cable will cost more than the terminal. Also
realize that the TTL parallel output should not be used to drive lines longer than 20 feet
without special buffers/drivers; otherwise data errors could occur.

The solution to this costly wiring problem is to use serial rather than parallel com-
munication. The parallel data is converted to serial and sent one bit at a time down a
single twisted pair wire. If buffers/drivers are needed for long distances, less are re-
quired with the serial approach. Specially encoded “start” and “stop” bits included in
the serial transmission notify the receiver that valid data is being sent. For the above
example, only two pairs of wire are needed to perform “full-duplex” interaction (see
figure 5.10). In “half-duplex” mode this can be reduced to a single twisted pair, but syn-
chronization of the shared communication line is more complicated. All serial
transmission references I shall make will be limited to full-duplex operation.

SERIAL
RECEIVER
AND
TRANSMITTER

S1

I RS-232C
- » 10
RS-232C TTL
RS -232¢ TTL
- - 0

TTL R5-232C

Figure 5.10 A block diagram of a full-duplex RS-232C communication link.
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Now that we agree that the communication should be serial, how do we accomplish
the parallel to serial conversion? The answer is a device called a UART (Universal
Asynchronous Receiver/Transmitter). Appendix C7 gives the specification informa-
tion for the SMC COM2017 UART which is equivalent in function to the AY-5-1013A
(General Instruments). To minimize power supply requirements, a single +5V
AY-3-1015 or TR1602 (Western Digital) can be substituted as I have done. The only
change from the specification sheet is that pin #2 is no longer tied to —12 V.

A UART's internal structure consists of a separate parallel-to-serial transmitter and
serial-to-parallel receiver joined by common programming pins. This means that the
two sections of the UART can be used independently, provided they adhere to the same
bit format that is hard-wire or software selectable on the chip.

The transmission from the computer to the CRT is done asynchronously and in one
direction only. The computer likewise receives data directly from the keyboard
through a dedicated line. As far as the computer is concerned, after reconversion to
parallel in the UART, this input device is communicating parallel data.

Actual data transmission follows the asynchronous serial format illustrated in figure
5.11. Using the keyboard as an example, when no data is being transmitted, the data
line is sitting at a mark (or “1” level) waiting for a key-pressed strobe. A key-pressed
strobe is a 1 to 5 ms positive pulse (it can be as short as 200 ns) indicating that a key-
board key has been pressed, and that an ASCII code of that key is available for
transmission. This key-pressed strobe, which is attached to the data strobe of the
UART, causes the ASCII data to be loaded into a parallel storage buffer and starts the
UART transmission cycle. The serial output will then make a transition froma1ltoa0.
This mark-to-0 start bit is 1 clock period long and indicates the beginning of a serially
transmitted word. Following the start bit, up to 8 bits of data follow, each data bit tak-
ing 1 clock period. At the conclusion of the data bits, parity and stop bits are output by
the UART to signify the end of transmission. If another key is pressed, the process
repeats itself.

. START  DATAl DATAZ DATA3  ©0ATA4 DATAS DATA6 DATA7 DATAs  PARITY STOPI
LA r“_l” _|I “Ir“‘r““r = T
| | | |
LsB Msa
| | | | | |
"o“ -—l————l——--—L——I —l ‘ I

Figure 5.11 A single data byte as it is transmitted in asynchronous serial format.

On the receiving end, the UART is continuously monitoring the serial input line for
the start bit. Upon its occurrence, the 8 bits of data are slipped into a register and the
parity checked. At the completion of the serial entry, an output signifying data avail-
able is set by the UART and can be used as an input strobe to the computer. The UART
will not process additional serial inputs unless the data available flag is acknowledged,
and the data available reset line is strobed. Actual transmission can include or exclude
parity, have 1 or 2 stop-bits, and data can be in 5- to 8-bit words. These options are pin
selectable.

The following is a pin function description for the AY-5-1013, COM2017, or
AY-3-1015.

Pin # NAME SYMBOL FUNCTION
1 Vec Power Supply Vee +5 V Supply
2 Vge Power Supply Ve —12V Supply (not con-
nected on AY-3-1015)
3 Ground GND Ground
4  Received Data Enable RDE A logic “0” on the receiver

enable line places the re-
ceived data onto the output

5TOP2

e

START DATAL
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thru

12

13

14

15

16

17

18

19

20

21

22

Received Data Bits

Parity Error

Framing Error

Over-Run

Status Word Enable

Receiver Clock

Reset Data Available

Data Available

Serial Input

External Reset

Transmitter Buffer Empty

RD8
thru
RD1

PE

FE

OR

SWE

RCP

RDAV

DAV

SI

XR

TBMT

lines.

These are the eight data
output lines. Received char-
acters are right justified; the
LSB always appears on RD1.
These lines have three-state
outputs.

This line goes to a logic “1”
if the received character
parity does not agree with
the selected parity. Three-
state.

This line goes to a logic “1”
if the received character has
no valid stop bit. Three-
state.

This line goes to a logic “1”
if the previously received
character is not read (DAV
line not reset) before the
present character is trans-
ferred to the receiver hold-
ing register. Three-state.

A logic "0” on this line
places the status word bits
(PE, FE, OR, DAV, TBMT)
onto the output lines. Three-
state.

This line should have as an
input a clock whose fre-
quency is 16 times (16X)
the desired receiver data
rate.

A logic "0 will reset the
DAV line.

This line goes to a logic “1”
when an entire character
has been received and trans-
ferred to the receiver hold-
ing register. Three-state.

This line accepts the serial
bit input stream. A marking
(logic “1”) to spacing (logic
“0”) transition is required
for initiation of data recep-
tion.

Resets shift registers. Sets
SO, EOC, and TBMT to a
logic “1.” Resets DAV and
error flags to “0.” Clears in-
put data buffer. Must be
tied to logic “0” when not in
use.

The transmitter buffer
empty flag goes to logic “1”
when the data bits holding



23  Data Strobe

24  End of Character

25  Serial Output

26  Data Bit Inputs
thru
33

34 Control Strobe

35 No Parity

36  Number of Stop Bits

37  Number of Bits/
38 Characters

EOC

SO

BD1
thru
BD8

cs

NP

TSB

NB2,
NB1

register may be loaded with
another character. Three-
state.

A strobe on this line will
enter the data bits into the
data bits holding register,
Initial data transmission is
initiated by the rising edge
of DS. Data must be stable
during entire strobe.

This line goes to a logic “1”
each time a full character is
transmitted. It remains at
this level until the start of
transmission of the next
character.

This line will serially, bit by
bit, provide the entire trans-
mitted character. It will re-
main at logic “1” when no
data is being transmitted.

There are up to eight data
bit input lines available.

A logic “1” on this lead will
enter the control bits (EPS,
NB1, NB2, TSB, NP) into
the control bits holding
register. This line can be
strobed or hard-wired to a
logic “1" level.

A logic “1” on this lead will
eliminate the parity bit
from the transmitted and
received character (no PE
indication). The stop bit(s)
will immediately follow the
last data bit. If not used,
this lead must be tied to a
logic “0."

This lead will select the
number of stop bits, one or
two, to be appended im-
mediately after the parity
bit. A logic “0” will insert 2
stop bits. A logic “1” inserts
1 stop bit.

These two leads will be in-
ternally decoded to select
either 5, 6, 7 or 8 data bits/
character.

NB2 NB1 Bits/Character
0

== 0o
3o W

1
0
1
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39 Odd/Even Parity EPS The logic level on this pin
Select selects the type of parity
that will be appended im-
mediately after the data
bits. It also determines the
parity that will be checked
by the receiver. A logic “0”
will insert odd parity, and a
logic “1” will insert even
parity.

40  Transmitter Clock TCP This line should have as an
input a clock whose fre-
quency is 16 times (16X)
the desired transmitter data
rate.

The final serial interface configuration is shown in figure 5.12. Because a UART is a
three-state device, it can be attached directly to the data bus. Data is written into or
read from it 8 bits parallel as any other I/O port manipulation. To the computer, the
UART appears as one output and two input registers: status, transmitted data, and
received data. As with all data bus manipulations, data transfers are synchronized
through decoded strobes. The ZAP software monitor uses three port addresses to coor-
dinate the hardware and software. To be compatible, they should be wired as follows:

Port # Logic Line Signal

02 INPUT DS2RD READ DATA
03 INPUT DS3RD READ STATUS
02 OUTPUT DS2WR WRITE DATA

The primary focus of this chapter is the hardware section of the serial interface.
When connected directly to the data bus in this manner, there is no way to operate the
UART except under program control. Explanation of the protocol and the significance
of each UART register can be found in the section on the ZAP monitor.

There are two remaining hardware considerations: data rate and transmission signal
level. Data rate can be loosely termed as bits per second and refers to the transmission
speed along the twisted pair. Keep in mind that at lower data rates, only 8 of 11 bits of
each transmitted word are data; 1 start bit and 2 stop bits are used. While any transmis-
sion frequency can be set on a UART, by adjusting the clock rate there are eight fre-
quently used standard asynchronous transmission rates:

110 bps
150 bps
300 bps
600 bps
1200 bps
2400 bps
4800 bps
9600 bps

Using a special data rate generator chip and switch selector network shown in figure
5.12, ZAP can accommodate any of these specific frequencies. In normal operation,
most teletypes run at 110 bps, printers such as the DECwriter II at 300 bps, acoustic
telephone modems at 300 bps, and video terminals from 1200 to 19,200 bps. As you
can see, in theory, we can communicate with them.

Transmission rate is only part of inter-communication prerequisites. A computer
could be all TTL level logic while a peripheral used 15 V CMOS. They would be com-
pletely incompatible. Therefore, it is necessary to have one additional standard that
governs the signal level of the transmissions. The most widely accepted and generally
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TTL

Figure 5.13 TTL to RS-232C drivers.
a) Using two transistors as a level shifter.
b) Using an opto-isolator as a level shifter.
¢) Using a standard RS-232C line driver.
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a)

used standard is EIA RS-232C.

Although TTL levels could be used for communication, they are not suitable for
carrying signals more than 10 or 20 feet. The problem stems from the fact that only 2 V
separates a logic 1 or 0 rather than speed or drive capabilities. With only 2 V immunity
to noise, communication would be susceptible to interference from motors and
switches.

An industrial committee agreed to a standard interface to solve this problem as well
as to suggest standards for the industry. Modem equipment uses EIA RS-232C. This
specification applies not only to the specific voltages assigned to logic 0 and 1, but also
to the type of plug, pin assignments, source and load impedances, as well as to a vari-
ety of other related functions.

The signal levels of RS-232C are bipolar and use a negative voltage between —3 and
—15 V to represent a logic 1 and a positive 3 to 15 V to represent a logic 0. The region
between —3 V and +3 V helps our noise immunity and is a dead region. Even though
+ and —15 V would provide optimum transmission, +3 V and —7 V are also accept-
able. However, try to maintain equal bipolar levels over long distances.

The basic ZAP computer requires +12, +35, and —12 V (=5 V is necessary for the
EPROM memory and is derived from the —12 V supply) supplies for operation. We
can use the positive and negative supplies to generate RS-232C voltage levels in a num-
ber of ways. Figure 5.13 illustrates some R5-232C drivers, and figure 5.14 shows a cou-
ple of receiver circuits. One from each selection would have to be attached to the serial
1/0 pins of the UART for it to have complete RS-232C compatibility.

45 TO+12V +5 TO +12V

A

2N2219
———————— iy
|
|
RS-2326
'__7'“"( | RS-232C
|
|
it | o]
-5V TO -12V K
-5V TQ =jav
b)

PINQUT OF MCi1488
TTL TO RS-232C PRIVER

TTL
TTL RS-232C ——,




PINOUT OF MCIi489
RS-232C TO TTL RECEIVER

b)

R$-232C  CTL TTL R§-232C CTL  TTL
1 |z 3 4 s 6

7

-

b

10 |s ls il.".l |12 S
RS-232C CTL TTL RS-232¢ CTL TTL

Figure 5.14 RS-232C to TTL receivers.
a) Using a transistor.
b) Using a standard RS-232C line receiver.

IV. CASSETTE STORAGE INTERFACE

The last but by no means least of the enhancements we should add to ZAP is a cas-
sette interface. With the keyboard and display, an operator will be able to write some
elaborate programs but, unless they are transferred into read-only memory storage,
they will be lost when power is turned off. Of course, the computer’s power can be left
on constantly. But what if you want to develop a second program that must occupy the
same memory address space? The preferable solution is to have some medium that tem-
porarily stores large memory blocks.

In large computer systems, this capability is achieved through hard-disk and 9-track
magnetic tape systems. These high-speed, high-volume media are beyond the personal
computing budget, but their value in large systems is obvious. A low price, lower per-
formance alternative is an audio cassette storage system.

In general, a cassette storage interface consists of three major subsystems: a serial
transmitter/receiver; a hardware assembly that converts serial TTL data so it’s audio
cassette compatible, and an application program that keeps track of what's going out
to tape and can load it back into the correct place. The basic configuration is illustrated
in block diagram form in figure 5.15.

UART CASSETTE INTERFACE

FIGURE 5.165

PARALLEL
T0

TTL SERIAL
QUTPUT

i so

FSK
DRIVER

| SIRIAL

CONVERTER RECORDER

AUX INPUT * g
EARPHONE

FIGURE 5.17
[

4P
COMPUTER

|
|
i
!
i
|
|
|
|
|
|
| TTL SER1AL |
SERIAL | INPUT FSK L
10 T RECEIVER  [¥
PARALLEL I I
|
|
|
|
|

B-BIT PARALLEL DATA BUS

CONVERTER

LfIGURE 5.12

Figure 5.15 A block diagram of an audio cassette storage system.
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The serial transmitter/receiver section is nothing more than the UART serial inter-
face which we have already added. With MC1488 and 89 converters on its serial lines,
it communicates via a RS-232C. However, if you attach a cassette interface to these
lines, it can double as a storage device. An additional benefit is that serial data gener-
ated by the UART will offer some compatibility between personal computing systems;
standard data rates and standard serial communication protocol will promote this.

The output of the UART is TTL. Even with the RS-232C drivers, the logic output is
still a DC level. Because audio recorders cannot record DC, the UART output must be
converted in some way. The solution is FSK (frequency shift keying). The TTL output
from the UART is converted into audio tones. One frequency represents a lqgic 0, and
a second represents a logic 1.

Figure 5.16 shows a circuit that will produce frequency shift keyed tones. A 4800 Hz
reference frequency is derived from the MC14411 data rate generator previously in-
stalled. IC 2A and 2B function as a programmable divider chain. Witha TTL logic 1 on
the input IC 2 divides the 4800 Hz by 2, giving a 2400 Hz output. When the input level
is changed to logic 0, it divides by 4, producing a 1200 Hz output. The FSK frequencies
are generated at a serial output rate of 300 bps and connected directly to the recorder
through the microphone or auxiliary input. (These frequencies and data rate are often
referred to as the Kansas City Standard.)

+5v
UART
SERIAL 10K T
OUTPUT > * AV +sy
1033-25 3 0.01uF
S CD4049 -H}—; RECORDER
9 7 16 INPUTS
2 S 5
1], 0 15 5], . 1 AR _ ?UVELlTNPUT
PEAK TO PEAK
IC2A 1028
13 CD4027 3 cDao2? DAORIEE $10K
—1IL0CK —CLOCK 1 Wik G
——> 01 VOLT
h s PEAK TO PEAK
uf 50, 31K
+5V R R \7
0.01uF - 17
"12_|a /J7 NOTE:
Vrzi LOGIC "ONE" IN PRODUCES 2400 Hz QUTPUT
4800 Hz 5 4 & LOGIC "ZERQ" IN PRODUCES 1200 Hz QUTPUT
Ic3z-2 i
MC14411
FIG. 5.12 CD404s

Figure 5.16 A 300 bps serial output driver to an audio recorder.
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Getting the recorded tones off the audio tape requires the circuit shown in figure
5.17. In general, it consists of a pair of band-pass filters and a voltage comparator. The
recorder is set to an output level of approximately 1 V peak to peak. This level is not
critical because it is amplified and limited as it passes through IC 1. IC 2 and IC 3 are
band-pass filters with center frequencies of 2400 Hz and 1200 Hz, respectively. The
output of IC 1 is fed into both of them, but should be passed by only one. IC 4 com-
pares the outputs of the two filters and generates a TTL logic 1 when a 2400 Hz tone is
received and a logic O with a 1200 Hz tone. Tuning the interface will be explained later.

The choice of the FSK frequencies and data rate are not left to chance. They are a
function of receiver response speed and recorder bandwidth. Most cassette recorders
have a frequency response of around 8 kHz. Less expensive units can be as low as 5 or
6 kHz. It is unwise to try to record tones at this upper limit. The center of the frequency
range offers more reliability, so the logic “1” FSK tone should be set less than 3 kHz
(2400 Hz in our case). In addition, it takes time for the receiver to recognize a particular
frequency. The circuit of figure 5.17 takes 2 or 3 cycles to respond. This means that at
the low frequency of 1200 Hz, each logic 0 bit will need 3 cycles at 1200 Hz to be recog-
nized.
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If we consider a worst case condition of sending all zeros, the transmission rate
would have to be slower than 400 bps to be accurately received. The closest standard
data rate to this value is 300 bps. Raising the 1200 Hz tone to increase the transmission
speed only complicates the filter design the closer it is to 2400 Hz. This interface has
been tested at 600 bps but it requires precise alignment to achieve faster speeds. The
low frequencies and moderate data rate are chosen specifically to increase the prob-
ability of successful construction rather than to compete with high speed data storage
systems.

The final point to consider is the software that runs the hardware. The ZAP monitor,
as it now stands, does not directly support a cassette interface even though it does han-
dle all the serial housekeeping. Until you write the cassette driver into an EPROM, you
will have to type in a short “bootstrap” program. To read the cassette, the logic of the
program would follow the flow diagram in figure 5.18.

First, a pointer is set in the H and L registers to designate where the cassette data will
be stored in programmable memory and an address where it will end. Next, taking ad-
vantage of the serial communication routine in the ZAP monitor, we simply call
“SERIAL IN” which returns with a byte of data from the UART. This byte is stored in
memory, and the HL register pair is decremented and compared to a predetermined
stop address. If not equal, it repeats the process of getting another byte of data.

Storing memory is equally straightforward and is diagrammed in figure 5.19. Again,
a pointer is set to the beginning and the memory area to be written to tape. Next, the
“SERIAL OUT” routine is called from the ZAP monitor, which sends the byte of data
to the cassette. Finally, the pointer is decremented and compared to the end address to
see if more data is to be written.

These are relatively easy routines to write and short enough that they may be
squeezed into the few empty bytes within the ZAP monitor EPROM. Whatever the
case, you will soon realize the versatility and capability that such a simple interface
adds to a computer system. The 2 K of programmable memory on the basic ZAP will
become resident program space while the cassette will be a potential megabyte file stor-

age system for it.

SET POINTERS
FOR START AND
END OF READ BLOCK

CALL SERIAL IN
{ZAP MONITOR)

DECREMENT
POINTER REGISTER

POINTER AT

Figure 5.18 A flowchart of software to read a cassette.



START

SET POINTERS
FOR START AND
END OF DATA BLOCK

-~

CALL SERIAL QUT
(ZAP MONITOR )}

DECREMENT
POINTER REGISTER

POINTER AT

Figure 5.19 A flowchart of software to write a cassette.

TUNING THE CASSETTE INTERFACE

To test the cassette interface, it is necessary first to construct the circuit from figure
5.16. Use a frequency counter to determine that the input to IC 1, pin 5 is 4800 Hz.
With no UART installed, the frequency at pin 1 of IC 2b should be 2400 Hz. Ground-
ing IC 2b, pin 1 should change this output to 1200 Hz. In both cases, voltages of 1 and
0.1 V should be present on the cassette auxiliary and microphone inputs respectively.

The receiver uses the frequencies generated by the output section previously de-
scribed to set the calibration. With the output section set to 2400 Hz, attach a jumper
from the output interface to the input of the receiver circuit (figure 5.17). Using an
oscilloscope, check that the waveform at IC 1, pin 6 is a square wave of 2400 Hz. Next,
with the scope attached to IC 2, pin 6, adjust R1 until the voltage at that point is max-
imum. Moving the scope probe to IC 3, pin 6, and changing the input frequency to
1200 Hz, repeat the procedure by adjusting R2 until the voltage peaks.

R3 sets the point at which the comparator switches between logic levels when the in-
put frequencies change. The proper way to set this is to use a function generator on the
input and set R3 to switch at exactly 1800 Hz. The result should be clean logic level
switching at IC 4, pin 6, as the frequency is cycled between 1200 Hz and 2400 Hz. Gen-
erally speaking, the comparator setting is not especially critical.
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CHAPTER 6
THE ZAP MONITOR
SOFTWARE

The function of an operating system is to provide the programmer with a set of tools
to help him in developing, debugging and executing a program. In general, the operat-
ing system assists the programmer by managing the resources of the computer, and by
eliminating his involvement with repetitive machine-code manipulations. Operating
systems span a broad spectrum of complexity. Small systems, for example, provide
only a rudimentary means for a programmer to enter and read 8-bit data from mem-
ory; large systems, on the other hand, can dynamically manage the allocation of all
memory and peripherals.

Large systems allocate computer resources to more than one user in a multiprogram-
ming, multitasking, or a time sharing environment. A system of this magnitude far ex-
ceeds the capabilities of the computer described in this book. This being the case, what
would be a suitable operating system for the ZAP computer? As previously stated, the
objective of an operating system is to manage the resources of the computer. The ZAP
computer described in the previous chapters, and enhanced with the minimum periph-
erals, contains the following resources;

Z80 microprocessor

1024 bytes of EPROM memory

1024 bytes of programmable memory (2048 optional)
Nineteen-key keyboard

Two-character data display

Four-character address display

UART for serial 1/O

The operating system must provide access to these resources and give the user a way
to manage them during execution of programs. The operating system designed for ZAP
will include the following facilities and functions:

Cold start

Warm start

Memory display and replace

Register display and replace

Execute (begin program execution at a
designated point)

6. Serial input and output

Shiats BJ 43

Each will be explained in detail concerning its functions and program implementa-
tion.

I. OPERATING SYSTEM FUNCTIONS

Cold Start Operation
The operating system must be available immediately after power is applied to
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the computer. In the past, some systems provided this capability by storing, in
read-only memory, a small “bootstrap” routine. This bootstrap routine was then
used to load the operating system into memory from another device, such as a
paper-tape reader or a cassette recorder. New technology eliminates this tedious
step. The operating system for your computer resides permanently on the
EPROM (erasable-programmable read-only memory) chip and is ready to be ex-
ecuted as soon as power is applied and the “RESET” button is pressed. The
depression and release of the “RESET” button sets the Z80 PC (program counter)
to zero.

With the next machine cycle, the processor begins execution of the instruction
located at 00,4 (location 00 hexadecimal) in memory. The operating system of the
Z80 microprocessor provides the instructions to begin execution. This particular
series of program instructions constitutes a “cold start” procedure and establishes
the required start up conditions for the operating system. The operating system
then initializes the SP (stack pointer) to an area in programmable memory for
maintaining the “push-down/pop-up” stack. This stack is required for execution
of any of the "RESTART"” and “CALL" instructions provided by the Z80 instruc-
tion set. If it were not initialized before the execution of a “"CALL" or "RESTART"”
instruction, the effects of the instruction would be unpredictable. In this
operating system, the stack pointer is set to programmable memory location
07C4,s.

Warm Start Operation

After initializing the SP address, the operating system enters a command
recognition module. Before discussing this feature of the operating system, some
of the other restart features should be explained. The Z80 gives the user eight
address-vectored “RESTART” instructions (see Chapter 3 for a description of the
instructions). For example, the execution of a RST 08, will store the current PC
on the “STACK" and program execution will begin at location 08;s.

The following “RESTART" instructions are available within the operating
system:

RST 10:
RST 18
RST 20
RST 28
RST 3046
RST 38

The execution of any of these instructions causes the operating system to jump
to a location in programmable memory. At that location the user executes a jump
instruction to vector the computer to a new location.

RST 00,6 and RST 08, have been reserved for use by the operating system for
special functions and will not result in a jump to a location in programmable
memory. These two RST instructions can be utilized in the debugging of pro-
grams. RST 00,¢ will perform the same function as pressing the “RESET" button;
or it will reinitialize the stack pointer and enter the command recognition module
through execution of the “cold start” routine.

The execution of a RST 08,s by the Z80 will result in the “warm start” module
being entered. This module saves the existing data in all the registers in the “regis-
ter save area” located in programmable memory (see the listing of the ZAP oper-
ating system in Appendix D). The module will also extract from the stack the
user’s restart address and save this in the register save area. The operating system
then enters the command recognition mode to wait for the next command. The
use of this feature allows the programmer to save register, pointer, flag, and pro-
gram counter data, prior to using any additional debugging features in the oper-
ating system. A detailed description of the “warm start” module is provided in
section II.2 of this chapter.



Program Development and Debugging Services

The cold start and warm start procedures exit to the command input sequence.
With these command procedures, the programmer is able to examine and replace
ddta in memory or registers, and to begin execution at a user-specified location.
Upon entry to the command input module, the operating system displays “FFFF”
on the address section, and “FF” on the data section of the six character hexa-
decimal LED display. The user then implements one of the three command func-
tions by holding down the “SHIFT" key and pressing the “0,” “1,” or “2" keys. A
“SHIFT 0" (the SHIFT key and 0 key are pressed simultaneously) tells the
operating system to enter the memory display and replace function; “SHIFT 1"
enters the register display and replace function, and a “SHIFT 2" enters the go ex-
ecute module.

Memory Display and Replace

The memory display and replace function allows the user to examine the con-
tents of both read-only memory and programmable memory. During operation
the address and the contents of that location are shown on the respective dis-
plays.

The memory display and replace function is entered by executing a “SHIFT 0”
when the system is in the command recognition mode (address display = FFFF
and data display = FF). At this time, the operating system is waiting for the user
to enter an address of one to four hexadecimal digits from the keyboard. As
entered, these shift into the display area sequentially. If more than four digits are
entered, only the last 4-digit value (shown in the address display) will be used as
the address. Inputting of address data is terminated by pressing the "NEXT" key.
This causes the contents of the indicated address to be displayed on the two digit
hexadecimal data display. If the user wishes to display subsequent memory loca-
tions, he need only continue pressing the “"NEXT" key. This will step the memory
display program to the next higher memory location and display the new address
and memory contents. If the user wishes to change the contents of a displayed
memory location, he may enter new data by typing a two-digit value for that
location before hitting the next key. This new value is loaded into the indicated
address when the “NEXT" key is pressed. Pressing the “NEXT" key continues the
sequential display of address and data.

Termination of this function is accomplished by pressing the “RESET” or
“EXEC” buttons. Control is returned to the command recognition portion of the
operating system.

Display Memory Example

Key Address Display Data Display
FFFF FF
“SHIFT 0~ 0000 FF
1 0001 FF
A 001A FF
F 01AF FF
“NEXT" 01AF 01
“NEXT” 01B0 1C
“RESET" FFFF FF

Memory Replace Example

Key Address Display Data Display
FFFF FF
“SHIFT 0” 0000 FF
4 0004 FF
0 0040 FF
0 0400 FF
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“NEXT” 0400 01

2 0400 02
1 0400 21
“NEXT" 0401 05
6 0401 06
A 0401 6A
”EXEC”
The results will be: Address Data
0400 21
0401 6A

Register Display and Replace

The register display and replace function allows the user to examine and
change the contents of the saved Z80 registers. This is accomplished by executing
a RST 1 (warm start) during the execution of the program. During execution of
this function, the contents of the registers are shown on the address display.
Eight-bit registers will be displayed on the lower two digits of the address display.
(The upper two digits will be zeros during the display of 8-bit registers.) A code
that indicates which register is being displayed is shown on the data display.
Table 6.1 describes the codes that have been assigned to the register display and
replace function, as well as the key that initiates a particular register display se-
quence.

Code Z80 Register Initiating Key
(shown on data display) (shown on address display)
02 IX 2
03 IY 3
04 SP 4
05 PC 5
06 I 6
07 R 7
08 L 8
09 H 9
0A A A
0B B B
oC C C
oD D D
OE E E
OF F F
40 L “SHIFT 0"
41 H' “SHIFT 1"
42 A “SHIFT 2"
43 B’ “SHIFT 3"
44 c “SHIFT 4"
45 D’ “SHIFT 5"
46 E “SHIFT 6"
47 F “SHIFT 7"

Table 6.1 Display code/Z80 register/Initiating key correspondence.

The register display and replace function is entered by pressing a “SHIFT 1"
when the system is in the command recognition mode (address display = FFFF
and data display = FF). At this time the operating system is waiting for the pro-
grammer to enter the one-digit register code (see table 6.1). If more than one digit
is entered, only the last code indicated on the data display will be used as the reg-



ister identifier. When the central processor detects that the "NEXT" key has been
depressed, the contents of the indicated register are displayed on the address dis-
play.

If the user wishes to display subsequent registers he need only press the
“NEXT" key. This causes the next register to come up with the register code and
its contents. To change the contents of a displayed register the value is entered
and loaded when the “NEXT" key is pressed. For 16-bit registers, the last four
hexadecimal digits will be accepted if more than four characters have been
entered. For 8-bit registers the last two hexadecimal digits will be accepted. When
replacing register data, the “NEXT” key also causes the register code to be in-
dexed to the next register (see table 6.1) and its contents to be displayed.

The user may terminate this function by pressing the “EXEC” key. Control is
returned to the command recognition portion of the operating system.

Display Register Example

Key Data Display Address Display
(register code) (register contents)
FF FFFF
“SHIFT 1” 00 FFFF
A 0A FFFF
“NEXT" 0A 005C
“NEXT” 0B 0063
“RESET” FF FFFF

Register Replace Example

Key Data Display Address Display
(register code) (register contents)
FF FFFF
“SHIFT 1” 00 FFFF
5 05 FFFF
“NEXT" 05 043A
4 05 0004
2 05 0042
C 05 042C
“NEXT” 06 OOFF
“NEXT” 07 0003
“EXEC"

Go Execute (“EXEC")

The “go execute” (“EXEC”) function allows the user to change the contents of
the PC (program counter) register in order to direct execution of instructions at
the user-selected address.

The “go execute” function is entered by pressing a “SHIFT 2” when the system
is in the command recognition mode. Now the user must enter an address of one
to four hexadecimal digits. If more than four digits are entered, only the value
shown in the address display is used as the address to begin program execution.
Execution begins when the “NEXT"” or “EXEC" keys are pressed. This causes the
Z80 registers to be stored in the register save area (see the operating system listing
in Appendix D) and execution begins at the user-specified address.
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GO EXECUTE Example

Key Address Display Data Display
FFFF FF
“SHIFT 2" 0000 FF
1 0001 FF
A 001A FF
F 1ACF FF
“NEXT"
or
“EXEC”

Serial I/0 Services

The ZAP computer includes a serial input/output capability that is imple-
mented with a UART. This interface allows serial communication between the
computer and peripheral devices such as a printer or a CRT. To aid the user in
utilizing this capability, the operating system has a UART diagnostic module, a
serial input module, and a serial output module. The input and output modules
are set up as subroutines that can be called during program execution and that are
not necessarily keyboard and display limited.

UART Diagnostic Module

The UART diagnostic module provides a means for checking the performance
of the UART. To utilize this feature the user must first attach the serial output
and input lines together so that data output from the UART may be read by the
same device. The serial diagnostic subroutine is initiated by using the “go
execute” function. Execution starts at 032D;s.

Once started, the diagnostic module (UATST) begins by sending data to the
UART and waiting for data to become available. The status of the UART is
checked to verify that no fault conditions are present. In the event that a fault is
detected, the status of the UART is displayed on the two low-order digits of the
address display. (See table 6.2 for error codes.) If there are no errors, the data is
read and displayed on the two-digit-data display. A comparison is made between
the input and output data. If the 2 bytes are equal, the output character is incre-
mented and another byte is sent to the UART to continue the sequence. This pro-
cedure continues until the “RESET” button is pressed, or until an error is
detected. In the event that the input character does not equal the output charac-
ter, a OF,4 is displayed in the two lower digits of the address display and the
diagnostic is halted. Figure 6.1 details the logic flow of this software routine.

Displayed Code Error
1246 or 13,6 Parity Error
0A,s or 0By Framing Error
06,6 Or 07,6 Qverrun Error
00 Transmitter Buffer Not Empty
OF;s Input Character # Output Character

Table 6.2 UART error codes.



INITIALIZE
OUTPUT CHARACTER

TRANSMITTER
BUFFER EMPTY

NO

A J
QUTPUT CHARACTER

TO UART

DISPLAY STATUS
IN LSD SECTION
OF ADDRESS

OUTPUT CHARACTER DISPLAY
TO MSD's OF
ADDRESS DISPLAY

DISPLAY INPUT
< CHARACTER IN
DATA DISPLAY

CATA
AVAILABLE FOR
INPUT

T C-ASAZTER
TIIW _ART
a2 T SPLAY IN

T=-2I DATA DISPLAY

JUTPUT
C-4FACTER =
N=JT CHAR-
AZTER
e

SET STATUS TO
IOFI

INCREMENT
OUTPUT CHARACTER

Figure 6.1 A flowchart of the UART diagnostic module (UATST).

Serial Input Module

The serial input module has been included so the user can read serial data from
external devices. To utilize this capability, the user must set aside a program-
mable memory buffer where the input data is to be stored, and designate the
number of input characters expected. The input buffer address is stored at address
07F9,¢ in memory (see Appendix D), and the number of characters is stored at ad-
dress 07FD,s. The communication reception begins when the TTYINP module is

called.

Serial Input Initiation Example
TTYINP EQU 035F Address of input module
BUFFER EQU 07F9; Input buffer address
NCHAR EQU 80 Number of characters to be received
TTYIBU EQU O07F9 Operating system address constant
TTYIC EQU O07FDis Operating system address constant

LD HL, BUFFER Set buffer for operating system
LD (TTYIBU), HL
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LD A, NCHAR Set character count for operating system
LD (TTYIC), A
CALL TTYINP Call UART serial input routine

The data read by the serial input module will be stored in the user-specified
buffer until the input sequence is terminated. When this occurs, control is re-
turned to the user’s program at the next instruction. Termination of the input pro-
cess may be due to any of the following conditions:

® A status error is detected

® The number of characters read equals preset count

e The receipt of a carriage return as an input
character (ASCII 0D;)

In the event that a status error is detected, the A register will be equal to 8046
when control is returned to the user. If termination results from filling the charac-
ter buffer correctly, the A register will be equal to 00,6. However, ir termination is
the result of a carriage return, the A register will be equal to the number of char-
acters remaining to be input. Figure 6.2 details the logic flow of the TTYINP soft-
ware module.

OBTAIN USERS
INPUT BUFFER
ADDRESS AND
NUMBER OF INPUT
CHARACTERS

INPUT DATA
AVAILABLE
¢

% NO RETURN
A TAT

INFUT CHARACTER Figure 6.2 A serial input module (TTYINP) flowchart.
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Serial Output Module

The serial output module is provided to assist the user in communicating serial
output data to external devices. To use this module, the operator designates an
output data buffer address and the the number of characters (bytes) to be trans-
mitted. The output buffer address must be stored at 07FB,s in memory (see Ap-
pendix D) and the number of characters to be sent is stored at address 07FEs.
Data transmission starts when TTYOUT is called.

Serial Qutput Initiation Example

TTYOUT EQU 039E;s Address of output module

BUFFER EQU 07FB;s Output buffer address

NCHAR EQU 35 Number of characters to be transmitted
TTYOBF EQU 07FBys Operating system address constant
TTYOC EQU O7FE;s Operating system address constant

LD HL, BUFFER Set buffer address for operating system
LD (TTYOBF), HL

LD A, NCHAR Set character count for operating system
CALL TTYOUT Call UART serial output routine

Control will be returned to the user when

e The output buffer is empty
@ The transmit buffer does not become available,
indicating an error

In the event that a normal termination occurs, the A register will be equal to
00, when control is returned to the user. However, if a premature termination
and return are required, the A register will be equal to 01,s. Figure 6.3 details the
logic flow of the serial output software module.

OBTAIN USERS
QUTPUT BUFFER

ADDRESS AND THE
NUMBER OF
CHARACTERS TO
BE QUTPUT

IS
UART \
QUTPUT BUFFER

EMPTY

GET CHARACTER RETURN
FROM USERS TO USER
CUTPUT BUFFER

QUTPUT CHARACTER
TO DEVICE

DE_AY

ALL
CHARACTERS
QUTPUTED

RETURN
TO USER

Figure 6.3 A serial output module (TTYOUT) flowchart.
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II. Operating System Module Description

II.1 Warm Start Module

The warm start module (WARM1) is responsible for saving all Z80 registers in
the register save area allocated in the reserved portion of programmable memory
(see Appendix D). Upon entry, the user’s A, H, and L registers are saved to pro-
vide working registers for the remainder of the module operation. Next, the user’s
PC is removed from the stack and is saved in the memory locations reserved for
it.

The AF register pair is pushed onto the stack and popped off into the HL regis-
ter pair. This procedure enables the flag register to be saved in the register save
area. The remainder of the user’s working and alternate registers are examined
and transferred to the register save area. Upon completion of this task, the
module exits to the command recognition module. (See Appendix D for addi-
tional details.) Figure 6.4 details the logic flow of the warm start module.

‘ WARM1 '

SAVE USERS
A,H, & L
REGISTERS

GET USERS PC
ADDRESS FROM
STACK AND

SAVE IN REGISTER
SAVE AREA

SAVE USERS
FLAG REGISTERS
IN REGISTER
SAVE AREA

SAVE USERS
1X, 1Y, AND
SP REGISTERS

SAVE USERS
I, R,B,C,D, &
E REGISTERS
IN SAVE AREA

GET USERS
ALTERNATE
REGISTERS AND
SAVE IN REGISTER
SAVE AREA

( WARM2 )

Figure 6.4 A flowchart of the warm start module (WARM1).



I1.2 Command Recognition Module

The command recognition module (WARM2) is entered after the completion of
a cold or warm start sequence. When initiated, the module clears the keyboard
input buffer and the keyboard flags. This removes ambiguity for future opera-
tions. The module will set the data display to FF and the address display to FFFF.
When completed, the module enters the KEYIN subroutine to get an input charac-
ter from the keyboard. Any input character is checked to see if it corresponds to
one of the three allowable functions. If so, control is transferred to the proper
function; otherwise, the input is ignored and the module waits for the next input
from the keyboard. (See Appendix D for additional details.) Figure 6.5 illustrates
the logic flow of the command recognition module,

‘ WARM2 )

=

CLDIS

CLEAR DISPLAY,
BUFFER, AND FLAGS

DISPLAY FFFF

ON ADDRESS
DISPLAY & FF

CN DATA DISPLAY

KEYIN

GET REQUEST
FRCM KEYEBECARD

MEMORY

REGISTER
FUNCTION
?

REGIST

Figure 6.5 A flowchart of the command recognition module (WARMZ2).

THE ZAP MONITOR SOFTWARE 161



I1.3 Restart Module

The restart module (RESTRT) takes the values stored in the programmable
memory register save area. It then restores the user’s 8- and 16-bit registers before
returning control to the location specified in the PC save area. This procedure
restores the alternate registers, and then the working registers. In either instance,
the flag registers are restored by pushing the data onto the stack and then popping
if off to the F register. In order to exit to the user's restart address, the saved PC is
pushed onto the stack and a “RET" (return instruction) is executed. (See Appen-
dix D for additional details.) Figure 6.6 details the logic flow of the restart
module.

‘ RESTRT '

GET USERS
ALTERNATE
REGISTERS
FROM REGISTER
SAVE AREA

RESTORE USERS
FLAG REGISTER
AND WORKING
REGISTERS

RESTCRE USERS
STACK POINTER
FRCM REGISTER
SAVE AREA

OBTAIN USERS
RESTART ADDRESS
FROM REGISTER
SAVE AREA AND
PLACE ON STACK

RESTORE USERS
H& L REGISTERS

RETURN
TO USER

Figure 6.6 A flowchart of the restart module (RESTRT).
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11.4 Keyboard Input Module

The keyboard input module (KEYIN) provides the primary interface between
the computer and the user. Upon entry, it begins to read data from the keyboard
input port. It stays in a loop, checking the MSB (most significant bit) of the data.
The MSB is the key-pressed strobe. When it goes to a logic one level, the seven
LSBs (least significant bits) of the keyboard input port are retained as the desired
input character. The module then returns to the user’s program with the key-
board character in the accumulator. (See Appendix D for additional details.)
Figure 6.7 details the logic flow of the keyboard input module.

INPUT DATA
FROM KEYBOARD
INPUT PORT
(PORT 0)

STROBE BIT (7)

YES

SAVE DATA

IS
STROBE BIT
RESET=0
e

CLEAR STROBE
BIT FROM
INPUT DATA

( RETURN )

Figure 6.7 A flowchart of the keyboard input module (KEYIN).
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I1.5 One Character Input Module

The function of this module (ONECAR) is to input one or more characters
from the keyboard. This module also indicates the last character and whether it
was accompanied by a “NEXT"” or “"EXEC" key.

Upon entry, the input buffer and keyboard flags are cleared. (The data display
may or may not be cleared depending on the requirements of the calling module.)
The module waits for an input character to be passed to it. When it receives a
character, it checks to see if it is a “NEXT”, “EXEC”, or valid data. In the event
that the input is a “NEXT" or "EXEC", the appropriate keyboard flag is set along
with the no data flag and control returned to the user (see figure 6.8).

If an invalid data character is received, the module is reinitiated. Upon receipt
of valid data, the data is stored in a 1-byte input buffer, and the module waits for
the next input character. This character is processed in a manner similar to the
one just described with the following exception: in the event that the input char-
acter is a “NEXT” or “EXEC”, only the appropriate flag is set before returning
control to the user. (See Appendix D for additional details.) Figure 6.9 shows the
logic flow of the one character input module.

BIT 7 6 5 4 3 2 1 0
DIE|N

l—NE)(T FLAG

EXEC FLAG
NO DATA FLAG

Figure 6.8 The configuration of the keyboard flags.
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1.6 Two Character Input Module

The function of this module (TWOCAR) is to input one or more characters
from the keyboard and transfer to the user the last two characters when a
“NEXT"” or “EXEC" key is pressed. The module also notifies the user of the type
of termination that took place.

Upon entry, the input buffer and keyboard flags are cleared. (The data display
may or may not be cleared depending on the requirements of the calling module.)
This module calls the keyboard input module to obtain its input data. The first
character is checked to determine if it is a “NEXT"” or “EXEC"; the appropriate
keyboard flag is set along with the no data flag, and control is returned to the user
(see figure 6.8). If an invalid character is received, the module is reinitiated.

INPUT BUFFER Figure 6.9 A flowchart of the one character input module (ONECAR)

THE ZAP MONITOR SOFTWARE 165



166 THE ZAP MONITOR SOFTWARE

The receipt of valid data will cause the module to format the data as a two-digit
value in the keyboard input buffer. It then returns to the user with the ap-
propriate flags set. (See Appendix D for additional details.) Figure 6.10 details the
logic flow of the two character input module.

TWOCAR

CLDAT

CLEAR DATA
DISPLAY, FLAGS,
AND INPUT BUFFER

KEYIN

INPUT CHARACTER
FROM KEYBOARD

R

SET 'NEXT' AND
‘NO DATA' FLAGS RETURN

CHARACTER
='EXEC'
?

SET"EXEC' AND
'NO DATA' FLAGS

ADD IN NEWN 2 3 7
TO DATA A%2
STORE IN

INPUT DATA &
DISPLAY [ATA

KEYIN

INPUT CHARACTER
FROM KEYBOARD

CHARACTER SET 'NEXT'FLAG RETURN
='NEXT

SET "EXEC' FLAG

Figure 6.10 A flowchart of the two character input module (TWOCAR).

11.7 Four Character Input Module

The function of this module (FORCAR) is to input one or more characters from
the keyboard and to transfer to the user the last four characters when a “NEXT"”



or "EXEC" key is pressed. In the event that less than four characters are input, the
higher order digits will be set to zero, The module also notifies the user via the
keyboard flags (see figure 6.8).

The operation of this module is very similar to the two character input module.
The main difference lies in the manner in which the new data (input from the key-
board) is merged into previous input data from the keyboard. (See Appendix D
for additional details.) Figure 6.11 shows the logic flow of the four character in-
put module.
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st Figure 6.11 A flowchart of the four character input module (FORCAR).
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11.8 Memory Display and Replace Module

The memory display and replace function is one of the three major modules of
the operating system. Upon entry (see command recognition module), this
module (MEMORY) makes a call to FORCAR (four character input module) to
get the base memory address at which to begin displaying the memory contents.
When it returns from FORCAR, the keyboard flags are examined to determine if
the “EXEC” flag is set (=1). In the event that the “EXEC" flag is set, control is
transferred to the restart module (RESTRT). If the “EXEC” flag is not set (=0),
the address location and memory contents are output to the appropriate displays.
The TWOCAR (two character input module) is called to obtain new data from

the displayed memory location.

CLEAR BASE
MEMORY ADDRESS

FORCAR

GET BASE
MEMORY ADDRESS

ST BAsE

MIMZ3Y ADDIRESS

DISPLAY CONTENTS
OF REQUESTED
MEMCRY ADDRESS
ON DATA DISPLAY

TWOCAR

GET NEW DATA

15
'NO DATA'
FLAG SET

15
'EXEC'FLAG
SET

WLRM2

GET NEW DATA
FROM INPUT BUFFER

REPLACE QLD
DATA IN MEZM
WITH NEW DATA

1S
'EXEC'FLAG
SET
?

NO

INCREMENT BASE
MEMORY ADDRESS

I

Figure 6.12 A flowchart of the memory display and replace module (MEMORY).



When control is returned from TWOCAR, the module checks the “no data”
flag in the keyboard flag word. If this flag is set (=1), the “EXEC" flag is exam-
ined. If that is set, control is transferred to the command recognition module
(WARM2). If, on the other hand, the “EXEC"” flag is reset (=0), the user's
memory address is incremented, displayed on the address display, and its con-
tents are displayed on the data display.

If, on return from TWOCAR, the “no data” flag is reset (=0), the new data is
extracted from the keyboard input buffer and stored in the displayed memory
location. At this time, the module determines if TWOCAR was exited via an
“EXEC"” or “NEXT"” directive. In the event that the “EXEC" flag is set (=1), con-
trol is transferred to the command recognition module (WARM2), If, however,
the flag is reset (=0), the user’s memory address is incremented, displayed on the
address display, and its contents are displayed on the data display. Then the two
character input module is called to get the next directive for the memory display
and replace module. (See Appendix D for additional details.) Figure 6.12 shows
the logic flow of the memory display and replace module.

I1.9 Register Display and Replace Module

The register display and replace module (REGIST) is one of the three major
modules of the operating svstem. This medule calls the ONECAR (one character
input module) to get the initial register display code from the user (see table 6.1).
Upon return from ONECAR, the “"EXEC” flag is checked. If this flag is set (=1),
control is transferred to the command recognition module (WARM2). If the
“EXEC” flag is reset (=0), the base register display index is calculated from the
user’s register display code.

At this time, the register index is checked to see if the register request is an 8- or
16-bit register. If the user requests a 16-bit register, the appropriate register code
is displayed in the data display, and the requested register data is obtained from
the register save area and displayed in the address display. The module then
makes a call to the FORCAR (four character input module) to get new data for
the register. Upon return, the “no data” flag is checked. If this flag is set and the
“EXEC” flag is set, control is transferred to the RESTRT (restart module). If the
“no data” and “NEXT" flags are set, the register display index is incremented and
displayed in the data display. The new register data is obtained from the register
save area and displayed on the address display.

If an 8-bit register has been requested, the register code (see table 6.1) is dis-
played in the data display, and the appropriate data is obtained from the register
save area and displayed on the address display. At this time, the module calls
TWOCAR to get new data from the displayed register. \When the two character
input module returns control, the module determines the mode of execution by
examining the keyboard flags. If the “no data” and "EXEC" flags are set, control
is transferred to the command recognition module (WARM2). If the “no data”
and “NEXT" flags are set, the register index is incremented and the register con-
tents channeled to the appropriate display.

If the “no data” flag is reset, the new register data is obtained from the key-
board input buffer and stored in the appropriate register save location. At this
time the “EXEC” flag is checked and, if set, control is transferred to the command
recognition module (WARM2). If the “EXEC" flag is reset, the register data is dis-
played and the user directive processed. (See Appendix D for additional details.)
Figure 6.13 details the logic flow of the register display and replace module.
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Figure 6.13 A flowchart of the register display and replace module (REGIST).
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11.10 Go Execute Module

The go execute module (GOREQ) is the last of the three major functions of the
operating system. Upon entry (see command recognition module), this module
calls FORCAR to get the address where execution is to begin. Upon return from
FORCAR, the “no data” flag is examined to determine the mode of execution. If
this flag is set (=1), control is immediately transferred to RESTRT. This restores
the Z80 registers and resumes execution at the PC address currently contained
from the keyboard input buffer and stored in the PC save location in the register
save area. Control is then transferred to the command recognition module
(WARM2) which will restore the registers with the saved data, and begin execu-
tion of the user’s program at the specified address. (See Appendix D for addi-
tional details.) Figure 6.14 details the logic flow of the go execute module.

( GOREQ ’

FORCAR

GET RESTART
ADDRESS

1S
'NO DATA'
FLAG SET WARM2

e

SAVE NEW
RESTART ADDRESS
IN REGISTER

SAVE AREA

( RESTRT )

Figure 6.14 A flowchart of the go execute module (GOREQ).
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CHAPTER 7
PROGRAMMING AN
EPROM

The ZAP computer has been designed to be inexpensive, reliable, and easy to cuu-
struct. To keep costs and complexity to a minimum, some computer features that could
be helpful to a beginner have been eliminated. The most visible of the missing features
are a front panel and display. While this in no way detracts from the operation of the
computer, its inclusion would make initial checkout and program development easier.

To properly test ZAP, a program must be in memory. This program does not have
to be very long—only a few instructions are necessary to determine whether the com-
puter runs at all. The problem arises when the user wishes to run a program of 50 or
100 bytes in length. WWe end up with a “catch-22" situation. To effectively enter ma-
chine code into ZAP's programmable memory, a program that coordinates this activity
must be running in EPROM. Such a program is called a monitor and is outlined in
Chapter 6. The catch is that writing the monitor software into an EPROM automatical-
ly requires the monitor to be running the programmer. Fortunately, if one has an alter-
nate way of writing the 1 K ZAP monitor into EPROM, this is no longer a problem.

Rather than leaving the experimenter to his own devices, this section includes infor-
mation on programming EPROMs. To solve the startup situation, I've outlined a de-
sign for a couple of manual EPROM programmers. Loading programs on a manual
programmer is tedious. They are primarily intended for much shorter routines such as
checking basic system operations. However, one manual unit can be modified to load
the full 1 K monitor software. When ZAP is fully operational, you can use it in con-
junction with an automatic programmer. This will help in writing a number of
EPROM:S. In the event that you do not wish to write your own EPROM, consult Ap-
pendix A for the availability of preprogrammed EPROMs.

A Quick Review of EPROMs

It is often desirable to have the non-volatility of ROMs but the read/write capa-
bilities of semiconductor programmable memories. An effective compromise is the
EPROM. This is a read-mostly memory. It is used as a ROM for extended periods of
time, occasionally erased and reprogrammed as necessary. Erasure is accomplished by
exposing the chip substrate, covered by a transparent quartz window, to ultraviolet
light. We'll cover erasure at the end of this chapter.

The EPROM memory element used by Intel and most other manufacturers is a stored
charge type called a FAMOS transistor (Floating-gate Avalanche injection Metal Oxide
Semiconductor) storage device, By selectively applying a 25 V charging voltage to ad-
dressed cells, particular bit patterns that constitute the program can be written into the
EPROM. This charge, because it is surrounded by insulating material, can last for
years. Exposure to intense ultraviolet light drains the charge and results in the erasure
of all programmed information.

There are many EPROMs on the market—2708s, 2716s, and 2732s are the major
ones. For the most part, computerists have moved away from the very difficult-to-
program 1702s and have opted for the more easily programmed 2708s and 2716s. An
added benefit is their greater storage density. The newer EPROMs on the market are
considerably more expensive than the 2708. All things considered, the 2708 is the best
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buy for the money. At slightly greater expense, you could use the 2758 for a single sup-
ply operation. For these reasons, the EPROM programmer outlined in this chapter is
the 2708.

Figure 7.1 is the circuit for a manual 2708 programmer. IC 5 and two sections of IC 3
provide the +25 V program pulse to the EPROM. IC 5 is set for a duration of 1 ms and
is triggered by a logic O to 1 transition at its input. The EPROM both sources and sinks
current through programming pin 18. A combination of devices rather than a simple
open-collector driver is necessary. In the write mode, when CS/WE pin 20 is at
+12 V and between programming pulses, pin 18 has to be pulled down by an active
device because it sources a small amount of current. The programming pulse itself is
about 30 mA and cannot easily be accommodated without emitter-follower configured
Q1. This pulse should be between 25 and 27 V at pin 18. Three 9 V batteries will suf-
fice. (An alternative is to use a commercial encapsulated 24 V, 50 mA puwer supply.
The encapsulated supply can be resistor trimmed to produce the desired 25 to 27 V.)

To write a byte into the EPROM, a 10-bit address designating which of the 1024
bytes will receive the data is preset on switches SW 1 thru SW 10. To start at location
0, all switches will be in the closed position. Next, the 8 bits that are to be stored are set
on switches SW 12 thru SW 19. This data byte should be reflected on the output dis-
play LED 1 thru LED 8. Finally, to get the programmer in the write mode, switch
SW 11 is set open. Actual insertion of the data occurs when the write pulse pushbutton
PB 1is pressed. This fires a 1 ms pulse of 25 V into the 2708 program pin. According to
manufacturer’s specifications, no single programming pulse should be longer than
1 ms. For maximum data retention, 100 of these programming pulses are reccommended
(totalling 100 ms per byte).

Unfortunately, 100 ms cannot be applied to a single address all at once. Manufac-
turers specity that it should be done sequentially and should consist of 100 1-ms ap-
plications. In short, it means that for a 25-byte program, each address should be writ-
ten with one pulse and then the loop repeated up to 100 times. I have never tried to
lengthen the pulse and program a 2708 faster than called for. Experience has shown,
however, that some EPROMs are completely written with as few as 2 or 3 loops. Ob-
viously, for full retention each address should be rewritten on an automatic program-
mer.

Reading back the stored contents of a 2708 is easy on the same manual programmer.
First, all data input switches SW 12 thru SW 19 are opened to the “1” state and then
“read write” switch SW 11 is set in the closed or “read” mode. No other pulsing or
clocking is necessary. The output display will show the contents of the byte pointed to
by the address input switches SW 1 thru SW 10. It will remain constant until set to
another address. Reading out the contents is simply a matter of incrementing this 10-bit
address through the range of program addresses.

A slightly more complex manual programmer is demonstrated in figure 7.2. Three
presettable counters are inserted between the address input switches and the EPROM.
Instead of changing the switch positions for each address, they are now used only to
preset the counters to some beginning address. If we want to program an EPROM start-
ing at hexadecimal 3AA, the switches would be set to that address and the “address
preset” switch pressed. The 10 LEDs, LED A0 thru LED A9, would read 3AA as the ad-
dress. The data to be programmed is set on SW 12 thru SW 19. Pressing the “write
data” push button PB1 (the renamed “address increment”) stores the data from the
switches. Successive memory locations are programmed by setting SW 12 thru SW 19
and pressing PB1. Resetting the address counter to zero is accomplished by pressing the
clear button.,

It is easy to see how this manual programmer, while not greatly improving program-
ming time, facilitates reading memory. Put all the data input switches to the logic 1
level, set the interface to the read mode, and preset and load a start address. Readout is
accomplished simply by repeated operation of the address increment button.

An Automatic Programmer
You will need an operational ZAP computer to build an automatic programmer. The
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complexity of design can be reduced considerably by taking advantage of decoded, but
to this point unused, I/O strobes provided in the basic ZAP. The circuit shown in
figure 7.3 takes three less chips than the manual programmer in figure 7.2. Its opera-
tions, while similar in operation, are quite different in detail.

Four 1/0 strobes (input and output port 1, and input and output port 4) synchronize
the hardware and software. Figure 7.4 shows the logic flow for writing an EPROM.
With the EPROM connected directly to the data bus, only the strobes, rather than full-
latched registers, are necessary for this interface.

To write data, the sequence should be as follows: first, an OUT 04 pulses the address
counter clear lines, setting them to 0. Next, the EPROM is set to the program mode,
and the first byte is written into the EPROM with an OUT 01 instruction.

Figure 7.5 shows how the 2708 program mode is selected. The significance of this cir-
cuit is that its output is wired as a 2-bit digital-to-analog converter to control the chip-
select line of the 2708. .

When an OUT 04 is executed, the CS pin will see 0 volts enabling the read mode.
When an OUT 01 is executed, this voltage will be 12 V for program mode. When no
strobe is present, CS will be at +5 V and the 2708 will be three-state.

An OUT 01 fires the 25 V program pulse for 1 ms while the pertinent data is on the
data bus. After that, an INP 01 is executed, which increments the address counter to
the next address position. We are not actually doing any input function, but instead we
are using the decoded strobe of the INP 01 instruction to mean “increment address reg-
ister.”

The hardware automaticallyv keeps track of the address, but the software must imple-
ment its own counters to keep track of the 0 to 1023 positions as well as the number of
times the complete 1024 bytes have been programmed. Remember, the manufacturer
suggests 100 1-ms locps.

Reading the EPROM automatically is also very simple. A flow diagram of the logic is
shown in figure 7.6. The address counter is cleared again by doing an OUT 04. Data is
read by executing an INP 04. This data can be stored and analyzed. Finally, the address
counter is incremented again with an INP 01, and the process is repeated to read the
next byte.

While discussion has centered on the Intel 2708 EPROM as the most cost-effective
choice, there are many other EPROMs on the market. Two devices of particular impor-
tance (should their price and availability improve by the time vou read this) are the
Intel 2758 and 2716. These are 1 K and 2 K single supply (+5 V) EPROMIs, respective-
ly. The significance for the experimenter is that these parts can be programmed with a
single, 50 ms, 25 V program pulse to each address rather than successive 1-ms loops.
The three programmer circuits presented are set up for 2708s but can be easily recon-
figured for these other devices. Changing the one-shot timing pulse from 1 ms to 50 ms
and rewiring a few pins will allow complete programming with just a single run
through the addresses (they don't have to be successively programmed, either).

Erasing An EPROM

EPROMs bought directly from a manufacturer come completely erased. If you plan
on writing an EPROM program once, and you either don’t want to modify it or you
don’t make mistakes, forget about erasing. The majority of computerists will want to
reprogram EPROMs. It then becomes necessary to know how to erase them. We all
know that EPROMs are ultraviolet erasable. However, duration, distance from the
light source, and intensity determine the quality of the erasure.

People concerned about maintaining a manufacturer’s specifications during the pro-
gramming sequence should also be advised of the proper erasing methods. Unlike the
test read-after-write-loop method for programming, EPROMs are usually removed
from the circuit during erasing. Therefore, it is advisable to perform the procedure cor-
rectly, or it will have to be repeated.

The typical 2708 EPROM can be erased by exposure to high intensity shortwave
ultraviolet light, with a wave length of 2537 A. The recommended integrated dose (UV
intensity X exposure time) is 12.5 watt-seconds per square centimeter (Ws/cm”). The
time required to produce this exposure is a function of the ultraviolet light intensity.
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Cost and safety, equally emphasized, should be the guiding factors when selecting an
ultraviolet eraser. A commercial unit not only specifies its intensity (that allows com-
putation of exposure time), but also includes important interlocks. It is conceivable
that some homebrew erasers might have improper shielding that could allow the ultra-
violet light to escape or be accidentally turned on while being viewed. Such possibilities
can lead to permanent eye damage.

One of the more cost-effective erasers on the market is the UVS-11E by Ultra-Violet
Products, Inc, San Gabriel CA, 91776. This unit is made especially for the home com-
puter market and includes some important safety features. The lamp will not operate
unless properly seated, and if lifted from its holding tray, it will automatically shut off.
At the standard exposure distance of 1 inch, the UVS-11E produces an intensity of
5,000 uW per square centimeter (uW/cm’). Exposure time for the 2708 is easily calcu-
lated.

Exposure time (T;)
Te=]+1
Where
] = required erasure density of device
I = incident power density of eraser
For a 2708 which requires 12.5 Ws/cm’

1 = 5000 uW/cm?
] = 12.5 Ws/cm?

= —____12'5 =
Te S300% 10 2500 seconds

or Tz = 41.6 minutes for complete erasure
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Figure 7.3 A schematic diagram of an automatic 2708 programmer.
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CHAPTER 8
CONNECTING ZAP TO
THE REAL WORLD

It's now obvious that the ZAP computer can be configured in a number of ways.
Depending on your needs, you can go far beyond the basic system I have outlined. If
you want a personal computer that is the equivalent of large commercial microcomput-
er systems, then you must add considerably more memory and peripherals. Accom-
modations must be made for a more powerful operating system and most probably a
high-level language such as BASIC or Pascal. If you intend to use the ZAP computer as
a word processing system, then a video display and printer will be required. This, in
turn, necessitates adding more parallel and serial ports. VWhatever the eventual config-
uration, the design considerations that went into constructing the ZAP computer do
not change.

The ZAP computer is intended as a trainer. This book is structured in such a way
that you should be able to lay out a system configuration and build it. I have not
discussed what it takes to design a word processing system, or to add floppy disk stor-
age, because it is bevond the scope of this introductory text. The support material
necessary to adequately cover such an undertaking would be enough for another book.
This does not mean, however, that everything is finished once the ZAP computer is
constructed and vou learn how to write and execute a short program. Quite the con-
trary; a more significant application of ZAP is to connect it to something considered
part of the “real world” and have it perform some constructive task. ZAP's “power to
weight” ratio makes it a natural for intelligent control applications. The real key to us-
ing ZAP effectively is learning how to connect it to the real world.

Within the framework of the direct examples I have outlined, the ZAP computer
created from this book should be a single-board computer suitable for use in a variety
of applications. Because it includes a serial port, two parallel ports, PROM monitor,
and programmable memory, ZAP is in many respects equivalent to commercial digital
controllers costing hundreds of dollars more.

Small single-board computers are most often used in data acquisition and intelligent
control applications. Their function is usually to digest certain input parameters and
compute a result. For example, in a 100 HP electric motor control, the inputs would be
voltage, current and RPM, and the control output would be a load factor correction
voltage.

In all probability, a few of these “intelligent controllers” were used by the press that
printed this book. A likely place is the electronic control unit that monitors print densi-
ty and automatically adjusts ink flow. The computer “reads” the print and decides
whether to increase or decrease the ink flow to the paper. This decision must take into
account various input parameters such as humidity, temperature, paper velocity, and
specific gravity of the ink. The control algorithm written in machine code and stored in
ROM shifts through all the input data and generates its conclusion in the form of a pro-
portional output to an ink-flow valve.

In most cases, computerized functions do not stop with simple control. In any pro-
cess where repeatability and quality control are important, significant process param-
eters are constantly monitored for deviation from preset limits and an alarm is set if the
limits are exceeded. To aid in long-term analysis, the data acquisition function often in-
cludes recording raw-process data from the input sensors at specific intervals and gen-
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erating a permanent log.

THE REAL WORLD

I don't want to confuse you by discussing too many commercial applications of sin-
gle-board controllers. I doubt there are many web presses hidden in closets to which
you want to add computer control, There are, however, many equally challenging and
less esoteric applications for computer controls around the home. For example, a few
that come to mind include energy management, security, and environmental monitor-
ing. I refer to such systems as real world systems, as opposed to the TTL digital world
of computers.

Because real world is anything outside of the computer, it is generally an analog en-
vironment. The metamorphosis of ZAP into an intelligent controller is dependent
primarily upon effective analog interfacing. For this reason, the rest of this chapter is
dedicated to the design and construction of an economical analog 1/O interface.

But first let’s review the basics of D/A (digital-to-analog) conversion and then
discuss a method to use a D/A to perform A/D (analog-to-digital) conversion. In data
acquisition systems, there is often a need to acquire high resolution multiple channels,
and AC as well as DC inputs. This being the case, I will also discuss a circuit which, in
effect, allows ZAP to function as an 8-channel digital voltmeter. Finally, because the
temporal relationship of so many events is significant, ZAP will be configured with a
real-time clock that defines the time at which control operations occur.

DIGITAL-TO-ANALOG CONVERTERS

The D/A (digital-to-analog) converter can be thought of as a digitally controlled
programmable potentiometer that produces an analog output. This output value (Vour)
is the product of a digital signal (D) and an analog reference (Vger) and is expressed by
the following eguation:

Voer = D Vaeer

To a large extent, no D A or A D converter is very useful without specifying the
type of code used to represent cigital magnitude. Converters work with either unipolar
or bipolar digital codes. Unipolar includes straight binary and binary coded decimal
(BCD). Offset binary, one’s or two's complement and Gray code, is usually reserved
for bipolar operation. However, we will limit our discussion to straight and offset
binary.

It is important to remember that the binary quantity presented by the computer is a
representation of a fractional value to be multiplied by a reference voltage. In binary
fractions, the MSB (most significant bit) has a value of 1/2 or 2°', the next MSB is 1/4
or 2°%, and LSB (least significant bit) is 1/2" or 2™ (where n is the number of binary
places to the right of the binary point). Adding up all the bits produces a value that ap-
proaches 1. (The more bits, the closer that value is to 1.) The algebraic difference be-
tween the binary value that approaches 1, and 1, is the quantization error of the digital
system (to be discussed later).

Offset binary is similar to straight binary except that the binary number 0 is set to
represent the maximum negative analog quantity; the MSB is a 0 for negative analog
values, and a 1 for positive analog values.

The conversion of digital values to proportional analog values is accomplished by
either of two basic conversion techniques: the weighted-resistor D/A converter and the
R-2R D/A converter. The weighted-resistor D/A converter is by far the simplest and
most straightforward. This parallel decoder requires only one resistor per bit and
works as follows: switches are driven directly from the signals that represent the digital
number D; currents with magnitudes of 1/2, 1/4, 1/8, . . . 1/(2") are generated by
resistors with magnitudes of R, 2R, 4R, . .. 2R, that are connected by means of
switches between a reference voltage, — Vger, and the summing point of an operational
amplifier. The various currents are summed and converted to a voltage by an opera-
tional amplifier (see figure 8.1).

While this may appear to be a simple answer to an otherwise complex problem, this
method has some potentially hazardous ramifications. The accuracy of this converter
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is a function of the combined accuracies of the resistors, switches (all switches have
some resistance), and the output amplifier. In conversion systems of greater than
10-bits resolution, the magnitudes of the resistors become exceptionally large and the
resultant current flow is reduced to such a low value as to be lost in circuit thermal
noise.

A reasonable alternative to the weighted-resistor D/A converter is the R-2R con-
verter. This is often referred to as a resistor-ladder D/A converter and is the most wide-
ly used type even though it uses more components. This circuit (see figure 8.2) also
contains a reference voltage, a set of binary switches, and an output amplifier. The
basis of this converter is a ladder network constructed with two resistor values, R and
2R.

One resistor (2R) is in series with the bit switch, while the other (R) is in the summing
line, so that the combination forms a “pi” network. This suggests that the impedances
of the three branches of any node are equal, and that a current I, flowing into a node
through one branch flows out as I/2 through the other two branches. In other words, a
current produced by closing a bit switch is cut by half as it passes through each node on
the way to the end of the ladder. Simply stated, the position of a switch, with respect to
the point where the current is measured, determines the binary significance of the par-
ticular switch closure.
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Figure 8.1 A 4-bit weighted-resistor digital-to-analog converter. A 4-bit word 's .22 to control four
single-pole single-throw switches. Each of these switches is in series with 2 sior. The resistor
values are related as powers of 2, as shown. The other sides of the switches a°= 22~ 7scted together at
the summing point of an operational amplifier. Currents with magnitudes ir.<-:< ; proportional to the
resistors are generated when the switches are closed. They are summed by -
to a corresponding voltage.
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Figure 8.2 A 4-bit R-2R resistor-ladder digital-to-analog converter. This type of D/A converter makes
use of a resistor-ladder network constructed with resistors of value R and 2R. The topology of this net-
work is such that the current flowing into any branch of a 3-branch node will divide itself equally
through the two remaining branches. Because of this, the current will divide itself in half as it passes
through each node on its way to the end of the ladder. The four switches are again related as powers of
2. The position of each switch with respect to its distance from the end of the ladder determines its

binary significance.
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This type of converter is easy to manufacture because only two resistor values are
needed; in fact, one value, R, will suffice if three components are used for each bit.
Keeping matched resistor values with the same temperature coefficients contributes to
a very stable design. Certain trade-offs are required between ladder resistance values
and current flow to balance accuracy and noise.

One form of the R-2R ladder circuit is the multiplying D/A converter and is avail-
able with either a fixed or an externally variable reference. Multiplying D/A converters
that utilize external variable analog references produces outputs that are directly pro-
portional to the product of the digital input multiplied by this variable reference. These
devices have either current or voltage output. The current output devices are much
faster because they do not have output amplifiers that limit the bandwidth; therefore,
they tend to cost less than voltage types.

An economical 8-bit multiplying D/A is the Motorola MC1408-8 (see figure 8.3). As
previously mentioned, this monolithic converter contains an R-2R ladder network and
current switching logic. Each binary bit controls a switch that regulates the current
flowing through the ladder. If an 8-bit digital input of 11000000 (192 decimal) is applied
to the control lines of the illustrated converter, the output current would be equal to
(192/256)(2 mA) or 1.50 mA. Note that when binary 11111111 (255 decimal) is ap-
plied, there is always a remainder current that is equal to the LSB. This current is
shunted to ground, and the maximum output current is 255/256 of the reference
amplifier current, or 1.992 mA for a 2.0 mA reference current. The relative accuracy
for the MC1408-8 version is +1/2 the LSB, or 0.19% of full scale (see figure 8.4). This
is more than adequate for most home computer analog control applications.

The final circuit (figure 8.5) is an 8-bit MC1408-8 multiplying D/A converter. As
previously outlined, “multiplying” means that it uses an external variable reference
voltage. In this case, a 6.8 V zener-diode regulated voltage is passed through a resistor
that sets the current flowing into pin 14 to approximately 2 mA.
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Figure 8.3 A typical 8-bit current-outout monolithic multiplying D/A converter. This Motorola in-
tegrated circuit contains an R-2R network like the one in figure 8.2, plus additional current-switching
logic.
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An additional resistor, R1 (also in this current leg), allows the current to be varied by
a small percentage and provides the ability to adjust the full-scale range of the D/A
converter. The output is a current that is equivalent to the product of this reference cur-
rent and the binary data on the control lines. The current is converted to a voltage
through IC 9 and can be zero offset through the use of the offset adjustment pot, R2.

Using this circuit with the ZAP computer is simply a matter of connecting the input
lines of IC 1 to a convenient parallel output port on ZAP. Any 8-bit value sent to that
port will be converted to a voltage proportioned to that output.

The digital code presented to the D/A converter must be in offset binary. A binary
value of 00 hexadecimal produces an output of —5V while FF hexadecimal is
equivalent to +5 V. In offset binary, if the MSB is a 0, the output is negative, and if the
MSB is a 1, the output is positive. Because the converter has a range of 10 V, and is an
8-bit device, the resolution of the converter is 1/256 of 10 V, or approximately 40 mV.
This means that the smallest output increments will be in 40 mV steps. To change this
to finer increments requires a shorter range, such as +2.56 Vto —2.56 V. By adjusting
the span and zero pots, any reasonable range may be chosen, but the resolution will
always be equal to the LSB or 1/256 of the range, and accuracy is estimated to be
+1/2 the LSB.

Calibration is fairly straightforward. Apply the power, and with a short program
that outputs a value from the accumulator, send a binary 10000000 to the port address
corresponding to the D/A interface board. Using a meter to monitor the output of the
LM301A, adjust the zero pot R2 until the output is 0 V. With the same program, load
in binary 11111111 to the port address and adjust the span pot R1 for a meter reading
of +5.12 V. A binary setting of 00000000 should produce —5.12 V. If you are unsuc-
cessful at this peint, turn the power off and remove the MC1408-8 and the LM301A;
then reapply power and verify that the binary output is correct on the parallel output
port. Nine times cut of ten, problems like this can be attributed to choosing an incor-
rect output code.

If the test is successful, vou are now ready to generate analog outputs under program
control. A simple test is to designate a section of memory and sequentially output the
values to the D/A. If the table is 256 bytes long with the values ranging from 0 to FF
hexadecimal in 01 increments, the result will be a sawtooth-waveform output. If the
samples are sent to the output rapidly enough, and it is connected to a speaker, the
wavetorm will be audible. The exact frequency will be a function of the update timing
loop.

The following is a short program that exercises the D/A in such a manner:

START EQU 0400 Memory table start HL address
END EQU 05 Memory table end H address
OPORT EQU 07 D/A output port number
SAMP  EQU A0 Sample rate time constant

LD HL, START Load table start address
AGAIN LD A, (HL) Table value to accumulator
OuUT OPORT,A Output byte to D/A

CALL DELY Sample time delay

INC HL

LD A H

CP END Test to see if at end of table
JP NZ,AGAIN If not, output the next sample
HALT

DELY LD B, SAMP Sample rate timing loop
DCR DEC B

P NZ,DCR

RET

The table can be set to any length. Values in the table can be calculated to produce
any shape waveform.
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ANALOG-TO-DIGITAL CONVERTERS

It's always a good idea to discuss D/A converters first. They are rather straightfor-
ward and there are not an overwhelming number of conversion methods. By introduc-
ing them first, you will become aware of the process of binary conversion and ap-
preciate the concepts of resolution and accuracy. Practically speaking, however, if you
were going to set up the ZAP computer to serve in a data acquisition mode—say,
reading and recording temperatures—you would need an A/D (analog-to-digital) con-
verter before a D/A (digital-to-analog).

An A/D does what its name implies. It converts analog voltages into a digital repre-
sentation compatible with the computer input. As in the case of an 8-bit D/A, an A/D
is subject to the same conversion rules. If you are trying to read a 10 V signal with an
8-bit converter, the resolution will be 1/256 of 10 V (or 40 mV) and the accuracy will
be +1/2 the LSB.

For greater resolution more bits are necessary. The number of bits does not set the
range of a converter; it only determines how finely the value is represented. An 8-bit
converter (either A/D or D/A) can be set up just as easily to cover arange of 0to 1 V
or 0 to 1000 V. Often the same circuitry is used, but a final amplification stage or
resistor-divider network is changed. Understand, of course, that with a range of
1000 V and an 8-bit converter, the resolution is 4 V. Such a unit would be useless on 0
to 10 V signals. The problem can be reconciled in a number of ways, but the easiest
solution is to use a converter with more bits. A 16-bit converter that has 65,536 (2'°)
steps instead of 256 (2°) would cover the same 1000 V range in 15 mV increments.

For the ZAP computer, the question becomes more one of reasonable price perfor-
mance than nth degree accuracy.

Analog-to-digital conversion is considerably more expensive than D/A—the price is
directly related to resolution and accuracy. There are many ways that A/D conversion
can be accomplished. The range varies from very slow, inexpensive techniques to ultra-
fast, expensive ones. An A D converter can cost as little as $5 or as much as $10,000.
An A/D converter that scans thermistor probes and provides data to control the tem-
perature in a large supermarket may cost $4.75, but it cannot encode video information
from an optical scanner.

The objective of this book, of course, is to help you to build your own computer; lit-
tle is served by presenting designs that are beyond a reasonable budget and average
construction abilities. For those reasons, I have sifted through a multitude of tech-
niques to select four designs that can easily be built and attached through the ZAP
computer’s parallel interface. One of them should meet your basic data acquisition re-
quirements.

Basic analog to pulse width converter

Low cost and low speed 8-bit binary-ramp counter converter
High speed 8-bit successive approximation converter
Eight-channel 3V2-digit 0—200 V AC/DC interface

Pogrs

PULSE WIDTH AND BINARY COUNTER CONVERTERS
Analog to Pulse Width Converter

This converter is one of the most popular open-loop encoders because of its simplici-
ty. A basic block diagram is shown in figure 8.6. This device uses a fixed oscillator in
combination with a circuit that generates a pulse width that is a linear function of the
analog input voltage.

To obtain this variable linear pulse width, designers frequently use a ramp generator
and a Schmitt-trigger circuit. A gating pulse is started at the beginning of the ramp and
a counting circuit starts incrementing at a fixed frequency. When the linear ramp
reaches the same value as the input voltage, the counting is terminated. The value left
in the register at"that point is representative of the analog input,

Figure 8.7 is a schematic of a unipolar analog to pulse width converter that operates
on this principle. IC 1 is configured as a gate controlled linear ramp generator and IC 2
is the input comparator. The process starts when the 7.5 KHz clock signal fires IC 3 (a
74121 one-shot), and starts its 35 ms period, which is the gate time. At the beginning of
this gate period, a pulse that clears the two 7493s and the ramp generator is generated.
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Figure 8.7 A schematic diagram of a unipolar analog to pulse width converter.
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This, in turn, enables the clock signal to the counter. The slew rate of the ramp genera-
tor is set to be approximately 10 V per 35 ms. IC 2 continuously compares the input
and ramp voltages. When they are equal, the clock signal to the counter is stopped and
the ramp generator is reset. At the conclusion of the 35 ms gate time, whatever value is
in the counter is transferred to an 8-bit storage register. The value stored in this register
is an 8-bit number proportional to the input voltage. The entire process starts again on
the next clock pulse.

By properly selecting the gate times and the clock rate, you can change the span and
resolution of the circuit. With a gate time of 35 ms and a clock rate of approximately
7500 Hz, 256 clock pulses should be counted during the gate time. The ramp timing ad-
justment pot should be set so that the counter reaches maximum count when 2.56 V is
applied to the input of IC 2. A 10:1 divider attached to this input will allow the same
8-bit count to represent 25.6 V.

This circuit is simple, but its accuracy depends on the stability of the individual sec-
tions of the circuit. To use it, connect the register output to a parallel input port. Sim-
ply read the port when you want the latest value. The circuit automatically updates 28
times a second, hence no reading is older than 35 ms.

Binary-Ramp Counter Converter

The above A/D technique is most often used in slow sampling rate, high-accuracy
measurements. Achieving these results, however, hinges on the use of precision com-
ponents and proper construction. The next most productive approach to consider is the
binary-ramp counter method. In my opinion, this is the best tyvpe if you plan to con-
struct an A/D for ZAP. It uses fewer components and, in practice, is much faster and
easier to build than linear-ramp circuits.

Figure 8.8 illustrates the basic biock diagram for the binary-ramp counter converter.
The linear-ramp generator of the previous technique has been replaced by a D/A con-
verter. In this case, the D A is used to reconvert the digital output of the binary
counter back to analog for comparison against the analog input. If they are equal, then
whatever code is presently set on the D/A input is also our A/D output.
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Figure 8.8 A block diagram of a basic binary-ramp counter A/D converter.
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The simplest way to operate the system is to start the counter initially at 0 and to
allow it to count until the D/A equals or exceeds the analog input. The only critical
consideration in designing this circuit is that the clock rate cannot be faster than the
response of the comparator and D/A. If it takes 100 us for these components to do
their job, then the maximum clock rate should be 10 KHz. For an 8-bit converter
(counting from O to 256 each sample period), the maximum sample rate is 10,000/256 or
some 39 samples a second. In practice, however, 5 us is a more reasonable settling time,
resulting in about 750 samples per second. For still higher speeds, we use a different
kind of A/D (more on this later).

Figure 8.9 shows a schematic of a binary-ramp counter converter that uses a
MC1408-8 multiplying D/A converter chip. The counter output is connected to the
MC1408-8 to provide a direct analog feedback comparison of the value set on the
counter. Initially, ICs 4 and 5 are cleared, and the D/A output should equal the
minimum input voltage. For a 0 to 5.12 V converter, this wouldbe 0 V. Fora —2.56 to
+2.56 V unit, it would be —2.56 V. If the output of IC 1 is less than Vv, the clock
pulses are allowed to reach the counter. As each pulse increments the counter, the cut-
put of the D/A keeps rising until eventually it equals or just exceeds V;y on the com-
parator. When this happens, additional clock pulses are inhibited. At the end of the
sample period, the count value of ICs 4 and 5 is stored in a separate register. For ZAP
to read this data, it just requires connecting this register to an input port and reading it
directly.
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Figure 8.9 A schematic diagram of an 8-bit binary-ramp counter A/D converter.
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Using the Computer to Replace the Counter

Figure 8.9 is a stand-alone circuit. It does not require the computer for operation.
The A/D updates itself at a preselected sample rate and loads this value into an 8-bit
latch. As far as the computer is concerned, there is a steady state reading from the con-
verter. Every function required to perform the A/D conversion is constructed from
hardware components.

There are certain advantages to this approach. The A/D can be independently as-
sembled and tested without a computer. For example, a voltage can be applied to the
input and the 8-bit value can be displayed on 8 LEDs. The ability to test each subsystem
independently is the way I've tried to present all the hardware in this book. If, on the
other hand, you feel you've mastered the art of programming and would rather not
build elaborate interfaces, much of the hardware of figure 8.9 can be replaced with
software subroutines.

Consider for a moment the major elements of this design. This 8-bit A/D has four
sections: D/A, analog comparator, 8-bit counter, and timing logic. The resistor ladder
and analog comparator are necessary components, but the last two sections are prime
candidates for synthesis through the computer. The combined function of these devices
is to increment an 8-bit count and check the output of the comparator.

The ZAP computer has parallel input and output ports. By incrementing a central
processor register and outputting the value after each increment, the 8 lines from the
port will have all the appearances of a standard 8-bit counter made with 7493s and so
on. By using one bit of an input port to read the status of the comparator, we can also
replace the rest of the timing logic.

The resulting interface has fewer components and is shown in figure 8.10. The D/A
remains essentially the same except that rather than being driven from two 4-bit
counters, it is connected to an 8-bit paraliel output port. The analog output of the D A
will be whatever value is sent to the output port. Instead of hardwired logic to detect
when the D/A and input voltage are equal, we attach the comparator output to bit 0 of

an available input port.
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Figure 8.10 A software-driven 8-bit analog-to-digital converter.
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The conversion process is not unlike the hardware version. First, we clear a register
(B, for example) and then output the register value to the port attached to the D/A.
This will set the D/A to its minimum output. Next, we read the input port that has the
comparator attached to it and check bit 0 (a logic 1 indicates that the input and D/A
voltages are equal). If the comparator is low (the voltages are not equal), the register is
then incremented and the process is repeated. Eventually, the register will be in-
cremented to the point where the D/A output and the unknown input voltage are
equal. The comparator will then switch. At this point the program is halted and the
value of the B register is the digital equivalent of the input voltage. The program to ac-
complish this follows:

MVI B Clear B register
ouT o0,B Output B register
AGAIN INC B Increment B register
ouT 0o,B OQutput B register
IN 04 Read comparator port
ANA 01 Isolate bit 0
JNZ AGAIN Continue if voltages not equal
HLT A/D value is in B register

The above program should be repeated each time a new reading is needed and the
sample rate can be adjusted within broad limits. Remember, however, that we still
have to wait for the D/A circuitry to settle and it should not be incremented any faster
than 5 us. Using the 2.5 MHz Z80 should not present a problem. Using a 4 MHz
crystal the central processor might necessitate a few NOPs in the loop.

There are mary variations on this circuit. As described, it takes up to 255 iterations
of the program :o find an answer. On a computer with a 2 pus average instruction time,
the program cou.d take 3 us to finish, limiting us to about 300 samples a second. Add
the other tasks :ha: the computer must perform and you might be limited to 100
samples a second. Executing counting routines takes time; it will not, however, be a
problem if you are mere.y menitoring a temperature probe that has a 30-second time
constant.

If you should want to track and record fast changing signals, such as an acoustic
waveform, then a much faster conversion algorithm is required. One method that
speeds up the process is ca:led successive approximation (more later).

Tke capabilities of this circuit can be expanded in other ways. An additional CMOS
muitipiexor can be connected to 3 bits of another output port to turn this simple circuit
into an 8-channel A/D. Also, because this circuit includes a D/ A, its output is avail-
able as well.

Successive Approximation Converters

More than likely one of the three converters presented thus far will suffice for non-
critical data acquisition. Slowly changing signals can be handled accurately and effi-
ciently. However, there are occasions when the signal in question is not slow or it car-
ries a particular transient that must be captured. For example, detecting a 100 ps event
requires a converter with a capability of 20,000 samples per second. In such cases we
need a much faster conversion method.

Figure 8.11 is the schematic of a general purpose high-speed, 8-bit converter. It is
capable of sample rates in excess of 200,000 samples per second. To attain these speeds,
a technique called successive approximation is used. Like the binary-ramp counter con-
verter, this A/D also incorporates a D/A in a feedback loop but replaces the counters
with a special SAR (Successive Approximation Register). The circular logic of suc-
cessive approximation is best explained in the block diagram of figure 8.12.

Initially the output of the SAR and mutually connected D/A are at a zero level. After
a start conversion pulse, the SAR enables the bits of the D/A one at a time starting with
the MSB. As each bit is enabled, the comparator gives an output signifying that the in-
put signal is greater or less in amplitude than the output of the D/A. If the D/A output
is greater than the input signal, a “0” is set on that particular bit. If it is less than the in-
put signal, it will set that bit to “1”. The register successively moves to the next least
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Figure 8.11 A schematic diagram of an 8-bit successive approximation A/D converter.
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significant bit (retaining the setting on the previously tested bits) and performs the
same test. After all the bits of the D/A have been tried, the conversion cycle is com-
plete. As opposed o the 236 clock pulses of the binary counter method, the entire con-
version period takes only 8 clock cycles. Another conversion would commence on the
next clock cycle when it s in the free-run mode. To retain the 8-bit value between con-
versions, an 8-bit storage register IC 3 has been added. To use this A/D, simply con-
nect the output of this laich to an 8-bit input port.

The components of the D A circuit are changed slightly from previous implementa-
tions to increase the speed, and a faster comparator is used. With a clock rate of
800,000 Hz, the circuit will do 100.000 conwversions a second. Because they are auto-
matically loaded into the 8-bit-holding register IC 3, the update is transparent to the
computer and can be read at any speed. The sample rate is a function of the clock rate.
If it is unnecessary to have such a high sample rate, it may be reduced by increasing the
value of C1. High speed A/D converters are susceptible to layout and component selec-
tion. While 200,000 samples per second is attainable, 20,000 samples per second might
be more practical.

A Unique Application for a Fast A/D

VWhen we first considered adding an A/D to ZAP, our thoughts centered on monitor-
ing some process or turning ZAP into an intelligent controller. In most cases, this re-
quires one of the simpler A/D converters I've outlined. However, with the addition of
a high speed A/D peripheral, a few more experiments come to mind.

Most often when we think of high speed analog, we want to capture video or other
high bandwidth phenomena that have a voltage level within the range of the A/D. Of
course, the audio frequencies, while much lower than video, may also require a high
performance A/D for proper representation.

The bandwidth of the human voice is about 4000 Hz. These analog signals, when
spoken into a microphone and fed to an A/D, can be digitized just like any other wave-
form. And, if our voice samples are taken quickly enough and stored, the accumulated
data can be used to reconstruct the same voice. This reconstructed voice is called
digitized speech.

In essence, digitized speech is simply the result of a standard data acquisition tech-
nique. When speaking into a microphone and amplifier, your voice results in a fluctu-
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ating waveform, whose frequency rate varies. If this signal is applied to the input of a
high speed A/D, and the conversions stored in memory, the computer couldn't care
whether the source was speech or a nuclear reaction. The analog fluctuations would be
digitized at discrete sampling intervals and stored. If the stored samples are output to a
D/A at the same rate they were taken, speech will be reproduced. The fidelity of this
reconversion is a function of the sampling rate.

Most of the intelligence or information content of human speech occurs in the fre-
quency region below 1500 Hz. Obviously, sampling this waveform at 25 samples per
second would be useless. It must be sampled very rapidly to retain anything of signifi-
cance.

There is a specific law known as the “Nyquist criterion” that is used to determine the
optimal sampling rate. In theory, this law states that at the very minimum, the sample
rate must be twice the frequency of the input waveform. Thus, if the human voice ex-
tends to 4 Hz, then the minimum rate should be 8000 samples per second. This also
presumes an ideal filter on the output, the existence of which is about as ephemeral as
perpetual motion. In actuality, the sampling rate should be 3 or 4 times the highest in-
put frequency. To digitize voice accurately requires a sampling rate of 12 Hz to 16 Hz.
If, on the other hand, we shoot for just the lower frequencies, we can get by with 3 Hz
or 4 Hz.

The possibility of using this speech technigue has to be considered in light of the
availability of large amounts of memory. At a 4 Hz sample rate, one second of speech
takes 4000 bytes of memory. If you have added more than the 2 K of memory in the
original configuration of ZAP, then perhaps you'll want to experiment with digitized
speech. Even with just 2 K you should hear something.

A fairly simple program is needed to coordinate the digitization process and store the

data:
START EQU 400 Memory table start HL address
END EQU Coo Memory table end H address
TRIG EQU A8 Input start conversion level
IPORT EQU 04 A/D input port
SAMP EQU 38 Sample-rate time constant
INP IN IPORT Read A/D input value
CP TRIG Compare input to trigger level
JP NZ,INP Loop again if below trigger level
LD HL,START Load table start address
AGAIN IN IPORT Take a sample
LD (HL), A Store sample in memory
CALL DELY Delay between samples
INC HL
LD AH
CP END Test to see if at end of table
JP NZ,AGAIN  If not, take another sample
HALT
DELY LD B, SAMP Start delay timer
DCR DEC B
P NZ,DCR
RET

When the program is executed, it will scan the A/D input port and compare the read-
ing to A8 hexadecimal (about 65% of full scale). When speech is present, the audio
level will presumably exceed this trigger level. When this happens, the program sets the
address of the storage table and starts dumping data samples into it at a rate of about
4000 per second. The rate is determined by the value of “SAMP.” The higher the num-
ber, the lower the sampling frequency. When the table is filled, the program stops and
the memory will contain a digitized representation of whatever was spoken during the
sample time. For 2 K of memory, only ¥: second of speech will be captured.

To hear this stored data, use the program outlined in the section on D/A converters.
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Set the limits to be the area of the memory table, then choose a time constant that
results in putting out the samples at the same rate that they were taken. (It is also possi-
ble to create a digital reverberation system using this hardware, but for decent fidelity
12- or 14-bit converters are required.)

Because digitized speech is a specialized application, the D/A circuit is modified
slightly to include a low-pass filter. This will improve the sound quality. The modified
circuit is shown in figure 8.13.

10K +5V

ZERQ
ADJ i

’m]:>—5 a1 -V
bs T>——21a2 i

8-BIT ce 24 -y

PARALLEL &

ne_m [>——%%  ce

L F ]
Voo It
b T i
% -

MC1408-8

LOW S455 FILTER
REF }—

QuT

0
LWBLIFIER
INEYT

REF

RC

Figure 8.13 4n &-bit D/A converter v.'th a low-pass filter.

Using ZAP for High Resolution Data Acquisition

Up to this point our discussion has concerned experimenting with ZAP. Some
aspects of these designs are userul in noneducational applications, but for the most part
thev are intended more as teaching aids than as replacements for expensive monitoring
ecuipment. However, it is possible to add more specialized interfacing to ZAP which
allows it to be used in such a manner.

The 8-bit A/D converters presented thus far have limited resolution and are single-
channel devices. They are adequate for measuring temperature in a solar heating sys-
tem, but it is doubtful that they have the resolution to monitor the temperature gra-
dient along a length of heating duct. The sensors used to measure such parameters
would need to have a higher resolution than ambient air temperature sensors. For a
range of —20 to 108°C, an 8-bit A/D could provide 0.5° resolution. In a solar heating
application, considering the variations in air movement, cloud cover, and general
weather patterns, this is as much resolution as you would need. Within the system,
however, there are areas that will require closer measurement.

A solar system is a typical example. After installation the next step is usually to in-
vestigate how to increase its efficiency. Nine times out of ten this requires cutting heat
losses in the pipes and ducts. One way to determine such loss is to place temperature
sensors along the heat distribution path and look for cold spots. The measured dif-
ferences between sensors may be very small, a few tenths of a degree or so, but the
overall losses could be significant. Measuring temperatures to tenths or hundredths of a
degree and maintaining the same dynamic range requires more than 8-bit resolution.
Something between 10 and 12 bits is needed.

The situation is further complicated by the large number of points that may need
monitoring within a system. It's rare to find only one temperature indicator in the sys-
tem. At the very least there would be six: inside air, outside air, storage tank top, stor-
age tank bottom, collector, and distribution air temperature.
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Very few commercial data acquisition systems use a single channel. Usually they
come with either eight or 16 multiplexed channels. The input of one A/D converter is
switched (usually on a demand basis) between the channels and the results are com-
piled and averaged by the computer. This information can be logged on recording tape,
transmitted serially to another system, or used to run a real-time display. What one
does with the data is a function of the application program.

There are various ways to configure ZAP for high-resolution data acquisition. One
is to simply to replace the 8-bit A/D with a 12-bit binary converter. When the conver-
sion is finished, 12 bits of parallel data are available. Depending upon the converter
chosen, many outboard analog components might still be required, but the process is
straightforward. Unfortunately, these converters are not what you would call inexpen-
sive. Although they are becoming cheaper every day, at this writing they are still con-
siderably more expensive than 8-bit converters of similar speed.

Most 12-bit binary converters are expensive because they are designed to give the ap-
pearance of parallel converters. Toggle the convert enable line and zip, there’s 12 bits
of answer. When the computer wants this data, it scans, manipulates, and stores it in a
table for use by other programs. Making the hardware section of an A/D interface less
expensive involves doing less in parallel. Taking the alternative serial approach gener-
ally requires more time and additional data manipulation. We can opt for the *>west
expense and let our computer do most of the work. We have already demonstrated
how to eliminate counters and timing logic by doing these functions in software.

An 8-Channel 372-Digit AC.'DC Interface for ZAP

The solution to the high resclution versus expense question comes in the form of a
3Y;-digit multiplexed A D converter chip. The MC14433 CMOS integrated circuit is
intended primarily for use in digital veltmeters (DV)Ms) but enjoys a variety of other
applications because of its versatility. It is a single-channel 11-bit converter, but it is
called 3% digits. The output is BCD 'binarv<ocded decimal) and it specifically covers a
range of —1999 to +1999 counts. Basic chip specifications are as follows:

MC14433 31 :-Digit A/D Converter

Accuracy: =0.05% of reading +1 count

Two voltage ranges: 1.999 V and 199.9 mV

25 conversions per second

1000 MQ input impedance

Auto zero

Auto polarity

Over, under, and auto ranging signals available

The MC14433 is a modified dual-ramp integrating A/D converter and is outlined in
figure 8.14. The conversion sequence is divided into two integration periods: unknown
and reference. During the V,y (unknown input) integration sequence, the unknown
voltage is applied to an integrator with a defined integration time constant for a prede-
termined time limit. The voltage output of the integrator then becomes a function of
the unknown input input. The more positive the input, the higher the integrator out-
put.

During the second cycle of the integration sequence, a reference signal of 2.000 V is
connected to Vv, This causes the integrator to move toward zero while the digital cir-
cuitry of the chip keeps track of the time it takes to reach zero. The time difference be-
tween the two integration sequences is then a function of their voltage difference. If
2.000 V were the applied V,y then t, would equal t,. The unknown voltage is equivalent
to the ratio of the periods times the voltage reference (Vggr). This is also known as a
ratiometric converter. The full scale of the converter is determined by Vigr. Changing
Vzer to 0.200 V will make the 1999 count output represent 199.9 mV instead of
1.999 V full scale.
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Figure 8.14 A simplified represen:zicn of a dual-ramp A/D converter.

The output of the DVM chip is a combination of serial and parallel data. There are 4
digit-select and 4 BCD data lines:

BCD Qutput Lines
Pin 23 Q3 (MSB)

Pin 22 Q2
Pin 21 Q1
Pin 20 Qo

Digit-Select Qutputs
Pin 19 DS1 (MSD)

Pin 18 DS2
Pin 17 DS1
Pin 16 DSo
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With respect to what the computer sees through 74LS04 output buffers, the digit
select output is low when the respective digit is selected. The most significant digit (¥2
DS1) goes low immediately after an EOC (end-of-conversion) pulse and is followed by
the remaining digits in a sequence from MSD to LSD. The multiplex clock rate is the
system clock divided by 80; two clock periods are inserted between digit outputs.

During DS1, the polarity and certain status bits are available. The polarity is on Q2
and the ¥ digit value is at Q3. If Q2 is a “1”, then the input voltage is negative, and if
Q3 is a “0”, then the ¥ digit is a 0.

Figure 8.15 details the schematic of the 8-channel interface board. As shown, it has
the following capabilities:

ZAP 3V:-Digit DVM Interface

® 8 programmable-input channels

e AC or DC input capability

® Programmable gain of 1, 10, or 100

e Ranges of 0—200 mV, 0—2V, 0—20V, or 0—200 V
® Input overvoltage protection

IC 1 is the MC14433 DVM chip. It is set for approximately 25 conversions a second
and all outputs are buffered. IC 2 is a precision voltage reference chip that supplies the
Veer signal. It is nominally 2.5 V and is trimmed to 2.000 V and 0.200 V with two po-
tentiometers. While a zener diode might provide the same voltage, the temperature
drift associated with such components makes them inadvisable in this application.

IC 5 is configured as a set reset flip-flop. VWhen the conversion is finished, an EOC
signal sets IC 5, indicating to the computer that data is available. When the computer
finishes reading the data, it resets this flip-tlop and awaits the next conversion.

ICs 1, 2, 3, and 4 constitute a single-<channel 3% :-digit converter. It has a range of
either 0.200 V or 2.000 V determined by Veer. To achieve multichannel operation and
AC capability, it is necessary to place an input multiplexer and AC to DC converter in
front of IC 1.

+5 VOLTS SUPPLY

+5v [ > b d
'LI— 1C2aF

0.1uF
T 137 100V
N[> :L =,
\7EsA - 10uF 1uF
3300 15V oov
1w

-12v TO 17V > A @

=5 VOLTS SUPPLY

1. ALL RESISTCRS 49 5% 1/4 W UNLESS OTHERWISE NOTED
2.ALL CAPACITCRS ARE 100 V CERAMIC UNLESS OTHERWISE NOTED

14 8
=)
Tl 1 I IIZ
|[ 0___°|/°—|b = | AX INPUT
4
I : I CTRL| OUTPUT AXOR AT o I1
3
Ic#  TYPE 45V =5V GND : Y ] 0 AX | o—!-——ol AY INPUT
|
1 Mclesss 26 12 13 : 3004 | ! AY CTRL 11: ,' |
2 Mclao3 1 3 L[ +o—i—s- | | INPUT |
3,4 74L504 14 7 L - S o | ) | seor
5 7474 14 7 =P
6,7 CD4053 16 7 8 1 2 6 7
8 cp4ost 16 7 8
9 7445 16 8
W kM3es £ PIN DIAGRAM OF 5IGMA FUNCTIONAL DESCRIPTION OF A SINGLE (1 OF 3)

RELAY TYPE 191TEIAZ2-55
14 PIN OIP PACKAGE

Figure 8.15 An 8-channel 3z-digit 0—200 V AC/DC DVM interface (continued on next page).

SWITCHING SECTION OF A C04053 CMOS SWITCH
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Figure 8.16 shows the voltage reference and range selection setup of this interface.
The MC14433 can cover either 0—199.9 mV or 0—1.999 V. The ranges depend upon
the level of Ver. When B5 of port 1 is low, switches 5 and 6 are in the positions shown.
This would apply 2.000 V to Vggr input and set the integration time constant with an
82 kQ resistor. With B5=0, Ve is 0.200 V, and the integration resistor is 10 k2.

Figure 8.17 illustrates the input subsystem in simplified terms. SW1 and SW2 repre-
sent the gain selection section. As shown, the gain is 1 and no divider network is en-
abled. When an input relay is closed (controlled through IC 9), the input voltage of
that channel is sent directly to the input of IC 1 through a 1 MQ resistor. If the interface
is set for DC and a gain of 1, a 1.400 V input signal at channel 3 would be read directly
as 1.400 V by the DVM chip. If, however, 150 V were suddenly applied, it would be
shunted through Z1 and Z2, which protect IC 1. The data read by the computer will in-
dicate an out of range condition because the input would be shunted to 4 V.

Closing SW1 or SW2 forms a divider network that allows the computer to read these
higher voltages. A 10:1 divider is formed by closing SW1. The result is a divider net-
work consisting of the 1 M@ resistor R1, and a 111 kQ resistor R2 to ground. An 8 V
input signal would be read as 0.800 V at the input of IC 1. The programmer should
keep in mind that a divider was used on that channel and multiply the answer by 10
when recording it.

Closing SW 2 forms a 100:1 divider. The mathematics is the same except that the
resistor (R3) is now 11.11 kQ. An 8 V input would become 0.080 V and a 150 V input
would become 1.500 V. Obviously, proper range selection is necessary to maximize
resolution.

An additional feature of this interface is the ability to accommodate AC inputs. This
is accomplished by simply converting the AC signal to DC after the divider section out-
put. IC 6 and IC 7 function as single-pole, double-throw switches to gate the converter
in or out of the signal path. The actual AC-to-DC converter is shown in figure 8.18.

This device is known as an average RMS (Root Mean Square) converter. If you
apply a 1.0 V peak AC signal to it, it will output 0.707 VDC. This is the technique used
in most digital multimeters. This is also the way we commonly express AC voitages.
For example, household 115 VAC is 115 V average RMS. The peak is about 176 V.
The converter passes both AC and DC because there is no blocking capacitor on the in-
put. If it is inadvertently switched into a DC signal, it will multiply the reading by
1.414.
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443K | 27K \’“
VWA— B —AAA 5
4 5 [
IR IRC 1c s
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Figure 8.16 Voltage reference and integration time-constant modification circuitry for the digital
voltmeter.
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Exercising the Interface with a Software Driver

The interface is attached to ZAP through I/O ports. It takes 10 input bits and 8 out-
put bits for full operation. They are arbitrarily chosen as ports 1 and 4 for this descrip-
tion. The actual choice will depend on what addresses you wire when you are configur-
ing ZAP. These ports are not used for anything in the original description and will re-
quire the proper port hardware to be added. Summarizing the I/O requirements for the
DVM (digital voltmeter) interface:

Command Output Byte (port 1 output)
B7  EOC enable or disable Disable=1; Enable=0

B6  AC or DC select AC=0; DC=1
B5 2.0V or0.2 Vrange 2.0V=0;02V=1
B4 , 0,0=X1
B3 | &ain code 0,1=X10
1,0=X100
B2
B1 ; channel code channels 0—7 binary
Bo

Status Input Byte (port 4 input)

B7

Bé6

B5 \ not used

B4

B3

B2

Bl  outof range

BO end of conversion

Data Input Byte (port 1 input)
B7  1st digit

B6  2nd digit »
B5  3rd digit digit enable
B4  4th digit
B3
B2
1
B1 BCD value
BO

when B7=0 then: B6
B5  not used
B4
B3  1/2 digit value
B2 polarity
Bl not used
BO autoranging status bit

This interface uses a software driver to reduce hardware complexity. The program is
not unlike a communications driver. To obtain data from the interface effectively, the
computer must be synchronized with the DVM chip and must perform a specific se-
quence of operations to demultiplex the input data stream.

The actual program that interfaces to and stores the values from the DVM chip is
written as a subroutine. All the information necessary for proper execution of the
driver is provided in the DE register pair at the time of the call. Its contents will tell the
interface which channel to set, whether it should be AC or DC, and which Vger and
gain to use. One channel is converted every time the driver routine is called.

The information set in the DE register pair at the time of the call is the command out-
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put byte (port 1 output), and each bit has the designations previously listed. The only
difference is that bit 7 (the enable/disable bit to the A/D converter) is sent as a logic 0
when doing a call. The driver will set it to an enable condition after it has pulled in the
proper relay and allowed a 1.3 ms bounce delay.

Demultiplexing the output of the DVM chip is fairly straightforward. Following the
call, the outputs to the interface close the proper switches, and the central processor
hangs in a loop waiting for an end-of-conversion signal. When this happens, the pro-
gram knows that the next 4 digits of data are what it wants. The DVM chip sets each of
the digit select lines successively, and the program records the values of the 4 BCD data
lines each time. It strips the status and polarity bits from the MSD ¥2-digit byte and
reformats and stores the voltage input value in 4 bytes of memory. The 3 whole digits
are stored in BCD notation and occupy 3 of the bytes. The ¥z digit, polarity, and out
of range indication are located in the fourth byte. Polarity is indicated by setting the
MSB. A positive reading is a logic 1 and a negative input is a logic 0. The ¥z-digit value
can only be a 0 or 1 and occupies the LSB of the quantity. Out of range is handled with
a little program manipulation. If the driver detects that the incoming reading is not
within range, it sets the equivalent of +2 in the ¥2-digit byte. Obviously, this is an il-
legal condition for a DVM only capable of counting to 1999. The programmer using
this stored data should check the limits of the data before acting upon it.

When the driver completes its operation, it has acquired a 3*:-digit reading and
stored it as 4 bytes in a special table in memory. The 8 channels of data constitute a
32-byte table. The location of a particular channel’s data is found by a simple expres-
sion:

The 4-bvte data starts at memory location ~ L+4(N—1)

where L = starting address of memory table
N = channel number (1 to 8)

Figure 8.19 is the assembly listing of the program that exercises this DVM interface.
When assembled, it occupies less than a page of memory.

Note: One caution s~ou!d be kept in mind when measuring AC signals with this in-
terface. The ground on the DV M interface is the same as the computer’s and a potential
short circuit exists unless ei:her the computer power supply or the measured voltage is
isoiated.

0100 X

0110 XXX MC14433 3 1/2 DIGIT A/l CONVERTER DRIVER
0120 X

01Z9 X REV. 1.9

0130 x

014C DIF EQU 1 DATA INFUT FORT NUMEER
0150 SIF EQU 4 STATUS INFUT FORT NUMBER
0160 CCF EQu 1 COMMAND OUTFUT FORT NUMEER
0170 EEOC EQU 200 ENAELE EOC INFUT

0180 LEGC EQU 000 LISABLE EOQOC INFUT

0190 X

0200 X

0210 X% CONVERTED CHANNEL LATA BUFFERS

0220 X

0230 CHANO IIW 000000

0240 il 000000

0250 CHAN1 DU 000000

02460 I 000000

0270 CHANZ  IW Q00000

0280 ™ 000000

0290 CHAN3 I 000000

0300 oW 000000 Figure 8.19 A /isting of the assembly-language
0310 CHAN4 I 000000 program that exercises the digital voltmeter.
0320 W 000000

0330 CHANS IiW 000000

0340 I 000000
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0350
03450
0370
0380
0390
0400
0410
0430
0440
0460
0470
Q0480
0490
Q650
0560
Q570
0580
0590
0&00
0910
0220
0930
0940
0930
0960
0970
0980
0985
0990
1000
1003
1010
1020
1030
1040
1030
1060
1070
1080
1085
1090
1100
1110
1120
1130
1140
11350
1160
1170
11860
1190
1200
1210
1220
1230
1240
1440
1430
14460
1470
1480
1500
1510
1520
1530

CHANG TiW 000000
I 000000
CHAN7 T 000000
I Q00000
X
X INTERMEDIATE DATA BUFFERS
X
CHAN LR 000 CURRENT CHANNEL NUMEER
CCF I 000000 COMMANIDI CHANNEL FARAMETER
X
X
¥kk START A/D CONVERTER
X
%
START LD Ak
l.I1 (CCFY rA
ANIT Q07
LIt (CHAN) vA
LI IXyCHANO
LIt Lis O
LI EsA
SLA E CALCULATE BUFFER OFFSET
SLA E
AalDd IXyDE
b 4

% SELECT CHANNEL AND START CONVERSION
X

Lo B3 SET CYCLE COUNT
SCSsC Lo Ar (CCP)
QuT COF SELECT CHANNEL
CALL [DELAY
OR EEQOC ENAELE EOC OUTFUT
ouT COF COMMAND A/D CONVERTER
*
X WAIT FOR EQC
X
WEOC IN SIF READI CONVERTER STATUS
EIT ©OrA TEST FOR EOC
JR ZyWEQOC JUMF IF NOT READY
DJNZ  SCSC
EIT 1:4A TEST FOR OVERANGE
JR NZyOVER JUMF IF TRUE
X
¥ CONVERSION NONEFFROCESS FIRST (MSD) DIGIT
X
MSIDO Lo Es200 SELECT DIGIT 1
CALL RDIG WAIT AND READ DIGIT 1
ClFl.
RRCA RIGHT  JUSTIFY DIGIT VALUE
RRCA
RRCA
AND 1 ISOLATE
LI EsQ INITIALIZE STATUS BYTE
BIT 2+ TEST FOLARITY
JR NZyMSD3 JUMF IF FOSITIVE
Lo Ey200 1.0AD FOLARITY SIGN
%
¥ SAVE MSII AND CURRENT FOLARITY
X
MaN3 OR E AIN FOLARITY SIGN TO MSD

LI CIX+0)rA SAVE IN DATA RUFFER
X
X PROCESS 2NIn NIGIT
X

RRC R SELLECT DIGIT 2

Figure 8.19 continued
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1540 CAl.L RDIG WAIT AND READ DIGIT

1550 AND 017 IS0LLATE

1540 LI (IX+1)eA STORE SECOND DIGIT
1570 %

1580 X FROCESS 3RIN DIGIT

1590 X

1600 REC B SELLECT 3RID DIGIT
1610 Call. RINIG WALT AND READ DIGIT
1620 AN 017 ISOLATE

14630 .0 (IX+2)ein STURE

1540 %

1650 % FROCESS 4TH DIGIT

14460 X

14670 REC R SELECT 4TH DIGIT
1680 CAall. RIOIG WATLT AND READI DIGIT
1490 ANIT O17 TS50LATE

1700 L0 (1743) sy STORE

1710 EafeUr e

1720 %

1730 % LOAD 2,000 GCVERRANSZE VAILLE INTQ DATA RUFFER
1740 X%

1720 OVER Lo R IL0AD MSD Val.UE

1760 Lo (LAt ) e 6o

1770 XO0R A

1780 LI (IX+1)»A LOAD LSD VALUES
1720 Lo (IX+2)+A

1800 LIt (IX+3)+A

1810 JR RAFUF

1870 X%

1880 %

1820 % REaAD IISIT ROUTINE

1200 %

1910 RIIG I I'TF READ DATA BYTE

1720 EF CONVERT TO HIGH TRUE LOGIC
1930 LI LIiviy SnVE CORY

1740 AND  E TEST FUOR GIVEN DIGIT READY
1559 JR ZeEDIG JUME O OYF NOT

1%:0 LI Gl EESTOREE A& REGISTER
18- RET RETURN TO CALLER
1522 DELAY LD C:27

1557 Tl neE;  C

2000 RET  Z

2010 JR DIELLL

Figure 8.19 -=%inued

Potential Applications

I feel that data acquisition is a natural application for ZAP. The interface outlined
above can be used in a solar heating system to monitor and record pertinent data.
Using the facilities of the ZAP monitor and the DVM interface routine, an 8-channel
data logger is practical. In general, all that would be required is a supervisory program
that calls the DVM 8 times to obtain the 8 sensor inputs. It then sets the limits of the
memory table to a serial output subroutine and stores the readings on a cassette. This
could be done continuously or at regular intervals. The ultimate system would include
a real-time clock so that these readings, as well as the times at which they were taken,
could be recorded.

Real-Time Clock

If ZAP is going to be used for critical data acquisition or control functions, consider-
ation should be given to real-time synchronization with process events. A simple defi-
nition of a real-time system is one that responds to the need for action in a period of
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time proportional to the urgency of the need. It boils down to the fact that the comput-
er must be capable of performing a specific action at a specific time. For this to happen,
the computer must be able to “tell time.”

We can accomplish this by using either software or hardware applications. The
simplest technique is to use a clock circuit (figure 8.20) to provide a time tick to the cen-
tral processor’'s nonmaskable interrupt line. It can be every 60th, 10th, or 1 second, as
suggested in the schematic. When the computer acknowledges the interrupt, it first
saves all the registers from the program it was executing, and then services the real-time
interrupt. Frequently, the first action is to increment an internal counter that keeps
track of elapsed time. Usually it's a value equivalent to the total number of clock ticks,
whether in seconds or milliseconds. Once this regular interval has been established, it is
easy for the computer to perform real-time functions.

Clock resolutions down to milliseconds sound great and make interval timing ex-
tremely accurate. However, I doubt most ZAP builders would want to use such an in-
terface in light of the complex software involved. I much prefer an interface that is
easier to implement and more likely to be used.

Essentially, the kind of real-time system most appealing to ZAP owners has a resolu-
tion of perhaps 1 minute rather than 1 ms. Also, it's best if it can be read directly in
hours and minutes rather than as a total clock count. A direct benefit is reduced over-
head. The computer does not have to acknowledge the clock update or scan status flags
as often. At first glance, it may not seem like much of a saving, but some routines can
use up to 10 percent of the processor time handling a millisecond clock interrupt.
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Figure 8.20 A simple time-base generator for an interrupt-driven real-time clock.

An OId Clock Chip to the Rescue

The easiest way to provide an hourly and minute-by-minute input is to interface the
computer to an MOS/LSI clock chip similar to that found on most digital clocks or
watches. There are two approaches to the design of a clock interface: one method is to
let the clock circuit operate independently from the computer, attached in such a way
that the computer can monitor the output lines and extract a time value on the fly. The
software necessary for this approach would be very much like the DVM interface
described previously. The other method, which I prefer because it involves less soft-
ware, is to give the computer complete control over the information flow of the clock
in a synchronous manner.
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CRYSTAL

Figure 8.21 shows such a clock interface. This circuit, manually preset to keep it sim-
ple, is computer directed. The basic 4-chip circuit consists of an MM5312 4-digit BCD/
7-segment output digital clock chip, an MM5369 time-base generator, and two MOS-
to-TTL buffers to send data to the processor.

Time is set on the chip by grounding the slow and fast set lines, pins 14 and 15. To
know what is being set you must read the interface at the same time, and display the
time on the 4-digit hexadecimal address display, already part of the expanded ZAP.
Time is read from the interface as 4 binary-coded decimal numbers. The 8 input lines to
the computer are attached to an 8-bit parallel input port, and are divided between 4
digit-enable lines, and 4 BCD digit-value lines. Data appear as a digit enable and an
associated BCD number. The tens of minutes data is read on BO thru B3 when BS is
high (B4, B6, and B7 are low). Similarly, BO thru B3 will hold the tens of hours quantity
when B7 is high. The interface logic will stay on a particular digit until it is instructed to
proceed to the next digit. Sequencing is under program control and uses one output bit
of a convenient parallel port.
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5.3EpF _8 +L2V
> N & 5 11
il 5l Tﬂ g 2 =
20pF 12 < < Loeoes
- ———
?;?LF n%l— S caysTaL S22M our|l_60Hz 18]cLock soils | i EDC. 2
]
33pF T MMS169 HEUT > l A 4
Ml & BCOZ ——
3 e X2 e
. ] ——e
+12v L hﬁzwuv Wassiz  BOOAL TD';S
-3
— | 24
16K E gzcxm BCOB 9&:"’
5 Ica
— 1ePs C04049
Z FAST SET e 21 A2
a) 7157 SET s D°
I = iw SET 20 5 4
i ° Ths Mio &:
a T L)
.2 = })C
4 ax =
i - ~ | 9 10
1 2n2222 P
3 =- =2
co4ces T
2 i
10K
e 1N914 o
OPTIONAL BO 87 B65 BS 84 B B2 Bl BO
A1BEL HHTERALAY SINGLE BIT STRCBE s b -
oR Di5:T ENEBLE BCD VALUE
ONE BIT OF & LB 8
PARALLEL PORT \ -
TO PARALLEL INPUT PORT
+12 70 15V

IC#  TYPE 45V +12V GND b) FRCM CCMPUTER
1 MM5312 13 23
2 MM5369 8 2 .
3 CcD4049 1 8 1"‘1002—1 I= APPROX. 12mA
4 cDag4s 1 8 ) | I ON STANDBY
5 74086 14 7 I
6 74147 18 8 8| *
7 CD4050 1 8 ]
-+
FOR 12 HOUR OPERATION, PIN 11 'p.?nﬁssse =12V BATTERY
IS GROUNDED ON THE MM5312. CLOCK INTERFACE T
GND
iy
77

Figure 8.21 A schematic diagram of a real-time clock interface.
a) Using a MOS digital clock chip.
b) With battery backup.
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Figure 8.22 shows how the multiplexer line is controlled in this application. One bit
of an output port is used to pulse multiplexer input pin 22. (All that is required isa 1 ms
pulse. As an alternative, a one-shot could be triggered from a decoded strobe line of an
unwired port.) At any time, 1 of the 4 digit-enable lines will be low and a digit’s value
will be on the BCD output lines. Just determine which digit it is and store the value.
Next we pulse the multiplexer input to enable the next digit and save it as well. Con-
ceivably, it takes only 4 iterations of this procedure to obtain a complete 4-digit
reading. If you prefer a more orderly approach, you can follow the program flow out-
lined in figure 8.23. The only difference is that it waits until the chip cycies to the begin-

ning before storing the readings.
MULTIPLEX TIMING INPUT [—l I_I ﬂ |—| l—l

MINUTES [UNITS) ‘—W |

Figure 8.22 The multiplex timing sequence MINUTES (TENS) -
for the display in the circuit of figure 8.21. (7////
HQURS (UM% T5° # //
Z
RSLRE TENS —

| %

T-1T BIJ LINES CONTAIN VALID DATA
2T+ 2 2T DURING THIS PERIQD
v WATELY 200us SETTLING TIME)

READ M1 BCD

PULSE
CISPLAY MULTIPLEX
INPUT

READ M2 BCD

PULSE
DISPLAY MULTIPLEX
INPUT

| M1 = MINUTES [UNITS)
M2 = MINUTES (TENS)
| READ H1 BCD H1 = HOURS (UNITS)
| H2 = HOURS (TENS)

PULSE
DISPLAY MULTIPLEX
INPUT

I READ H2 BCD |

i Figure 8.23 A flowchart of a program for the circuit in figure 8.21.

STORE OR DISPLAY
HOURS AND MINUTES

RETURN OR
REPEAT
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CHAPTER 9
BUILD A CRT TERMINAL

LOW COST VERSATILE CRT TERMINAL

This chapter describes the design of a low-cost features-oriented cathode-ray tube
(CRT) terminal. Two MOS/LSI devices from Standard Microsystems Corporation
reduce the number of parts required for a CRT terminal yet enhance its capabilities.

The two devices, the CRT 5027 video timer and controller and the CRT 8002 video
display attributes controller, provide virtually all of the circuitry for the display por-
tion of the CRT terminal. (See Appendices C8 and C9 for specifications.)

The terminal is designed to stand alone and communicate via an RS-232C interface
with any computer system. If, in the expanded ZAP, the é-character hexadecimal dis-
play proves inadequate, then the experimenter has only to construct this unit and at-
tach it to the serial port already assembled.

Device Description

The CRT 3027 contairs the logic required to generate all of the timing signals (ver-
tica!l and horizontal synchronization, page refresh memory address, etc.) requirec by a
CRT terminal. The entire display format including interlace/non-interlace, characters
per row, rows per frame, scans per row, horizontal synchronization pulse wicth, and
timing are user programmable for all standard and most nonstandard formats.

Although the CRT 5027 is basically structured for use with its own microprocessor,
this design describes a “dumb terminal” using a low-cost PROM and standard TTL
logic to replace the microprocessor control. While increasing the number of the parts,
this design results in a low-cost, high quality alphanumeric/graphics terminal.

The CRT 8002 provides a 7 X 11 dot matrix, 128 character generator ROM, and a
high-speed video shift register cursor. It includes logic to generate such functions as
underline, blinking, reverse video, blanking, and strike-through. Additional wide and
thin graphics modes allow the creation of line drawings, forms and unique graphic
symbols.

Terminal Description

As with most electronic designs, a CRT terminal involves a large number of perfor-
mance and cost trade-offs. A screen format of 16 rows of 64 characters per row was se-
lected to minimize memory requirements (1 K bytes) and keep the video frequency
within the limits of lower cost video monitors. An 80-character line would have not
only increased the video frequency beyond the bandwidth of many low-cost monitors,
but also would have increased the memory requirements. Similarly, more rows per
page would have increased the memory requirement unless the characters per line were
reduced.

In many microprocessor applications, the page memory is shared with the processor
via a data bus. In this application, the page memory is used strictly by the CRT with
data input synchronously, character-by-character, into the cursor position.

Full graphics or attributes may be selected on a character-by-character basis using
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control words on the input data bus. A block diagram of the terminal is shown in figure

9.1.
poT
CLOCK
h
Do - D7
ATTRIBUTE/
PAGE VIDED
MODE CRT8002 >
MEMORY MEMORY Lﬂ
‘_ w
> 'y o W ECE)
E : L )
&= 0wl = el w (11} 2
z A - poT
=] ol = el of &=} COUNTER
< al =2 £ H
w al = ol =zl x| =
3 L=] < o
z| © i =
~ S @ 8
[ SYNC
F Y CRT5027
S R
i[
PRSM
CECODER/ -
LaTCH # CURSOR LOGIC
M
I
F— pofele e SERIAL
KEYBOARD et ———— SERIAL 1/0
I KR2376 1 =% 4 VUREER

Figure 9.1 A block diagram ¢ & -.-cost cathode-ray tube terminal.

Character Format

The CRT 8002 requires a minimum 8 X 12 character block to form its basic 7 X 11
character and to provide line and character spacing. However, in order to allow fram-
ing a character fully for a reverse video presentation, the horizontal character block
must be increased to 9 or 10 dots. For the same reason, allocating 13 lines per character
allows top and bottom framing as well.

With the standard TV sweep rates of 60 Hz (vertical) and 15,750 Hz (horizontal),
there are 15,750 + 60 = 262.5 lines per frame. As non-interlaced operation requires
an even number cf lines, a horizontal frequency of 15,720 Hz is used. The 16 rows
X 13 scan lines per row result in 208 lines of displayed data. The remaining 54 lines
will be automatically blanked by the CRT 5027 and will provide upper and lower
margins.

To allow for left and right margins as well as for retrace time, a total 80 character
times are allocated per line. A good rule of thumb is that the total number of character



times is 25% greater than the actual number of displayed characters.

The video clock frequency is calculated as follows: 10 (dots per character) X 89
(character times per line) X 15,720 Hz (horizontal sweep frequency) = 12.576 MHz.
See the worksheet in table 9.1.

1. HCHARACTER MATRIX (No.of Dots):. . . e -7
2. VCHARACTERMATRIX (No. of Horiz. Scan Lines): ; ; 1
3. HCHARACTER BLOCK (Step 1+ Desired Horiz. Spacing = No.in Dots): _1o
4.V CHARACTER BLOCK (Step 2+ Desired Vertical Spacing = No. in Horiz.
ScanlLires): . ; . PR Lyl 13
5. VERTICAL FRAME (REFRESH) RATE (Freq. in Hz): 60
6. DESIRED NO. OF DATA ROWS: 16
7. TOTAL NO. OF ACTIVE "VIDEO DISPLAY" SCAN LINES
(Step 4 x StepB = No.inHoriz. Scan Lines): . 2 R - . - N
8. VERT. SYNC DELAY (No. in Horiz. Scan Lines): .. . . .. .. ... @6
9. VERT. SYNC (No.in Horiz. Scan Lines;T=Jq_o;§._ys‘}: S AR -
10. VERT. SCAN DELAY (No. in Horiz. Scan Lines; T==_ .59 ms®): ... _25 _
11. TOTAL VERTICAL FRAME (Add steps 7 thru 10 = No. in Horiz. Scan Lines): __26& _
12. HORIZONTAL SCAN LINE RATE (Step 5 Step 11 = Freq. inKHz): 5720
13. DESIRED NO. OF CHARACTERS PER HORIZ. ROW: _6e4
14. HORIZ. SYNC DELAY (No. in Character Time Units: T =% 77 _s"": e
587 7

15. HORIZ.SYNC (No inCFrarzsrerT~e .~ 5. T =

Table 9.1 A CRT 5027 worksheet for a 64 characters per row, 16 row, nc~ ~:=-zced screen format.

Programming the VTAC

The CRT 5027 VTAC (Video Timer and Controller) is user programmable for all

timing and format requirements. The programming data is stored in 9 on-chip regis-
ters. Although a microprocessor can easily provide the programming data, a low-cost
PROM is used in this application. The 9 registers are programmed as follows (see table
9.2):
Register 0: This register contains the number of character times for one horizontal pe-
riod, and is normally 1.25 times the number of characters per line, in this case 64 X
1.25 = 80. As the internal counters are initialized at zero, the actual number in the
register is 80 — 1 = 79.

[of+Tofofs 1 ]r]r]

Register 0

Register 1: This has 3 fields:
1) bit 7 — one for interlace, zero for non-interlace. In this example, noninterlaced
operation is selected.
2) bits 3 thru 6 program the number of character times for the width of the horizon-
tal synchronization pulse. This parameter is monitor dependent and is typically
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5 us. Because there are 80 character times for a 63.6 us horizontal scan time
(1 + 15,720), each character time is 0.801 ps; 7 character times will be used to
generate a 5.56 ps pulse.

3) bits 0 thru 2 set the horizontal “front porch.” This essentially positions the data
horizontally. The monitor’s specification will determine initial programming al-
though some experimentation may be required to center the display exactly. Six
character times were selected for the front porch,

Lofol+f1][1]1]1]o]

Register 1
ADDRESS
REG. # A3 AD FUNCTION BIT ASSIGNMENT HEX. DEC.
0 0000 HORIZ. LINE COUNT _80 Lol fofol«[e]s]r] _4F 7
1 0001 INTEGLACE _ O -
=N b
A LT ]e] _3& _ea
2 0010 §Cangpemeaoyy 13 X3 2 [0 ]T] 63 99
CHASACTESS =i ex ot
3 0011 SKEW CHARACTEFS _ | = ——— 1
DATA ROWS (6 _ DEE 8= 1~3
00 /F bk e e
4 01 iC;ANSSHAME |U|°IDIC'1“;'1 : J 03 3
5 0101 VERTICAL DATA START
szc?uﬁ EETJE(CAI:;%CAN DELAY:
CAiTA START 28 |°[Ql°“]1|1[°|°| Ic 28
8 0110 _:3:'_-:_;323-'—'_\"’5]3 DATA ROW |xlx|°|°|‘|‘|1[‘| oF /5
Table 9.2 A CRT 5027 regisiz~-crcz2~~ -z wc-«smest for a 16 X 64 screen format.

Register 2: This has two fields:
1' bits 3 thru 6 (bit 7 is not used  set the number of scans per character. In this case,
we have defined the character as 10 X 13, so the binary equivalent of 13 — 1 =
12 is used (all CRT 5027 counters start at zero, not one, so programming of
counters is always one less than the number).
2) bits O thru 2 contain a 3-bit code for the number of characters per line. From the
data sheet the code for 64 is 011.

lo]1]1 070 of1]1]

Register 2
Register 3: This has two fields:

1) bits 6 and 7 delay the blanking cursor and synchronization timing to allow for
character generator and programmable memory propagation delays. Generally,
one character time will allow for these delays.

2) bits 0 thru 5 define the number of data rows, once again starting with binary zero
for one line. 16 — 1 = 15 will be programmed.

RICICICIENERENED

Register 3

Register 4: Register 4 sets the number of raster lines per frame. For the noninterlaced
mode this is derived by the formula (N — 256) + 2 = 3,
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Register 4

Register 5: This contains the number of raster lines between the start of the vertical
synchronization pulse and the start of data (vertical synchronization + back
porch). This time must be long enough to allow for the full retrace time of the
monitor and to allow vertical positioning of the display. We will use 28 here. The
front porch will be calculated by the CRT 5027 as 262 — (13 X 16) — 28 = 26.

[ofofofr]1]r]o]o]

Register 5

Register 6: Register 6, the scrolling register, is programmed with the number of the last
data row to be displayed. Since we want to initialize the CRT 5027, this will be
programmed the same as Register 3 (bits 6 and 7 are not used).

[ofojofofrfr]r]1]

Register 6

Register 7 and Register 8: These registers contain the cursor character number and row
number respectively. Since the cursor is to be initially positiored at the top left
corner, both registers will be initialized with all zeros. Subsecuent cursor position
changes will be entered as described under “circuit operation.”

Circuit Description

Referrinz tofizure 2.2 IC ZA IC 13, IC 4 provide the video dot clock (12.38 1.[Hz)
and ire craracier c.ocx 2CC, which is the dot clock + 10 (each character is 10 dots
wide . Tre video cot ciock determines the actual video data rate. The charac:er clock
determires the speed each character is addressed. IC 6A buffers the dot clocx input of
the CRT 8X2. A pull-up resistor is used on the output to guarantee the icgic one re-
quirement of the VDC input.

The LOAD command loads the register information required for prezramming the
CRT 5027 from the PROM IC 7 to the CRT 5027. The “self-load” capaciiity of the CRT
5027 is used to automatically scan the PROM addresses. LOAD is au:omatically gener-
ated on power-on by IC 1D.

Because of the bus structure of the CRT 5027, cursor position information is loaded
on the same bus as the register data. Three-state data selectors IC 14 and IC 15 select
cursor X position data from counter IC 8 and IC 7 or cursor Y position data from
IC 1D. IC 12 and IC 13 select the address mode for the CRT 3027. Three modes are
used: “nonprocessor self-load” for register loading, load cursor X position, and load
cursor Y position.

IC 16 thru IC 21 decode attribute mode and cursor controls from the ASCII data
bus. If graphics or special attributes are not desired, IC 16, 17, and 21 are not required.
Similarly, if cursor controls are directly available, decoding them is not necessary.

IC 19 and IC 20 are 256 X 4 PROMs. Their exact programming can be suited to the
user needs. The programming used in this terminal is shown in table 9.3. When a key
designated as an attribute or mode key is depressed, the appropriate control word is
latched in IC 21; all subsequent data entries will have that word loaded in the upper 4
bits of programmable memory. This allows the attribute or mode to be changed on a
character-by-character basis. IC 18, a 2 to 4 decoder, is enabled when a cursor control
backspace, carriage return/line feed, or ! is decoded and provides the appropriate cur-
sor movement,

TTL or low power TTL can be used throughout. Shottky TTL is recommended for
IC 6 due to the fast rise time requirements of the clock input.
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Figure 9.2 A schematic diagram of a low-cost versatile CRT terminal using the CRT 5027 and CRT
8002 chips (continued on next page).
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Figure 9.2 continued
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QOperation

After power-on, Control Q should be depressed to latch the system in the “normal”
mode. Depressing the space key and the erase key simultaneously will then blank the
screen. All further character entries will be displayed normally. If other attributes or
graphics are desired, the appropriate control code is entered. This character will not be
displayed or cause cursor movement, but will latch the new command. Modes may be
changed for every character desired. Cursor movement may be decoded from the
ASCII input by the control key as indicated in table 9.3.

PROM Programming
Keyboard Entry Function Address PROM 1 Qutput PROM 2 Qutput
76543210 D.D,D;D, D,D,D,Dy

Return Carriage Return 00011011 0011 1000
LF Line Feed 00010101 1011 1000
Control H Cursor Left 00010001 0111 1000
RS Cursor Up 00111101 1111 1000
us Cursor Right 00111111 1111 1010
Control Q Normal Attribute 00100011 1111 1011
Control W Blink 00101111 1011 1011
Control E Underline 00001011 0111 1011
Control R Reverse Video 00100101 0011 1011
Control T External Mode 00101001 1101 1011
Control Y Wide Graphics 00110011 1100 1011
Control U Thin Graphics 00101011 1110 1011
Balance of PROM 0011 1110
Table 9.3 PRC! 222~ ming for the circuit of figure 9.2.

The Rest of the System

Tizure 9.3 illustrates the bzlzmce of the circuilny recuired fo implement a full
RS-232C compatible serial I. O :erminal. Utilization of MOS LSI reduces the package
courn: to a bare minimum.

A XR2376 keyboard encoder. IC 1, encodes and de-bounces the kevboard switches
ard rrovides an ASCII data werd to the COM 2017 UART (see Appendices C6 and
C7.. Tne UART, in turn, provides he serial receive transmitinterface. The data rateis
programmable by means of the switch conirolled input code to a COM 8046 data rate
generator see Appendix C10).

TERMINAL VARIATIONS

The terminal described can easily be modified for a wide variety of other screen for-
mats. The following changes are required for an 80-characters per row, 24-row format:

1. Horizontal sweep rate — to allow for the increased number of displayed lines
(312), the horizontal sweep rate is increased to 20,220 Hz.

2. The video oscillator frequency is calculated as 9 (dots per character) X 100 (char-
acter times per row) X 20,220 = 18.198 MHz. Notice that 9 dots per character
was selected instead of 10, as 10 would have resulted in a clock frequency of
20.2 MHz, which is beyond the CRT 8002A's top frequency. IC 4, therefore,
must be set for divide by 9 rather than 10.

3. An additional 1 K bytes of page memory is required. Figure 9.4 shows the revised
address connections.

4. Register programming for the CRT 5027 follows the worksheet shown in tables
9.4 and 9.5.
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1. HCHARACTER MATRIX (No. of Dots):

2. VCHARACTERMATRIX (No. of Horiz. Scan Lines): H
3. HCHABACTERBLOCK (Step 1 + Desired Horiz. Spacing = No.in Dots): 9
4,V CHARACTER BLOCK ISIep 2+ Desired Vertical Spacmg = No. inHuoriz.
ScanLines):........ _13
5. VERTICAL FRAME (REFRESH) RATE (Freq. in Hz): 60
6. DESIRED NO. OF DATA ROWS:. S
7. TOTAL NO. OF ACTIVE “VIDEO DISPLAY" SCAN LINES
(Step 4 x Step6 = No.inHoriz. ScanLines): 3l
8. VERT. SYNC DELAY (No. in Horiz. Scan Lines): -
9. VERT. SYNC (No. in Horiz. Scan Lines: T=_/483_ys*): 3
10 VERT, SCAN DELAY (No. in Horiz Scan Lines: T=_8%02 ps*): _18__
11. TCTALVERTICAL FRA''Z 1 add steps 7thru 10 = No in Horiz. Scan Lines): _3_?_6_
12 P23 I2NTA 3TN ONERATEIS1e05x Sigp 11 = Freq inKHz): - 20230
13, DES:SED "0 CEC-S2CTERS 23R -2 o _&
14 HORIZ. SYNCCELAY (Mo, in Craracser TimeUrsns T=_L¥8 ugesy: 3
15. HORIZ. SYNC (No. in Character Time Units; T =_% 9% _us**): R
16. HORIZ. SCAN DELAY (No. in Character Time Units; T =346 _us*-): i
17. TOTAL CHARACTER TIME UMITS IN (1) HORIZ. SCAN LINE 100
(Add Steps 13thru 1B} ..o oicin i iainn S ...
-z ~.AACTERRATE (Step 12x Step 17 = Freq. in MHz): 2042
18198

“: I.22< DOT)RATE(Step3x Slep 18 = Freq.in MHz):

Table 9.4 ACRT 5027 v.c~

~ £2 chargcters per row, 24 row, noninterlaced screen format,

ADDRESS
=T o= A3 AD T o B S SRR =T DEC.
< 0000 HoR I JNESIONT_MED [E €3 99
cJ01
DBE & 53 83
by e s ] - —
: ’ CUARRCTESS =240 XoTocel <. 0] _e5 101
&3 mac-zag_ 2 :
’ ‘ SKpv g —— [LERLDlT] %7 . &
- 335
) o sonsprave 22— [[o[i[e[:[e[elo] _ag  _uo
5 G VERTICAL DATA START
=3+ VERTICAL{%CF\N DELAY:
DATA START &L [ofolel ol o4l _us 2l
6 0110 LAST DISPLAYED DATA ROW l"‘lxlﬂl 11011 |1 |'| l 7 23

Table 9.5 A CRT 5027 register-programming worksheet for a 24 X 80 screen format.

(= DATA ROWS)




Appendix A

Construction Techniques

CONSTRUCTION TIPS

As a result of building a project every month for my “Ciarcia’s Circuit Cellar” col-
umn in BYTE magazine and of constructing every circuit in this book, I feel I can speak
as an authority on the subject of prototype construction. A prototype is a nice term
that describes the one-of-a-kind kluge that you build from a schematic. This is opposed
to the kit or semi-assembled project that includes a printed circuit board which only re-
quires plugging in components.

Prototyping a circuit is not easy. There are many dos and don'ts, but successful pro-
totyping is primarily a function of experience. And experience comes only by building
something.

The text is purposely laid out with this philosophy in mind. I suggest that you start
with the power supply. Not only is the rest of the computer useless without it, but it
has built-in protective circuitry that is very forgiving if you make mistakes. Also, by
constructing the power supply first, there is less likelihood of destroying the rest of the
computer as you are testing the power supply.

In general, the cardinal rule of prototyping is: be neat. The ZAP computer has high
frequencies. Wiring should be the shortest distance between tiwvo connec:ions. The
longer the wire, the more of an antenna it becomes. In extreme cases. t=e computer can
actually cease to function because of induced electrical noise. W:i:n the relatively
slower digital signals carried by the wiring attached to exterrai input and output ports,
the situation is less critical. Short pulses and high-speed cata. such as the signals on the
central processor control and address lines, are more critical. In these cases, it is always
a good idea to use additional protective circuitry such as busiess.

To a certain degree, the ZAP computer can be laid out as vou see fit. Figure A.1 sug-
gests one approach: it can be wirewrapped or hand solcdered. Almost any board large
enough to accommodate all the chips should suffice. A good choice is a standard S-100
prototyping card available at most computer stores. There is no particular bus other
than the standard Z80 signals designated for ZAP because it is primarily intended as a
single-board system. The 100-pin connector provides a convenient I/O and power con-
nector. Care should be taken if you decide to split the computer schematic and assem-
ble the computer on more than one board. The separation should be between logical
subsystems; for maximum success, all signals should be buffered in and out of the
board, e.g., all the memory could be put on a separate card. As outlined in the text, the
address and data lines necessary to this function are already properly buffered.

The question of wirewrapping versus soldering is the builder’s prerogative. Personal-
ly, I prefer point-to-point hardwiring because it's easier to modify when troubleshoot-
ing. Wirewrapping might be easier where the ZAP circuit has already been tested and
refined.

Long power-supply daisy chains should be avoided. Rather than running a single
+5 V and ground wire, it is better to use a double-sided prototyping board so that the
top and bottom sides of the board can be set to ground and +5 V respectively. With
this approach, each chip can be plugged in (using IC sockets) and the power leads
soldered directly to the copper planes. Wirewrapping or not, it is a good idea to solder
the power leads to reduce the potential of intermittent connections. Using the ground
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Figure A.1 A typical layout of the basic ZAP computer.

plane for wiring is one of the best ways to reduce noise in computers. If you don't have
a ground plane, then solder heavy wire around the perimeter of the circuit board and
run short jumpers to it.

Decoupling capacitors are another must for computer prototyping. Digital-inte-
grated circuits, while being virtually burn-out proof in most applications, are unfor-
tunately susceptible to noise carried along the power lines. Often, it will cause them to



go into oscillation. By placing a 0.014F to 0.1xF capacitor between +5V and ground
about every third IC, the problem is eliminated. Another good idea is to place an elec-
trolytic capacitor at the entrance of any DC power connection to the board. Generally,
capacitors are tantalum and three pieces would be required for ZAP's three supplies.

Finally, if you like the concept of ZAP but would rather spend more time applying
the finished product than testing your construction techniques, you can look into pur-
chasing various kits and assemblies, including EPROMs programmed for the ZAP
monitor, For the latest price list, write or call: The MicroMint Inc, 917 Midway,
Woodmere NY, 11598. Telephone: (516) 374-6793.

APPENDIX A 227



Appendix B
ASCII| Codes

Parity Control
Space Keybd.
Dec Octal Hex or Character  Equiv.
000 000 00 Even NUL @
001 001 01 Odd SOH A
002 002 02 Odd STX B
003 003 03 Even ETX C
004 004 04 Odd EOT D
005 005 05 Even ENQ E
006 006 06 Even ACK F
007 007 07 Odd BEL G
008 010 08 Odd BS H
009 011 09 Even HT |
010 012 0A Even LF J
011 013 0B Qdd vT K
012 014 oC Even FF L
013 015 (o]0] Odd CR M
014 016 CE Odd SO N
015 017 OF Even Sl 0]
016 020 10 Odd DLE P
017 021 11 Even DCA1 Q
018 022 12 Even DC2 R
019 023 13 Odd DC3 S
020 024 14 Even DC4 T
c21 025 15 Odd NAK U
022 026 16 Odd SYN Y
023 027 17 Even ETB w
024 030 18 Even CAN X
025 031 19 Odd EM Y.
026 032 1A Odd suUB Z
027 033 1B Even ESC [
028 034 1C Odd FS \
029 035 1D Even GS 1
030 036 1E Even RS ~
031 037 1F Odd us -
032 040 20 Odd P
033 041 21 Even !
034 042 22 Even i
035 043 23 Odd #
036 044 24 Even 3
037 045 25 Odd %
038 046 26 Odd &
039 047 27 Even d
040 050 28 Even (
041 051 29 Odd )
042 052 2A Odd *
043 053 2B Even +
044 054 2C Odd ,
045 055 2D Even -
046 056 2E Even .
047 057 2F Odd /

Alternate Code Names

NULL, CTRL SHIFT P, TAPE LEADER
START OF HEADER, SOM
START OF TEXT, EOA

END OF TEXT. EOM

END OF TRANSMISSION, END
ENQUIRY. VWRU. WHO ARE YOU
ACKNOVLEDGE, RU, ARE YOU
BELL

BACKSPACE, FEO
+OR'ZONTAL TAB, TAB

LINE FEED, NEW LINE, NL
VERTICAL TAB, VTAB

FORM FEED, FORM, PAGE
CARRIAGE RETURN, EOL
SHIFT OUT, RED SHIFT

SHIFT IN, BLACK SHIFT

DATA LINK ESCAPE, DCO
XON, READER ON

TAPE, PUNCH ON

XOFF, READER OFF

TAPE, PUNCH OFF

NEGATIVE ACKNOWLEDGE, ERR
SYNCHRONOUS IDLE, SYNC
END OF TEXT BUFFER, LEM
CANCEL, CANCL

END OF MEDIUM

SUBSTITUTE

ESCAPE, PREFIX

FILE SEPARATOR

GROUP SEPARATOR

RECORD SEPARATOR

UNIT SEPARATOR

SPACE, BLANK

APOSTROPHE

COMMA
MINUS
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Dec

048
049
050
051
052
053
054
055
056
057
058
089
060
061
062
063
0€4
065

Octal
060

Parity
Space
or

Even
Qdd
Odd
Even
QOdd
Even
Even
Odd
Odd
Even
Even
QOdd
Even
Odd
Odd
Even
Odd
Even
Even
Odd
Even
Odd
Qdd
Even
Even
Odd
Odd
Even
Qdd
Even
Even
gd
E.zn

-
—d

Ocd
Even
Odd
Even
Even
Ocd
Ocdd
Even
Even
0dd
Even
QOdd
Qdd
Even
Even
Qdd
Qdd
Even
Odd
Even
Even
Odd
Odd
Even
Even
QOdd
Even
QOdd
QOdd
Even
QOdd
Even

Character

o~NOOAhWN-—-O

>—= T NXXS<CHOITOUVOZZrXC"IOMMUODIEOV I A~

LUOoO3I3—xX—TIoa r*oQO00OW®

Control
Keybd.
Equiv. Alternate Code Names

NUMBER ZERO
NUMBER ONE

LESS THAN
GREATER THAN
SHIFT P

LETTER |

LETTER O

SHIFT K

SHIFT L

SHIFT M

1,SHIFT N

—, SHIFT O, UNDERSCORE
ACCENT GRAVE



Parity Control
Space Keybd.
Dec Octal Hex or Character  Equiv. Alternate Code Names

114 162 72 Even r

115 163 73 Odd s

116 164 74 Even t

117 165 75 Qdd u

118 166 76 Odd v

119 167 77 Even w

120 170 78 Even X

121 171 79 Odd y

122 172 TA Odd z

123 173 7B Even {

124 174 7C Odd : VERTICAL SLASH
125 175 7D Even } ALTMODE

126 176 7E Even ~ (ALTMODE)

127 177 7F Odd DEL DELETE, RUBQUT
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Appendix C1

intal

s Low Power Dissipation — 425 mW

Max. (2708L)

2708
8K (1K x 8) UV ERASABLE PROM

Max. Power Max. Access
2708 800mW 450ns
2708L 425mW 450ns
2708-1 800mwW 350ns
2708-6 800mW 550ns

m Fast Access Time — 350 ns Max.

(2708-1)

m Static — No Clocks Required

The Intel® 2708is an 8°232.ct Litav 2
fast turnaround and pa!ig’” enzzs ez
patible during both the reas g~2 o233~

system bus structures.
The 2708L at 425 is 2+
savings of over 5C7: & @~
anc is specified at "%

reguiring fast access @ —es.

The 2708 familyis fasricated w.tht~e Ngma=n

package.

s Data Inputs and Outputs TTL

Compatible during both Read and
Program Modes

a Three-State Outputs — OR:-Tie

Capability

st z*t erasable and electrically reprogrammable EPROM, ideally suited where

= sceed is obtained with the 2708L. The 2708L has high ~I .t
z-ance. A high-speed 2708-1 is also available at 350ns ‘or =g co-coessors

: 27 are important requirements. All data inputs and outputs are TTL com-
modes. The outputs are three-state, allowing direct interface w.ih cc—men

e T unity

el silicon gate FAMOS technology and is availat'e in a 242 ~ cual in-line

PIN CONFIGURATION

~O ~ 24 we
a2 21[J 2
a3 2[] s
a]e 21[Jves
as]s 20[7] csiwe
A zoe [ Jwo
A 18 [] rrOGRAM
el ag s 17[J o7 ims8)
iwseioo [ e 18] og
o] 15[ Jos
o n 1[Joq
vs (]2 12 Jos
PIN NAMES

[Ag Ay | ADDRESS INPUTS

O Dg__l DATA OUTFUTSIINPUTS
C5WE | CHIP SELECT/WRITE ENABLE INPUT

BLOCK DIAGRAM

pat:zz_ =T
Si-2r
—_—
L A |
111l
o CHIP SELECT
CEWE ————
Logic OUTPUT BUFFERS
[e—s F
i S DECODER ¥ GATING
Ay—
ALTAESS
INPUTS A,
As—-—-
':‘...__ X 64 X128
Ay —! DECODER ROM ARRAY
L
PIN CONNECTION DURING READ OR PROGRAM
PIN NUMBER
[ aporess I
DATA 110 | INFUTS 1
a1, 18, Vss | PROGRAM | Voo | CEWE | vas | Vec
MODE 1317 | 223 12 18 19 20 | 24
AEAD Cout | Ain GND GAD 2] W -5 5
DESELECT | HIGH IMPEDANCE . DON'T CARE | GND GND 12 | Vin | 5 | *5
PROGRAM | Dy AN GND | PULSED | #32 | Visw | -5 | 6
' =Y ]

Reprinted by permission of Intel Corporation Copyright © 1980
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2708 FAMILY

PROGRAMMING

The programming specifications are described in the Data Catalog PROM/ROM Programming Instructions Section.

Absolute Maximum Ratings*

Temperature Under Bias . .o vvveeennennnnnnnnnns -25°C 10 +85°C
Storage TEMPErature . ... ..evsuesanensasnennns -65°C to +125°C
Vop With Respect 1o VBB « v v v vvevnennninnnnenns +20V 10 -0.3V
Ve and Vgg With RespecttoVgg ... . oo inian +15V 10 -0.3V
All Input or Output Voltages With Respect

to Vpg During Bead .o vansiusnavinis siviaanes +15V to -0.3V
CS/WE Input With Respect to Vgg

During Programming . ..occeciveecioansassons +20V to -0.3V
Program Input With Respectto Vgg - ... ovvuvnennnnn +35V to -0 3V
PR D ISEIDREION o iy oo e, o 650 8 T S0 AT SRR AR 1.5W

"COMMENT

Stresses above those listed under “Absolute Maximum
Ratings’’ may cause permanent damage 1o the device.
This is a stress rating only and functional operation
of the device at these-or any other conditions above
those indicated in the operational sections of this
specification 15 not implied. Exposure to absolute
maximum rating coenditions for extended periods may
atfect device reliability.

D.C. AND A.C.OPERATING CONDITIONS DURING READ

2708 27081 2708-6 2708L
Temperature Range 0°C-70°C | 0°*C-70°C | 0°C-70°C | 0°C-70°C
Vee Power Supply 5V =5% EV = 5% BV =5% 5V +10%

Vpp Power Supply 12V=5% | 12V=5%

12V =5% 12V = 10%

-8V =5%3 | —5V=5%

Vgg Power Supply i

-5Vx5% | =5V=10%

READ OPERATION
D.C. AND OPERATING CHARACTERISTICS

2708, 2708-1, 2708-6 Limits 2708L Limits
Symbo! Parameter Units Test Conditions
Min.  Typt2l  Max. | Min. Typfd  Mex.
It Agdcretz 32 2 - 3= ecl Input Sink 1 10 1 10 WA V=525V or Vi =V,
Cure-

e Oulput _es =R 2 1 10 1 10 wh  IVour=55V. CSWE=2v
Inghd Vpg Suzz » : 50 85 3l 28 mA |Worst Case Supply Coore--s®
leeld] Voo Supply C.rem 6 10 2 4 mA  |All Inputs High;
Iag!3 Vga Supply Cuve: 0 45 10 14 mA |CSWE=5V;T4=0'C
Vie Input Low Voitage Vs 0.65 Vgs 0.65 v
‘- Input High Vcltage 2 Veg*? | 22 Veet!? v

- CB.* 27758
o Qutpul Low Vollage 0.45 04 v lgy =1.6mA (2708, 27C8-* 27134

loL = 2mA (2708L)
vran ' Oulput High Voltage 5 37 Vo |lgy = =100uA
Vel Cutput High Voltage s 24 vV |lpy=-TmMA
22 =z wer Dissipation % 325: | Ve T2 TG
425 | mw [Ta=0"C
NCTES: .2z ~.stbe applied prior 10 Vo Nt Voo Vas —.%' 3 87 56 '"a ast power supply switched off,

-3 ues are lor Ty =25*C and nomimal 522 . ]
=ower dissipation |s not calculated Cy 5.
@ current paths exist between the vario.s 22
-cply capacity enly.

& 278 Is specitied in the programmed siate a-2 5 "£~4& ~az~um

2708 FAMILY

2.2" Zuscurreisilpn. Ipe, and lggh multiplied by their resoective wot
2'8.20 #5272 Vgg The lgg, Igg, @nd lgg Currents should be usec 1o Cetet-

in the unprogrammed state.

2708L 2708, 2708-1, AND 2708-6
RANGE OF SUPPLY CURRENTS

VS. TEMPERATURE VS. TEMPERATURE

RANGE OF SUPPLY CURRENTS

ACCESS TIME VS. TEMPERATURE

= L] T 1 800 ——— T T T
wer S 55V | ALL SOGSIBLE DPERATING | ! i i
¥oce 130w } CONDITIONS 1 TTL LOAD = 100pF
Ve -f v | Vg * 878V " i
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A.C. CHARACTERISTICS

I s T e o T
tace Address to Output Delay 450 350 550 ns
tco Chip Select to Qutput Delay 120 120 160 ns
toe Chip Deselect to Qutput Float 0 120 0 120 0 160 ns
ton Address to Output Hold 0 0 0 ns

CAPACITANCE V! T, =25°C, f=1MHz

A.C. TEST CONDITIONS:
Cutput Load: 1 TTL gate and Ci = 100 pF

Symbol | Parameter Typ. | Max. I Unit. | Conditions Input A e ard Fall Times: <20 ns
: i ! Timng Measurement Reference Levels: 0.8V and
| 5, = !
i input Cepaciiance il R 6l kb 2.8V for inputs; 08V and 2.4V for outputs.
[ Coor Qutput Capacitance l 8 J 2 ofF Vo -=0V InpstPusse Leveis: 0.5V 10 3.0V

NOTE: 1. This parameter is periodica y sa™2 2 a~2 15 =2t 120%: lested

A.C. WAVEFORMS ®

ADDRESSES X ADDAERSES

L

bl

\

co i3

¥

¥ fazz ¥

|
L

- PARRARRRRRRRY y

2 &L T'MES SHOWN IN PARENTHESES ARE MINIMUNY 847 &35 S3EC
CTHERWISE SPECIFIED.

¥ 2E DELAYED UP TOIACGACO AFTER ADDSESSES 865 vALID

T=ILT IMPACT ON LA

HIGH Z
e c“_-__%_—

4 -‘F:: < SPECIFIED FROM 5% OR ADDRESS CHANGE, WHCEVZF OCCURS

RA3T

ERASURE CHARACTERISTICS

The erasure characteristics of the 2708 family are such that
erasure begins to occur when exposed to light with wave-
lengths shorter than approximately 4000 Angstroms {A). It
should be noted that sunlight and certain types of fluores-
cent lamps have wavelengths in the 3000—-4000A range.
Data show that constant exposure to room level fluores-
cent lighting could erase the typical device in approxi-
mately 3 years, while it would take approximately 1 week
1o cause erasure when exposed to direct sunlight. If the
2708 is to be exposed to these types of lighting conditions
for extended periods of time, opague labels are available
from Intel which should be placed over the 2708 window
to prevent unintentional erasure.

The recommended erasure procedure (see Data Catalog
PROM/ROM Programming Instructions Section) for the
2708 family is exposure to shortwave ultraviolet light
which has a wavelenath of 2537 Angstroms (A). The inte-
grated dose (i.e.,, UV intensity X exposure time) for erasure
should be a minimum of 15 W-sec/cm2. The erasure time
with this dosage is approximately 15 to 20 minutes using an
ultraviolet lamp with a 12000 uW/cm?2 power rating. The
device should be placed within 1 inch of the lamp tubes
during erasure. Some lamps have a filter on their tubes
which should be removed before erasure.
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Appendix C2
inter 2716

16K (2K x 8) UV ERASABLE PROM

» Fast Access Time m Pin Compatible to Intel® 2732 EPROM
— 350 ns Max. 2716-1
— 390 ns Max. 2716-2
= 450 ns Max. 2716
— 490 ns Max. 2716-5
— 650 ns Max. 2716-6

s Simple Programming Requirements
— Single Location Programming
— Programs with One 50 ms Pulse

= Single +5V Power Supply = Inputs and Outputs TTL Compatible

s Low Power Dissipation during Read and Program

— 525 mW Max. Active Power
— 132 mW Max. Standby Power s Completely Static

The Intel® 2716 is a 16,384-bit ultraviolet erasable a~d elec:- ca'ty pragrammab'e read-only memory (EPROM) T-e 2716
operates from a single 5-volt power supply, has a static standoy mode, and features fast single address locatior crogram-
ming. It makes designing with EPROMs faster, easier and more economical

The 2716, with its single 5-volt supply and with an access time up to 350 ns, is ideal for use with the newer hiz*
+5V microprocessors such as Intel's 8085 and 8086. A selected 2716-5 and 2716-6 is available for slower s :
The 2716 is also the first EPROM with a static standby mode which reduces the power dissipation witha.s - 3 access
time, The maximum active power dissipation is 525 mW while the maximum standby power dissigaion 5 2- . "32 mW, a
75% savings,

The 2716 has the simplest and fastest method yet devised for programming EPROMs — single ou'se 77 _ 2.z z-23ramming.
No neea for hich voltage pulsing because all programming controls are handled by TTL signa's P-z:°z— 3-. zcation at any
time—either ingvigually, sequentially or at random, with the 2716's single address location prog-e~= -z ~>:al programming
time for &1 16.384 0.5 is only 100 seconds,

PIN CONFIGURATION MODE SELECTION
2716 2732"
pNs CEeow 13 vee | Vee | OuTPUTS
" x| gz | e
woDE !
1 Sz . il *5 -5 CouT
» - - Care 5 5 Hogh T
Bl - Yim *75 5 Dipg
v, 15 5 Dout
Vi -5 5 HghZ |

BLOCK DIAGRAM

tRefer 10 2732 . ARG
2L ——— o ur
data sheet for ks i) i
specifications veo—— | I | I t
|
.. GE ‘“‘.'E;l,‘;";‘?\‘f,
T il LE AN
PIN NAMES CEroM =" vro5 cacic OuTRUT BuFKERS
— ' =
Ag- Ay | ADDRESSES =={| uiittea }_: " GATING
CLPGM | CHIP ENABLE PROGHAM R —
OF CUTPUT ENABLE ADCPESS T
93-% SUTPUTS INPUTS | e i . i
—o] Oeconem . CHLL MATHIA
— .
-
—

Reprinted by permission of Intel Corporation Copyright © 1980
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2716

PROGRAMMING

The programming specifications are described in the Data Catalog PROM/ROM Programming Instructions Section.

Absolute Maximum Ratings*

Temperature Under Bias. . .. ......... -10°C to +80°C
Storage Temperature . . . ... ..ouu. ... ~-85°C to +125°C
All Input or Output Voltages with

Respectto Ground .. ... .vvvv v +6V to -0.3V
Vpp Supply Voltage with Respect

to Ground During Program . ... . ... +26.5V to -0.3V

*COMMENT. Stresses above those listed under “Absolute Maxi-
mum Ratings’™ may cause permanent damage to the device. This is a
stress rating only and functional operation of the device at these or
any other conditions above those indicated in the operaticnal sec-
tions of this specification is not implied. Exposure to absolute
maximum rating conditions for extended periods may affect device
reliability.

DC and AC Operating Conditions During Read

2716 2716-1 2716-2 2716-5 2716-6
Temperature Range 0°c —70°C B¢ = 3¢ 0°c - 70°¢ 0 G £0-C 0E—T70 €
Ve Power Supply(1.2] BV 5% 5V 10% 5V +5% 5V 5% 5V +5%
Ves Power Supply(2} Vee Vee Vee Vee Ve
READ OPERATION
D.C. and Operating Characteristics
Limits ; ‘o
Symbol Parameter vy Typ.53: e Unit Conditions
Yol input Loaz Commgm2 48 HA Vin = 5.25V
e Qutput Leakage Curz-t 10 LA VouT = 5.25V
{ 122912 | Vpp Current 5 mA | Vpp = 5.25V
:[IC:J?T' Ve Current {Standby) 10 25 mA | CE=Vy, OE=V_
“lzzzd | Vee Current {Active) 27 100 mA | OE=CE=V_
k Vo Input Low Voltage -0.1 0.8 vV
i v~ | InputHigh Voltage 3 Vet Vv
s Output Low Voltage 0.45 V| loL=2.1mA
e Zatput High Voltage . 24 \ lon = -400 LA
NOTES: ' vrzz —.s oeaoplied simultangously or before Vpp and removed simultarasusly or afrer Vpp.

w52 T2y 22 connected directly to V¢ except during programming. The suop v current would then be the sum of Lo and 1ppy.

2
3. Tvzca sz.esareforTp = 25°C and nominal supply voltages.
4

. Thispara—eier s only sampled and is not 100% tested.

Typical Characteristics

lce CURRENT ACCESS TIME ACCESS TIME
vs, vs.
TEMPERATURE CAPACITANCE TEMPERATURE
% —T 77 700 700
(% ---...__\i\. ! 500 500
= :ccz ACTIVE CURRENT 500 ! 1 500
CEeviL ‘ ] vee * sY
I t TVCCIW T a0 e % 400
. : < 1 o
; %] 1 »/
Sx —it S 300 e < 300
*‘ [ // -
20 i L ]
Igg) STANDEY CURAENT d &
CE=v 4 w
10 =t vee=sv ' 100 i 100
i
i ! l
] i 0 0
@ W 20 36 4 S50 € 0 89 0 100 200 30C 400 500 600 700 B3O 0 10 20 3¢ 40 5 60 70 80
TEMPERATURE ¢ €) CL ipF) TEMPERATURE { €Y



2716

A.C. Characteristics
Limits {ns}
2716 2716-1 2716-2 2716-5 2716-6 Test
Symbol P: t e
Yo 'S Min. Max Min. Max. | Min. Max. | Min. Max. | Min. Max Eenditions
tace Address to Qutput Delay 450 350 390 450 450 [CE=OQE=V|_
tee CE 10 Output Delay 450 350 380 450 650 |OF =V,
10E Qutput Enable to Cutput Delay 120 120 120 1680 200 CE = ViL
toE Qutput Enaole High to Qutput Fioat | 0 100 0 100 ¢} 100 o 100 0 100 JCE=V,_
ToH Cutout Hoid fram Addresses, CE or 0 1] 1] 0 (4] CE=0E= ViL
GE Woichever Occurred First
Capacitance 4 T4 = 25°C, 1= 1 MHz A.C. Test Conditions:
i Symbol Parameter Typ. | Max. | Unit | Conditions QOutput Load: 1 TTL gate and C,_ = 100 pF
Input Rise and Fall Times: <20 ns
itanc 4 6 F Ve =0V
Cin_{ eurGepaciionee ) Input Pulse Levels: 08V 10 2.2V
Cout | Output Capacitance 8| 12 pF [ V-ur=0V Timing Measu-2
np.ts &3
Qutzozz GS
A. C. Waveforms [1]
L
4
ADDRESSES !
ADDRESSES VALID i
\ LI
CE
LN .—7
|—— e —]
OE
o 4 8 4 & 8 & & 8 @ 'J
[s] sl
10E 'OF
15} t
tacc OH — p—
_-'.‘.‘.-..ﬁ
HIGH Z ,;;;;;; HIGH 2
CUTPUT VALID QUTPUT|
m_'........ .4
NOTE: 1. Ve must be applied simultaneously or before Vpp and removed simultaneously or after Vipp.
2. Vpp may be connected directly to Vg except during programming, The supply current would then be the sum of Igc and Ipp1.
3. Typical values are for Tg = 25°C and nominal supply voltages.
&, This parameter is only sampled and is not 100% tested.
5, OE may be delayed up 10 tacc - 1QE after the falling edge of CE without impact on TACC.
6. tpF is specified from OE or CE, whichever occurs first,
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2716

ERASURE CHARACTERISTICS

The erasure characteristics of the 2716 are such that erasure
begins to occur when exposed to light with wavelengths
shorter than approximately 4000 Angstroms (A). It should
be noted that sunlight and certain types of fluorescent
lamps have wavelengths in the 3000~4000A range. Data
show that constant exposure to room level fluorescent
lighting could erase the typical 2716 in approximately 3
years, while it would take approximatley 1 week to cause
erasure when exposed to direct sunlight. If the 2716 is to
be exposed to these types of lig *‘tu*; concimons for ex-
tended pericds of % ™e, coacue f3TEs e @ o'e from
Intel which shou.d e ©zced over tme 2716 w “dow 10
prevent unintentional erasu:e

The recommended erasure procezure fsee 2: 29
PROM/ROM Programming Instruction Sec: 3~ “or w=e
2716 is exposure to shortwave ultraviolet light wn cn ras
a wavelength of 2537 Angstroms (A). The integrated dose
(i.e., UV intensity X exposure time) for erasure should be
a minimum of 15 W-sec/cm2. The erasure time with this
dosage is approximately 15 to 20 minutes using an ultra-
violet lamp with a 12000 uW/cm? power rating, The 2716
should be placed within 1 inch of the lamp tubes during
erasure. Some rave a filter on their tubes which
should be remo.c2 c:7z-= erasure.

DEVICE OPERATION

The five modesof cosrz: 2= of tha 2716 are listed in Table
I. It should be noted 1=27 = ==_7: “or the five modesare at
TTL ievels. The power s "2d are a +BV Vg and
a Vpp. The Vpp power s.zz . ~_:it 2 a1 25V dur ng the

three programming modes, 270 —-:1 22 31 5V n the other
two modes.
TABLE ' MODE SELEZ™ I%
PINS CE/FGM O izw.  ems. ILTETE
firy 23 i e
wIZE
\,b“l Wi wd I3 £ 2w
Vim De=-Zae -3 ot il =
| Pusea V1o vy Vim
ey Vi VL L =t
viL Vin -3 =t
READ “ODE
Tra27°Z ~a control functions, both ¢f .~ 1~ must be
legzz o in order to obtain data at =2 c.icuts.
C- o E-zz2 ' 5 the power control and s~¢..d te used
for cs.ce sz 22721 Output Enable (OE) 1s t~2 c.tout

conrol c"d §72. 2 De used to gate data to it2 c.izut
~desemzz=t cf device selection. Assuming that
525 are sl e, &Tlvess access time (tace) 15 ec.al to
tre cz 2y from CE to c.tout (tog). Data s avaizoe at
the o.touts 120 rs r12:1 after the falling edge of OE,
assu™ =g that CE has oeen low and addresses have been
stable for at least tage — 1oz
STANDBY MODE

The 2718 has a standby mode which reduces the active
power gissipation by 75%, from 525 mW to 132 mW. The
2716 is placed in the standby mode by applyinga TTL high
signai to the CE input. When in standby mode, the e outputs
are in a high impedence state, independent of the OE input.

OUTPUT OR-TIEING

Because 2716's are usually used in larger memory arrays,

Intel has provided a 2 line control function that accomo-

dates this use of multiple memory connections. The two

line control function allows for:

a) the lowest possible memory power dissipation, and

b} complete assurance that output bus contention will
not occur.

To most efficiently use these two control lines, it is recom-
mended that CE (pin 18) be decoded and used as the
primary device selecting function, while OF (pin 20} be
maze a co™mon connection to all devices i the array and
ccnracted 1o the READ line from the system corirol bus,
Tus gssures that all deselected memory devices are in their
low power stancby mode and that the output 2 ns are only
acuve when data is desired from a particular mzmory
device,

PROGRAMMING

Initially, and after each erasure, all bits of the 2716 zr= in
the 1" state. Data is introduced by selective’y z-oz-am-
ming “0's" into the desired bit locations, Althzuz- o"ly
“0's" will be programmed, both “1's” and “0's"” 22~ be
presented in the data word. The only way to chang2a '0"
toa 1" is by uitraviclet light erasure.

The 2716 is in the programming mode when the Vea oz xer
supply is at 25V and OF is at V4. The data to o2 -0
grammed is aoplied 8 bits in parallel to the data c.iout
pins. The levels required for the address and data inputs a7
TTL:

When the address and data are stable, a 50 msec, acte
high, TTL program pulse is applied to the CE/PGM inc.t.
A program pulse must be applied at each address location
to be programmed. You can program any locaticn at any
time — either individually, sequentially, or at rangcam
The program pulse has a maximum width of 55 msec. Trhe
2716 must not be programmed with a DC signal agpied to
the CE/PGM input.

Programming of multiple 27165 1n parallel with the same
data can be easily accomplisned due 10 the si—2i sty of
the programming requirements. L ke mous of the paral.
leled 27165 may be connected togatner wnen tney are pro-
grammed with the same data, A hgh level TTL pulse
appiied to the CE/PGM input programs the paralleled
2716s.

PROGRAM INHIBIT

Programming of multiple 27165 in parallel with different
data is also easily accomplished. Except for CE/PGM, all
like inputs (including OE) of the parallel 2716s may be
commaon. A TTL level program pulse applied to a 2716%
CE/PGM input_with Vpp at 25V will program that 2716.
A low level CE/PGM input inhibits the other 2716 from
being programmed.

PROGRAM VERIFY

A verify should be performed on the programmed bits to
determine that they were correctly programmed. The verify
may be performed wth Vpp at 25V. Except during pro-
gramming and program verify, Vpp must be at 5V.
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inte!
2102A, 2102AL/8102A-4*
1K x 1 BIT STATIC RAM

Standby Pwr. | Operating Pwr. | Access
P/N (mW) (mWw) (ns)
2102AL-4 35 174 450
2102AL 35 174 350
2102AL-2 42 342 250
2102A-2 —_— 342 250
2102A —_— 289 350
2102A-4 _— 289 450

= Single +5 Volts Supply Voltage

m Directly TTL Compatible: All
Inputs and Output

= Standby Power Mode (2102AL)

a Three-State Output: OR-Tie
Capability

= Inputs Protected: All Inputs
Have Protection Against Static
Charge

s Low Cost Packaging: 16 Pin
Dual-In-Line Configuration

2 7324 word by one bit static random access memory element using N-cha~nel MOS devices
; I* uses fully DC stable (static) circuitry and therefore requires no clocss or refreshing to
zr-zesiructively and has the same polarity as the input data.

The Intel® 2102A is a hign sce2
integrated on a monolitric 2-°z
operate. The datais read oLt r

The 2102A is designed for merz~, acc cations where high performance, low cost, large bitstorage. ar s mzieinterfacing are
important design objectives. A ‘ow s:andby power version (2102AL) is also available. It ras a! (e same operating
characteristics of the 21024 with tne aczed feature of 35mW maximum power dissipation in stancoy and 174mW in operations.

Itis directly TTL compatible in all rescects: inputs, output, and a single +5 volt supply. A separate ch.p enable (CE) lead allows
easy selection of an individual package when outputs are OR-tied.

The Intel® 2102A is fabricated with N-charnel silicon gate technology. This technology allcws the design and preduction of
high performance easy to use MOS crcuits and provides a higher functional density on a monglithic chip than either
conventional MOS technology or P-channei silicon gate technology.

PIN
CONFIGURATION LOGICSYMBOL BLOCK DIAGRAM
ﬂ,d‘ U)S]A., —da PIN NAMES "D% B @ i
asCjz s a, % o b | ow  ostameur @ @ oe
aw 3 el A, =g A,-A,  ADDRESS INPUTS "}—Dz
A s 13 CE — As RM  READWRITE INPUT RO} ]X m Ay
a,fs 12[0oatacur ] :ﬁs TE  CcHIPENABLE ' . [ 32 Cavomns
a; s nPoatam  —ta] opub— | oy, oatacureur a.n&-m
Ay E 7 10 [ Vee ] :8 Vee POWER (+5V) @
A s 3 [] 6np R CE ""_W 4
I | |
mn—% s F COLUMN 1 CINCUITS & s
TRUTH TABLE m_o__m cominon oo SERETon
CE RW Dy Doy MODE 2.8
H X X HIGH Z NOT SELECTED
L L L L WRITE "0
L L H H WRITE "1 L L ®
L H X Ogyr READ Qi oin O

*All 8102A-4 specifications are identical to the 2102A-4 specifications.

Reprinted by permission of Intel Corporation Copyright © 1978
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2102A FAMILY

Absolute Maximum Ratings* *COMMENT:

: oo_1n° ° Stresses above those listed under “Absolute Maximum Rating”
Ambient Temperature Under Bias -10°C to 80°C may cause permanent damage to the device. This is a stress

Storage Temperature —65°C to +150°C rating only and functional operation of the device at these or
: it indi d in the opera-
Voltage On Any Pin at any otl_uar condr_uon a_br_)\.re_tho_se |nd_|cate_
- tional sections of this specification is not implied. Exposure to
Wiy RIBSF)eCI‘ To Ground =0.5V 1o +7V absolute maximum rating conditions for extended periods may
Power Dissipation 1 Watt | affect device reliability.

D. C. and Operating Characteristics
Ta = 0°C 10 70°C, Ve = 5V £5% unless otherwise specified.

2102A, 2102A-4
2102AL, 2102AL-4 2102A-2, 2102AL-2
Limits Limits
Symbol Parameter Min. Typ.[1  Max. |Min. Typ.[Y Max. | Unit | Test Conditions
Iy Input Load Current 1 10 1 10 | wA | Viy=0to5.25V
ILoH Output Leakage Current 1 5 1 5 LA [ CE=2.0v,
Vour = Vowu
lLoL | Output Leakazz Current -1 -10 -1 =10 | pA |CE=20V,
VouTt = 0.4V
lee Power Supply Cur-2-t 3 Note 2 45 65 | mA | All Inputs = 5.25V,
| Data Out Open,
i Ta=0C
ViL Input Low Vaoitazs -05 0.8 |-05 0.8 v
Vig Input High Volitazz 20 Vee | 2.0 Vee | V
VoL Output Low Voitzzz 04 0.4 V |lgL=2.1mA
Vo Output High Voltage I 24 V | lgy=-100uA
Motes 1 Typical valuesare for T = 237 2 -2 ==~ =3 s pply voltage.
2 The maximum lgc value 1s 532 2= =2 27204 and 2102A-4, and 33mA for the 2102AL and 2102AL-4,

Standby Characteristics 2102aL. 2102AL-2, and 2102AL-4 (Available only in the Plastic Package)

Ta s0CE e
210241, 21024L4 | 2102412
Limits Limits
Symbol Parameter Min.  Typ.? Max. | Min.  Typ.[11  Max. | Unit | Test Conditions
Vo DU - 15 15 v
Veesi? TEZar - et 20 | 20 [V | 20VS<Vos <VpnMax.
Vep Vep v 1.5V S\Vpgy< 2.0V
lpp1 voarant 15 23 20 28 | mA | Altiaputs= Vpgy = 1.5V
lppz | Sta-zz, Correm 20 30 25 38 . mA |, Alllnputs=Vppp=2.0V
tep CraTags ez Sia~zz, T me 0 0 ns
1r(3] Standsy Ractier, Time ' tge tRe ns

STANDBY WAVEFORMS

NOTES:

1. Typical values are for Ty = 25°C.

2. Consider the test conditions as shown: If the stand-
by volitage (Vpp) is between 5.25V (Vo Max.) and
2.0V, then CE must be heid at 2.0V Min, (V). If
the standby voltage is less than 2.0V but greater than
1.5V (Vpp Min.}, then CE and standby voltage
must be at least the same value or, if they are dit-
ferent, CE must be the more positive of the two.

3. tR = trc (READ CYCLE TIME).

STANDBY MODE ————————e
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2102A FAMILY

A. C. Characteristics T, =0°Cto 70°C, V. =5V +5% unless otherwise specitied

READ CYCLE
2102A-2, 2102AL-2| 2102A, 2102AL | 2102A-4,2102AL-4
Limits (ns) Limits (ns) Limits (ns)
Symbol Parameter Min. Max. | Min. Max. | Min. Max,
tRC Read Cycle 250 350 450
ta Access Time 250 350 450
tco Chip Enable to Output Time 130 180 230
toH1 | Previous Read Data Valid with | 40 40 40
Respect to Address
toHz |Previous Read Data Valid with 0 0 0
Respect to Chip Enable
WRITE CYCLE
twe Write Cycle 250 350 450
taw | Address to Write Setup Time 20 20 20
twe Write Pulse Width 180 250 300
AR Write Recovery Time 0 1] 0
tow Data Setup Time “ED 250 300
toH Data Hold Time 0 0 0
tow Chip Enable to \vrite Set.o B 250 300
Time
Capacitance'®' 1, = 25°c, f=1vH2
A.C. CONDITIONS OF TEST SYMBOL TEST LIMIZS tof)
Input Pu te Le.els % .:1%122.0Volt L L
Input Rise arg Fall Times: 10nsec Cin INPUT CAPACITANCE 3 5
Tirmmz Vessurement  Inputs: 15 Valts [ALL INPUT P%8 Vo =0V
Fe‘erance Levels Qutput TZ2-220Volts T
CO - QUTPUT CAPACITANCE
Outpur Load: 1TTL Gere2=2 2| =100 pF Y Vout =0V 7 10
Waveforms
READ CYCLE WRITE CYCLE
I"——'nc——‘————q twe
ADDN&%@ x ADDRESS @
|
to— | o
cHie | i /— cHIP ' tow
ENABLE ENABLE

‘omy
e

-————-—-I‘_—-—J
DaTA o
ourt x @
@
@ 1svoLts = o
@ 20voLTs
I osvoLTs

Yaw Ywr
READ/
WRITE

(AN

—

Tom

ow
BTN DAY :NCG“E"* DATA STABLE

DATA CAN
CHANGE

NOTES: 1. Typical values are for Tp = 25°C and nominal supply voltage.
2. This parameter is periodically sampled and is not 100% tested.
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Typical D. C. and A. C. Characteristics

Iee (mA)

Ve (VOLTS)

ty (ms)

POWER SUPPLY CURRENT VS.

AMBIENT TEMPERATURE
: [T T
40 1 Ve MAX, ——
» h""'-. |
\.\ TYPICAL
25 B —
20
|
|
15 L
0 W 20 33 40 50 e 70
Ta 0}
Viny LIMITS VS. TEMPERATURE
18
—w3 22 |
18 G
14 ]
: ]
Ve *BOV |
| |
3 2 20 30 40 50 & ”
T I°C)
ACCESS TIME VS.
AMBIENT TEMPERATURE
350
| Voo MIN.
1TTL LOAD
C, = 1000F l
o | L
| TYPICAL _____...--""'"_
|
10 i
OUTPUT REFERENCE LEVELS: Vg = 20V
Vg, =08V
50
a 10 20 30 40 50 60 70

Iee (mAl

lgyy fmA)

1, (s

POWER SUPPLY CURRENT VS,

SUPPLY VOLTAGE

100

) |
30 T, = 25°C / ‘
|
A TYPICAL |
i
15
0 i
|
5
2 3 4 5 13
Ve (VOLTS)
OUTPUT SINK CURRENT VS.
QUTPUT VOLTAGE
M
b
| .....--""'"
20 p
| // TYPICAL
15 I /
3 /| I
/ 1, - 25C
Ve MIN.
5
00 1 2 3
Vg, IVOLTS)
ACCESS TIME VS.
LOAD CAPACITANCE
0 T
T, = 25°C
Vee MIN.
17TL LOAD
.—-"-.--—-
50 s
/ﬁw’llﬁu
150
OUTPUT REFERENCE LEVEL = 15V
50

C_ (pF)

200 300 400 500 600
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2114A
1024 X 4 BIT STATIC RAM

2114AL-1 | 2114AL-2 | 2114AL-3 | 2114AL-4 | 2114A-4 | 2114A-5
Max. Access Time (ns) 100 120 150 200 200 250
Max. Current (mA) 40 40 40 40 70 70
HMOS Technology B Completely Static Memory - No Clock

or Timing Strobe Required

Directly TTL Compatible: All Inputs

Identical Cycle and Access Times and Qutputs

@ Common Data Input and Qutput Using
Three-State Outputs

High Denslty 18 Pin Package B 2114 Upgrade

Low Power, High Speed

Single +5V Supply +10%

The Intel® 2114A is a 4096-bit stat = Ra~32m Access Memory organized as 1024 words by 4-bits using HMOS. a high per-
formance MOS technology. Ituses fu y DC stazie !static) circuitry throughout, in both the array and the decogirg. therefore it
requires no clocks or refreshing to ooperate Cata access is particularly simple since address setup times are not required. The
data is read out nondestructively and nas tne same polarity as the input data. Common input/output pins are provided.

The 2114A is designed for memory apz z2: 2-s where the high performance and high reliability of HMOS. 1ow cost. large bit
storage, and simple interfacing are impz=a~t cesign objectives. The 2114A is placed in an 18-pin pacxage for the highest
possible density.

It is directly TTL compatible in all respects: inputs, outputs, and a single +5V supply. A separate Chip Select (CS) lead allows
easy selection of an individual package wnen outputs are or-tied.

PIN CONFIGURATION LOGIC SYMBOL BLOCK DIAGRAM
D) @
A 18] ] Vee —a, Ay »3 — Vee
o) o ®
A A, —4, P - o) i GND
N wa —a, Ag 5 ﬁ-v_— row |, MEM&R;’D.::SHAY
Y d SELECT
A h —a oy — Ag > >3 . 64 COLUMNS
] s —]a Ay = > a—
&[5 2114A 14 [, ‘: 2B N |
A ]e 13 Jioy —la, 10, }— T T
L 12[ oy —la, 1% g‘)_ﬂ—_ ] cowumn 10 circunts
cs[ e [ Jo, —1% e 10 e »f ey COEUMN SELECT
[0 ] w[ W — %"E s 10y @ "j_ CONTAOL
10, © I»_B—-
L %@,@2@%‘ ] I_fl——u
P
=3
PIN NAMES
Ag—Ag ADDRESS INPUTS Ve POWER [+5V) O- PIN NUMBERS
| WE WRITE ENABLE GND GROUND
cs CHIP SELECT
1/0,=1/Qy DATA INPUT/QUTPUT
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2114A FAMILY

ABSOLUTE MAXIMUM RATINGS*

Temperature UnderBias ........ovvvuurnnn -10°C to 80°C
Storage Temperature ......c.cevvveueennsss -65°C to 150°C

Voltage on any Pin

With Respect to Ground .......ovevvuven.. =3.5V t0 47V
Power Dissipation .......... e R 1.0W
D.C.OuUtput Curent ...ovvvinrisneanecnsnrananss veeaSMA

D.C. AND OPERATING CHARACTERISTICS
Ta =0°C to 70°C, Vo = 5V £ 10%, unless otherwise noted.

*COMMENT: Stresses above those listed under "Absolute
Maximum Ratings"” may cause permanent damage to the device.
This is a stress rating only and functional operation ofthe device
at these or any other conditions above those indicated in the
operational sections of this specification is not implied. Ex-
posure is not implied. Exposure to absolute maximum rating
conditions for extended periods may affect device reliability.

2114AL-1/L-2/L-3/L-4 2114A-4/-5
SYMBOL PARAMETER Min.  Typ.!1l Max. Min, Typ.1l Max. |UNIT CONDITIONS
L Input Load Current 10 10 HA | Vin=0105.5V
(All Input Pins)
iIeol 1/0 Leakage Current 10 | 10 | pA | CS=Vw
Viyo = GND to VCC
lec Power Supply Current 25 40 | 50 70 [ mA | Vec= max, I;0=0mA,
Ta=0°C
ViL Input Low Voltage -3.0 0.8 -3.0 0.8 Vv
Vin Input High Voliage 2.0 6.0 2.0 6.0
laL QOutput Low Current 2.1 9.0 21 9.0 mA | VoL = 0.4V
loH Output High Current -1.0 -25 -1.0 -25 mA Vou = 24V
logl2! Output Short Circuit 40 40 mA
¥ Current
NOTE: 1. Typical valuesare for T = 25°Cand Vo = 5.0V,
2. Duration not to exceed 30 seconds.
CAPACITANCE
Ta=25°C, 1= 1.0 MHz
SYMBOL | TEST MAX UNIT CONDITIONS
Cio | Input Output Capacitance 5 pF Vo =0V
Cin | Input Capacitance 5 pF Vin =0V
NOTE: Thr perameter is periodically ssmpled and not 100% tested.
A.C. CONDITIONS OF TEST
Input Pulse Levels ..........covviviiiinnnnnrnnn.. =T R, .. 0.8 Voit to 2.0 Volt
Input Rise and Fall Times ...... oA R R e SRR e 10 nsec
Input and Output TimMing LEVeIS ....vvuvneierernnnanans TSRy ——— e ]
Output Load .......... P S vssssess 1 TTL Gate and C =100 pF




2114A FAMILY

A.C. CHARACTERISTICS Ta =0°Cto70°C, Vcg = 5V + 10%, unless otherwise noted.

READ CYCLE [V

2114AL-1 [2114AL-2 2114AL-3 2114A-4/L-4|2114A-5
SYMBOL PARAMETER Min. Max.| Min. Max.| Min. Max.| Min. Max.| Min. Max. UNIT
tac Read Cycle Time 100 120 150 200 250 ns
ta Access Time 1C0 120 150 200 250 ns
teco Chip Selection to Output Valid 70 70 70 70 85 ns
tex Chip Selectionto Qutput Active | 10 10 10 10 10 ns
toro QOutput 3-state from Deselection 30 35 40 50 60 ns
toa fgc‘,?g;s'*gﬁ’a;’é’é“ 15 15 15 15 15 ns
WRITE CYCLE (2
2114AL-1 2114AL-2 2114AL-3 2114A-4/L-4 |2114A-5
SYMBOL PARAMETER Min. Max.| Min. Max.| Min. Max.| Min. Max.] Min. Max. UNIT
twe Write Cycle Time 100 120 150 200 250 s
tw Write Time 75 75 90 120 135 g
twr Write Release Time 0 0 0 0 0 "3
torw Output 3-state from Write 30 as 40 50 &2 ns
tow Data to Write Time Overlap 70 70 120 135 ns
ton Data Hold from Write Time 0 0 0 0 ns
NOTES: _ _
1. A Read occurs during the overlap of a low CS and a hig_ll_wE.
2. A Write occurs during the overlap of a low CS and a low WE. t,y is measured from the latter of T3 or WE golng low to the earlier = 7% == 7 gaing high.
WAVEFORMS
READ CYCLE® WRITE CYCLE
- [ we
!l * ADORESS * 3
ADDRESS ’ X |
@ -
& Sk AN
2= OV NV 77777 -
.—Ir_-o—-t l‘—lotp—t- \
| s —_—
-—lcx—"T oHA WE @‘d&\‘ 7
Dour _I'{— .
p— '-—lnm—-
NOTES: Cour 23
3. WE is high for a Read Cycla. tow tow
4. 1 the CS low transition occurs simultaneously with the WE low
transition, the output buffers remain in a high impedance state,
5. WE must be high during all address transitions. O 0 “W
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Appendix C5
intal

8212
8-BIT INPUT/OUTPUT PORT

| Fully Parallel 8-Bit Data Registerand Buffer m 3.65V Output High Voltage for
m Service Request Flip-Flop for Direct Interface to 8008, 8080A, or
Interrupt Generation 8085A CPU
m Low Input Load Current — .25mA Max. ® Asynchronous Register Clear
m Three State Outputs B Replaces Buffers, Latches and
m Outputs Sink 15mA Multiplexers in Microcomputer Systems
B Reduces System Package Count

The 8212 input/output port c2ns s's of an 8-0t jaten w in 3-513%e cutput buffers along with control and device selection
logic. Also included is a service request ‘ -o-ficp for tne generation and control of interrupts to the microprocessor.
The device is multimode in nature. It can be used to implement latches, gated buffers or multiplexers. Thus, all of the
principal peripheral and input output functions of a microcomputer system can be implemented with this device.

PIN CONFIGURATION LOGIC DIAGRAM
SERVICE REQUEST FF

os, [ Vee N
mo[] 2 INT DEVICE SELECTION vo
—_ B
B b o o g ) i
Do 4 Do - b = -
; ! [ Uf-?jD ] aZTivE LOW
o,[s oI, " ]D_ .
oo,[]s Do, > w =
DI, 7 Dig st = 2] S
Do, 8 DOy , b ouTruT
o, [ o DIy { BUFFER
|
Do, 0o, 1
51; E-L—; D[]l. = f woy D
DATALATCH = |
GND os, —
]
Do e e
5 |
el |
us v o }003!u>
il |
H
==
E>ung 0 Lty 5>
PIN NAMES CoHle) | :
—-—:“ | !
| D-Dw__CaTaN [E>u, + 0 o .b— 0oy 5>
D0 D0y CaTaOUT 'S [ [
605, _oevice seueer | Ria=—R -1
() MODE —
T8 [steosE B>o TT1° [ 00 [>
[ T T TERRUPT (ACTIVE LOW] CHE ] |
CLR | CLEAR |ACTIVE LOW !1 |
oy +—o o —|—,- J oo, B>
| "‘Eu"_-_4 | [
— 1!
B> o LHGTHAD 00 D>
| , :,i*;_ o
TR I l
&> ACTIVE LOW! b | ;
| N, S =l
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8212

FUNCTIONAL DESCRIPTION

Data Latch

The 8 flip-flops that make up the data latch are of a "D"
type design. The output (Q) of the flip-flop will follow the
data input (D] while the clock input (C) is high. Latching
will occur when the clock (C) returns low.

The latched data is cleared by an asynchronous reset
input (CLRI. (Note: Clock (C) Overrides Reset (CLR).)

Output Buffer

The outputs of the data latch (Q) are connected to 3-state,
non-inverting output buffers. These buffers have a
common control line (EN!; this control line either enables
the buffer to transmit the cata from the outputs of the data
latch (Q) or disables the buffer, forcing the outputinto a
high impedance state. i 3-state)

The high-impedance stz2te allows the designer to connect
the 8212 directly onto tne microprocessor bi-cirectional
data bus.

Control Logic
The 8212 has control inputs DS1, DS2, MD and STB.

These inputs are used to control device selection, data
latching, output buffer state and service request flip-flop.

DS1, DS2 (Device Select)

These 2inpuisare _s
lowand DS2isn -
the selected state @
service request flig-*.22 S

MD (Mode)

This input is used to contra! t~e state of tre guto Lt o Mer

a~d to determine the source cf thec.ccx ingut C o ine
czta latch.

vw~21 MD is high {output mgzs ¢
e-zZ eJ and the source of cic g
-2~ :~e device selection logic C37-C32.

Vo=z= %2 is low [input mode| the ¢t

STB (Strobe)

T~ si~g.t s .sezastheclock (C) tothe datajatch for the
imzut mzge W2 = 0 and to synchronously reset the
service request ¢ o-f 2p ISR).

Ncie tnat the SR f ¢-flop is negative edge triggered.

Service Request Flip-Flop

The (SR) flip-flop is used to generate and control
interrupts in microcomputer systems. It is asynchron-
ously set by the CLR input (active low). When the (SR} flip-
flop is set it is in the non-interrupting state.

The output of the (SR} flip-flop (Q) is connected to an
inverting input of a "NOR" gate. The other input to the
"NOR" gate is non-inverting and is connected to the
device selection logic (DS1 + DS2). The output of the
“NOR" gate (INT) is active low (interrupting state) for
connection to active low input priority generating circuits.

SERVICE REQUEST FF

DEVICE SELECTION

A
> 08
(3> 052
E> [T

[ s1e

i

UATA LATCH ‘1 L [ ;_1

>y

Doy

> E

=

i S0

ACTIvE LOW

T8 MD 105, 05,1  DATAOUT CGUALS | cim | 8% 08y | sruT s [Nt
L] [} ISTATE :

1 ] o ASTATE 3

© H 0 DATA LATCH - T T o 5

[ 0 CATA LATCH i R | 7

© o 1 DATA LATCH El 1= T

() 1 DaTA 1N i = T [
[ 1 DATA N ¢ | D=1

1 1 1 DaTa 1N SINTERNAL SR FLIP FLOP

CLA - RESETS DATA LATCH
SETS SA FLIP FLOM
MO EFFECT ON DUTPUT BUFFERI

8212

Applications of the 8212 — For
Microcomputer Systems

| Basic Schematic Symbol
1 Gated Buffer

Il Bi-Directional Bus Driver
IV Interrupting Input Port

1. Basic Schematic Symbols

Two examples of ways to draw the B212 on system
schematics — (1) the top being the detailed view showing
pin numbers, and (2) the bottom being the symbaolic view

v Interrupt Instruction Port
VI Output Port

Vil BOBOA Status Latch

VIl 80B5A Address Latch

showing the system input or output as a system bus (bus
containing 8 parallel lines). The output to the data bus is
symbolic in referencing 8 parallel lines.




BASIC SCHEMATIC SYMBOLS

INPUT DEVICE QUTPUT DEVICE
ey 4 4
3 518 4 3 ST6__] 4
—o 0o+ o oof—
7 a 7 B
9 10 a9 10
&1 ez 5 {DETAILED! LN - E S
18 17 18 17
0] __[49 0| 13
22 |CLR INT [ 21 22 | INT CLR| 21
14 MD 73 23 mo__ [1a
955, - os,P vs, D5,
VI EREE! IERERE
GND Y
ey ) ~") & ouTPUT
STROBE ] [ ' FLAG
SYSTEM 1 1S¥MBOLIC) 1 SYSTEM
— A N p— — INT CL8 jo—
. 4 T
GND DATA BUS DATA BUS Ve

1l. Gated Buffer (3-State)

The simplest use of the 8212 15 t-at of 8 gated bu'fer. By
tying the mode signal low ard ~e sirobe ~z.th gh the
data latch is acting as a stra:g=1t~"~uch zate Trec tput
buffers are then enabled froT i~e Ceyice se eci.on logic
D&1 and DS2.

When the device selection logic s ‘a se the cuicuisare 3~
S

GATED BUFFER

Vee

STB

INPUT
DATA 8212
(250 pA)

QUTPUT
DATA
5—a

state. 38Ty
When the device selection logic s true 1~ ~z_tdatafrom b———tiRA
the system is directly transferred to tre c_iz .t The input S T
data load is 250 micro amps Trecuic.t 222 cansink 15 CONTROL aaa
milli amps. The minimum high output :s 3 22 1 Jits. (DST.Ds2)
8212
11l. Bi-Directional Bus Driver BI-DIRECTIONAL BUS DRIVER
A pair of 8212's wired (back-to-back! can be used as a Vee
symmetrical drive, bi-directional bus driver. Tre ceyices —
are controlled by the data bus input conirol wnch is ST8
connected to DS1 on the first 8212 and to DS2 on the
second. One device is active, and acting as a straight
i i) :
t rcfulgh bulfefthe otherisin 3 sta_te mode. This is a very — 5 DATA
useful circuit in small system design. BUS BUS
— ELR

DATA BUS

CONTROL — ¥ l L

(0= L =R) GND

fl=R=1L) -

518
s212 K |
—d CLR
| E—
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V. Interrupting Input Port

This use of an 8212 is that of a system input port that
accepts a strobe from the system input source, which in
turn clears the service request flip-flop and interrupts the
processor. The processor then goes through a service
routine, identifies the port, and causes the device
selection logic to go true —enabling the system input data
onto the data bus.

INTERRUPTING INPUT PORT

DATA
INPUT BuUS
STROBE ]
STB m
SYSTEM
YSTEM —_
Reser, ——q &R i
PORT _r__..__i I T
SELECTION GND TO PRIORITY CKT

(dswosa) L (ACTIVE LOW)
OR
TO CPU
INTERRUPT INPUT

V. Interrupt Instruction Port
The 8212 ¢z~ re used to gate the interrupt instruction,

normally RES7 23T instructions, onto the data bus. The
device 15 e~2Z 22 ‘rom the interrupt acknowledge signal
from the mic-zz-zzessorand from a port selection signal,
This signal s - 2 ytiedtoground. (DS1 could be used
to multiplex & .2~ =2, otinterrupt instruction ports onto a
common bus

INTERRUPT INSTRUCTION PORT

Vee CzTa
sz
ST [
| ]
I |
RESTART i
INSTRUCTION 8212 |
(RST 0= AST 7) ! i
CIR ‘
(DST) PORT SELECTION —-—? s ;
INTERRUPT ACKNOWLEDGE —a—u-—-

8212

V1. Output Port (With Hand-Shaking)

Tee£Z°2ca- ze used totransmitdatafromthe data busto
8 &,318™ CLiZ.t Tre output strobe could be a narg-
§.I" a5 receplion of data”fromthe device

shax "3

thati=e s,sie~iscoizaihingto. itinturn, caninterruptthe
sysiem sz~ =3 t~e reception of data. The selection of
the poricomes from tne cevice selection loglc.LD_Si -Ds2y

QUTPUT PORT (WITH HAND-SHAKING)

DaTa
BUS

~—— QUTPUT STROBE
" | vt

5TB

A ez 3 SYSTEM QUTPUT

INT CLR Jo—=—— SYSTEM RESET

et ] i—-— 7 PORT SELECTION
SYSTEM Vee L {LATCH CONTROL)
INTERRUPT . 1BSos2!




VIi. B080A Status Latch

Here the 8212 is used as the status latch for an 8080A
microcomputer system. The input to the B212 latch is
directly from the 8080A data bus. Timing shows that when
the SYNC signal is true, which is connected to the DS2
input and the phase 1 signal is true, which isa TTL level
coming from the clock generator; then, the status data will
be latched into the 8212.

Note: The mode signal is tied high so thatthe outputon the
latch is active and enabled all the time.

It is shown that the two areas of concern are the bi-
directional data bus of the microprocessor and the control

bus.

10
Doty g
D, 3 o,
D |5 D,
ga 3 gl DATA BUS
4 a4
8080A o[- . o
Dsfs T Dg
D, t D,
syne P2 ‘
pain |
81 o2 ! STATUS
2 15 } LATCH
12-\7-\- [ ; o, D, :—~ INTA |
{ ! |. P T T2
i 1 = F— WO
ov - Sl [ 1] — .f_o.. STACK \
| | ———] hs— HLTA @1
P T 82 7 9T s N \
RR 2 75 ::19 - CONTROL
CLOCK GEN  [1217TL| L 2 . 121 memR Bes SYNC ____/ . S
—CL —y |
& DRIVER | s _ |
! J13 |2 T] DATA I PR
1 —1 DBIN | I
,-I J STATUS
Vee
8212
VIil. 8085A Low-Order Address Latch
The B0B5A microprocessor uses a ~_ * - 2xe2 address/
data bus that contains the low c2s- 5 ¢* acdress
information during the first part c* a2 =32~ -~z 2,2.e The
same bus contains data at a laie 1 ~2 -~ :~e cycle. An 12 D =
address latch enable (ALE} sigrai s £°2. 223 by the ADqg 13 D°
8085A to be used by the 821210 laic™ i~ t I ET 1
may be available through the whc e =22~ % ADz 15 D2
In this configuration, the MODE input st 22~ 2. xeeping AD3g ¥ D3 | parasus
the 8212's output buffers turned on at a1 1 ~ss. ADa 3 D4
B0B5A  AD Ds
i EE
ADg g Dg
AD7 - Dy
30
ALE
Vee
11] .
2 Dly STB DO—= Ag _]
5 6
—= A1
e
A
—» A3 LOW ORDER
1 1
o 412 F>=As [T ADDRESSBUS
18 17 As
20 19 Ag
22 21 A7
— CLR —
14| DS, mp DS,
1

— 113 [z

Vee
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8212

ABSOLUTE MAXIMUM RATINGS*

§ 2 : MMENT

Temperature Under Bias Plastic ....... 0°C to +70°C ;is:ﬂo R
t va ih | under”. clute Maxrmum Ratings” may cause
i:?gg‘e Tfmp;ratulrev-]- ------------ ‘6.3;50:0 +160°C permanent damage 1o Ihe device This:sasiressraling only ang lunctional
utput or supp oltages ........ .5 to 47 Volts operation of the device at these or any other congilions above those
All Input Vollages y 9 -1.0 to 5.5 Volts indicated n the pperabional sections of this speciicancn 15 not imphed
Ouiput CUMONS .+ 0 ' '100 A Exposure 1o absolute maxmum raling condiions 1or extended penods

............................. m may altect device rehabihity

D.C. CHARACTERISTICS Ta=0°Cto+75°C, Voo = +5V 5%

Limits
Symbol Parameter Unit Test Conditions
Min. Typ. Max.
IF Input Load Current, ACK, DSz, CR,
D11-Dlg Inputs -.25 mA |VE= 45V
Ie Input Load Current MD Input -75 mA | VF = 45V
IF Input Load Current DSy Input -1.0 mA |V = 45V
IR Input Leakage Current, ACK. DS. CR.
DI1-Dls Inputs 10 phA VR =Vzc
IR Input Leakage Current MO Input | 30 wA VR =V
Ir Input Leakage Current DS+ Input 40 pA VR =VZIZ
Ve Input Forward Voltage Ciamp -1 Vv Igc =-5mA
ViL Input “Low™ Voltage .85 v
ViH ! Input "High™ Voltage 22 v
Voo Output "Low™ Voitage 45 A loL = 154
Vor Dutout "High" Voltage 365 4.0 v lon = -1mA
Isc S~zrt Circuit Output Current «15 =75 mA |Vo=0V Vzz =3V
ol C.izot Leakage Current High [
—c2zance State 20 phA  |Vo= 45V 523V
lcc coasr Lty Cumect | 90 130 mA
8212
TYPICAL CHARACTERISTICS
INPUT CURRENT VS. INPUT VOLTAGE OUTPUT CURRENT VS. OUTPUT “LOW" VOLTAGE
] 100 r .
Vee " *50V Vg = *5.0V |
50 - : |
< 00 'g_
3 P2 oA E
= Ta*0 cJ /_. : E
R /T/ R &
= =1
- ! | 2
£ | . ! E
| ' )
i i
252 - ;
| |
|
- 1
2 -2 -1 a L3} 2 3
INPUT VOLTAGE (V) QUTPUT “"LOW" VOLTAGE «W»
OUTPUT CURRENT VS. DATA TO QUTPUT DELAY
QUTPUT "HIGH" VOLTAGE VS. LOAD CAPACITANCE
o 50 T T 3
Ve * 8 EV Ve 2 50V i i
s ToeBe | i i
'// '
1 a0
L | / //‘ E | |
H T,+18C > !
= = >// 3 i i
zZ o 4 s » % -
-3 - i ”"
= 20 /7 Ta"0C 2 20 - M/
& =3 = —
’: - __J’ / ="
/ c i '
/ n -
.30 :
VA |
ﬁﬂ 10 20 an an 50 GD 50 00 150 2;0 250 30
OUTPUT "HIGH VOLTAGE iv) LOAD CAPACITANCE [pF)
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DATA TO OUTPUT DELAY
VS. TEMPERATURE

WRITE ENABLE TO OUTPUT DELAY

VS. TEMPERATURE

22 T a0 .
Ve €450V Vg T 450V
20 Eo®
o >
: A E
=
z = o .c_: 30 i p=h
b
= .
g e £ 1
& o £ i -
> - a i - v
& 16 25 : e A
1S - I = = -
2 - tha | = s18 SR i
= - bt D5, T
o z 5, —T=
PO : T wfo 7T o e R
T ] z 65, | ——t——T —
o i w
! k=
12 } g s !
| !
10 . 10, -
25 ] 25 50 5 100 [ [ 50 75 100
TEMPERATURE [ C) TEMPERATURE! C

A.C. CHARACTERISTICS Ta=0°Cto~-70°C. Vcc =+5V + 5%

[ Limits
Symbol Parameter Unit Test Conditions
[ Min. Typ. Max.
trw Pulse Width 30 ns
trD Data to Output Delay | 30 ns i Notwel
twe Write Enable to Qutput De a2y ! 4] ns | Note 1
tser Data Set Up Time i 15 ns
tH Data Hold Time | 20 ns
tR Reset to Qutput Ce'ay 40 ns Note 1
ts Set to Qutput Cezy 30 ns Note 1
te Cutput Enable Csaca ™ ~= 45 ns Note 1
tc Clear to Qutput Ceiay 55 ns Note 1
CAPACITANCE* F=1MHz Vs =23V Voo =+5V, Ta=25°C
Limits
Symbol Test
Typ. Max.
Cin DSy MD Input Capacitance EoF s
Cin DS2. CK, ACK, DI1-Dig
Input Capacitance S=F 9=F
Cour |DO1-DOg Output Capacitance | 8oF 1zcF
*This parameter is sampled and not 100% tested,
SWITCHING CHARACTERISTICS
Condilions of Test
Input Pulse Amplitude = 2.5V Test Load
Input Rise and Fall Times 5ns 15mA & 30pF
Between 1V and 2V Measurements made at 1.5V
with 15mA and 30pF Test Load Vee
Note 1:
R
Test C.* A4 A2
tPD. twE. 1R, ts, G 30pF | 3000 | 600N B% 2
te, ENABLE! 30pF | 10ka | 1Ka L
C.* R2
te. ENABLE | a0pF | 3000 | 600N I
te. DISABLE! SpF 3000 6000 = =
te. DISABLEI 5pF 10K 1K
*INCLUDING HG & PROBE CAPACITANCE

*Includes probe and jig capacitance.
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TIMING DIAGRAM

P T R, ey iy
DATA 1.5V 15V
. [

' I
STBor 057+ DSz 1.5V { \k 1.5V
—_—_—_———
QUTPUT 1.5V
—

D8y« 052 15y 71 1.5V

sy
= TE “| ISEE NOTE BELOW) = Ag—t v
s i i e L i
auTeL T \ == @
~ T oL
sV
TR
o
DATE
§TBor T3 - 05 i |5k
|
- lpg =
e
ouTRUT 15V
i e e s S i i
578 § 8
— Ty —--II
]
B i e B i e )
©5y. DSy ' 15V

| i i

. |
| oy —t= =15

\ Jo

|
i
NITE ALTERNATIVE TEST LOAD g -
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Appendix C6

STANDARD MICROSYSTEMS
CORPORATION

35 Marcus Bha H ge WY NT8T
5402275898

We keep ahead of our competition S0 you can keep ahead of yours.

1916 27330 T

KR2376-XX

Keyboard Encoder Read Only Memory

FEATURES

O Outputs directly compatible with TTL/DTL or
MQOS logic arrays.

O External control provided for output polarity
selection.

O External control provided for selection of odd
or even parity.

[ Two key roll-over operation.

] N-key lockout.

O Programmable coding with a single mask
change.

[0 Self-contained oscillator circuit.

T Externally controlled delay network provided
to eliminate tne eftect of contact bounce.

— One integra‘ec circuit required for complete
keyboard assembly.

— Z:ztccharge protection onall inputand

Cuiputterminals.

[ Entire circuit protected by a layer of glass
passivation.

PIN CONFIGURATION

e
vee [ 1 40 [J Frecuency Control A
Frequency Contra1B [ 2 3g [] %0
Frequency Contral C [] 3 a8 [] X1
Shitt input [ 4 37 [1%2 | ceynoarg
Controlinput [ § 36 [ x3 } Natnx
Par-lylnvenlnputE 6 35 [ xa | outouts
Farity Output [} 7 34 [J %5
DataOutput 88 [] 8 EABELH
Data Qutout 87 (] 9 3z [t
Data Output 86 [ 10 3 [ ¥
Data Output 85 (] 11 v
Data Outpu B4 [ 12 a2
Data Qutpunt 82 [] 12 2a[]v3
Data Output 82 [] 14 27 [] ¥4 | Keyoboard
Data Qutput B1 [ 15 26 [1Y5 ¢ Matrix
Strobe Output | 16 25[1¥5 | Inputs
Grouna [ 17 24 [] Y7
veo [] 18 23[1v8
Strobe Conteat input [] 19 2209
Data & Stope [ 20 21 [J ¥10)
Invert Input

PACKAGE: 40-Pin D.I.P.

GENERAL DESCRIPTION

The SMC KR2376-XX isa 2376-bitRead Or'y Memory
with all the logic necessary to encode sing's Co'e
single throw keyboard closures into a usat € 8-ot
code. Data and strobe outputsaredirect y ccmpatible
with TTL/DTL or MOS logic arrays withcut tne Jse of

any special interface components

The KR2376-XX is fabricated with low t=rez=2
P-channel technology and contains 2942
enhancement mode transistorson asing
chip, available in a 40 pin dual-in-line pacx

u

______ |
18 2 ce”
Vg Tao a \
17 z 8
Vawo —074 Osgu KH‘:'OR -
JLLAT T i
Ve —+—4 3 R2 P : .
| 1 I mequency § | ¢ |
) | CONTROL
\ 11 BT COMPARATSS |
| T‘-“I‘“'TT““L cLocK |
|
! T_I 1 [ 1] CONTAOL |
: 11 STAGE RING COUNTER l-— I 44444404044
|
| HILElL Ll I N i
| ] 3 0
—! i
SHIET INPUT — 3 i
5 30 i %2
CONTROL INPUT —4 ‘__.' . e 7]
sTaoBE | 2376 BIT ROM —  sTace =%
CONTROL MauT 19, [T I (9BIT x 88 KEYS x 3 MODE) i i T T R HE
TRELG] ) N m_ ' %
| ‘32 » A7 v
Vee Ve | | l l l I l l 1 l 1 I 88 SPST KEYBOARD SWITGHES
DATA & STROBE 20 3 i | WX
INVERT INPUT S | %8 s
pariTy 6 COMPATIBLE QUTPUT DRIVERS ] 1 J--—-T— TYPICAL SWITCH
INVERT INPUT ; P ]
B s ) V7 0 e e e X7 /
6 7|8 (9 [ [12 12 {14 |15 W
STROBE OUTPUT EXAMPLE

PARITY QUTPUT
TA £
Fig. 1 OISR

B8 BT B6 B5 B4 B3 B2 B1 —

* R1(EB0KM). C1 [00144) provede approx 15 ms delay
[see hgure 5)
R2 (100K 0. C2 150p1) prowide S0KHE clock irequency
[see hgure B)

Reprinted by permission of SMC Microsystems Corporation Copyright © 1980
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MAXIMUM GUARANTEED RATINGSt

Operating Temperature Range .......... 6 B AT e s 0°Cto +70°C
Storage Temperature Range ........ R vt e RS i —65°Cte +150°C
GND and Vag, withrespecttoVee vovvvninnenvnnnnnnnnes PP S e o A —20V to +0.3V
Logic Input Voltages, with respectto Vec ... ... T —— —20V to +0.3V

+Stresses above those listed may cause permanentdamage to the device. Thisisastressratingonly
and functional operation of the device at these or atany other condition above those indicated in
the operational sections of this specification is not implied.

ELECTRICAL CHARACTERISTICS
(Ta=0°C to +70°C, Vo = +5V £0.5V, Vae = —12V £1.0V, unless otherwise noted)

Characteristics Min Typ Max Unit Conditions
CLCCK 20 50 133 KHz seefig.1footnote (*") for typical
R-C values
DATA INPUT
Logic "0" Level -0.8 \)
Logic “1" Level Vce-1.5 Vv
Input Capacitance 10 pf
INPUT CURRENT
*Control, Shift & Y0
thru Y10 10 100 140 pA  Vin=+5.0V
*Control, Shift & YO
thru Y10 5 30 50 uA  Vin= Ground
Data Invert, Parity Invert .01 1 up Vs=-=50Vio+3.0V
DATA OQUTPUT & X QUTPUT
Logic "0" Level -2 Vo la.=18~Alseefig.7)
Logic 1" Level Vee-1.0 Voo o lz-=1I0 LA
FZWER CONSUMPTION 140 £33 I .co. Vo'tages

S.. TCH CHARACTERISTICS

' = mum Switch Closure
C:-:zct Closure Resistance

see timing diagram-fig. 2

< 2n X1and Y1 300 e ]
C:-:z:1 Open Resistance
z 21 X1 and Y1 1x 107 i

3 « 1~ Internal Resistor to Vea

DESCRIPTION OF OPERATION

The KR2376-XX contains (see Fig. 1), a 2376-bit
ROM, 8-stage and 11-stage ring counters, an 11-bit
comparator, an oscillator circuit, an externally
controllable delay network for eliminating theeffect
of contact bounce, and TTL/DTL/MOS compatible
output drivers.

The ROM portion of the chip is a 264 by 9-bit
memaory arranged into three 88-word by 9-bit
groups. The appropriate levels on the Shift and
Control inputs selects one of the three 88-word
groups; the 88-individual word locations are
addressed by the two ring counters. Thus, the ROM

address is formed by combining the Shift and
Control Inputs with the two ring counters.

The external outputs of the 8-stage ring counter
and the external inputs to the 11-bitcomparatorare
wired to the keyboard to form an X-Y matrix with the
88-keyboard switches as the crosspoints. In the
standby condition, when no key is depressed, the
two ring counters are clocked and sequentially
address the ROM: the absence of a Strobe Output
indicates that the Data Outputs are 'not valid’ at
this time.



When a key is depressed, asingle path iscompleted
between one output of the 8-stage ring counter
(X0 thru X7) and one input of the 11-bit comparator
(Y0-Y10). Aftera number of clock cycles,acondition
will occur where a level on the selected path to the
comparator matches a level on the corresponding
comparator input from the 11-stage ring counter.
When this occurs, the comparator generates a
signal to the clock centrol and to the Strobe Output
(via the delay network). The clock control stops the
clocks to the ring counters and the Data Outputs

(B1-B9) stabilize with the selected 9-bit code,
indicated by a 'valid' signal on the Strobe Output.
The Data Qutputs remain stable until the key is
released.

As an added feature two inputs are provided for
external polarity control of the Data Outputs. Parity
Invert (pin 6) provides polarity control of the Parity
Qutput (pin 7) while the Data and Strobe Invert
Input (pin 20) provides for polarity control of Data
Outputs B1 thru B8 (pins 8 thru 15) and the Strobe
Qutput (pin 16).

SPECIAL PATTERNS

S ~ce the selected coding of each key is defined
c.ring the manufacture of the chip, the coding can
te cnanged to fit any particular application of the
keyboard. Up to 264 codes of up to 8 bits (plus one
parity bit) can be programmed into the KR2376-XX

ROM covering most popular codes suchas ASC11,
EBCDIC, Selectric, etc.,aswellas many specialized
codes. The ASC11 code is available as a standard
pattern. For special patterns, use Fig. 9.

TIMING DIAGRAM

SWITCH SWITCH
CLOSURE RELEASE
< = <5
e MINIMUM S0 TCR CLOS L PE e e -——.1
| 88 CLOCK CYCLES—» —— ~———»l— STROBE WIDTH
SWITCH & Lo SWITCH _
BOUNCE ™ T b= gounee
MATS. A SJTRUT
K od Voo | I
] i
| ! '
Vee i
STACEE ZLTPUT | |
Voo b
— Sus 1.._
o DATA
VALID
AN 30 TCH CLOSURE = SWITCHBOUNCE « (88+%) - STACAEDELAY « STROBEWIDTH

TR e Spes g

MAXIMUM DETERMINED DETERMINED BY MINIMUM T'E
EXPECTED BY FREQUENCY EXTEANALRC RE L2
OF OPERATION EXT
{EXTERNAL RC)

Fig.2

POWER SUPPLY CONNECTIONS FOR
TTL/DTL OPERATION

RPN Gna

s

TILOTL W 1 7 TTLIOTL
LOGIC OR INPUTS QUTPUTS | LOGIC OH
SMC LOW | = KR2376-XX ———3 | SMC LOW
VOLTAGE VOLTAGE

MOS LOGIC L MOS5 LOGIC

POWER SUPPLY CONNECTIONS FOR

MOS OPERATION
ATV
1 Gra ]
Vao | Veel Vowc )
FROM HIGH OR | LA 7 ’
LOW VOLTAGE | mpuTs ouTPUTS | TOHIGH
MOS DR TTLIOTL | ————y KR2376-XX —— | Oftow
REFERENCED VILIAGE
TO -5V
Fig.3

OUTPUT DRIVER & "X" OUTPUT STAGE
TO KEYBOARD

g Va3 Vono

:
T

Vee

| S

"¥" INPUT STAGE FROM KEYBOARD

Vaa

3 TO
KEYBOARD INTERNAL
INPUT ” -[- GATING

1
STATIC CHARGE  Vgc COUNTER
PROTECTION DEVICE INPUT

Fig.4
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TYP. OUTPUT

STROBE OSCILLATOR ON RESISTANCE TYP. POWER
DELAY FREQUENCY VS. GATE CONSUMPTION
Vs. C, VS.C; BIAS VOLTAGE VS. TEMPERATURE
00254t T I T 200 —T 160 —T—T—T—T—T—7
: | t R :lO(()Kﬂ | Nom Suur_: Voltage
w gl = Aas i . L Nom STJoogffo?mge‘ FWo+ 4+ ¢ ;;151:::
£ ot ot d ] B ] Faa .
£ ; 2 - i g o
gomlopf b ] Gl | soifomndban g P -.
§ wiil 2 hime | 3 eheia 2100 bt o $t—t—1
| Nom Supp Voltage H i ] o I [
g T - 5 | || S L I
o 1 2 a 4 20 40 &) W0 i) 0 W M 30 40 S0 &0 TO
DELAY - mssc FREQUENCY - KHz Vas - Volls TEMPERATURE - °C
Fig.5 Fig.6 Fig.7 Fig.8
CODE ASSIGNMENT CHART DATA (B1-B8) INVERT
KR2376-ST TRUTH TABLE
8 Bit ASCII, odd parity DATABSTROBE
INVEAT INPUT AZ
(Fin 201
. Ti] : E
P Is Ba a ? .‘;,
l\l.‘?: ar
Pes @ ax
x - STROBE INVERT
: =
[ ] -y
[ ] X
| B .
.4 o o 3
- Ec 1 a 1
3 0 1 1

L)

Code representative of key dez-a:3
lpcation X0-Y9 and propermoge 52 2

STANDARD MICROSYSTEMS
CORPORATION

wonage v 4
Pa A 13 a2

B "
e ikeep ahead Of QuUF COMPeTRoon 50 ¥O0u Lan keep anead of yours.

- PARITY INVERT
= TRUTH TABLE
- ARITY [els] PARITY
= INVERT INPUT  ASSIGNMENT OUTPUT
g 1Pin B) CHART (Fin 7)
Q
H 0 ; i
e 1 0 1
L [+] o 0
Eead
= ]
oAs
iw
= MODE SELECTION
: §C=N
aal sC=s
o Zc=cC
5 C=INVALID (SPURIDJS CATA)

N = Normal Mode

5 = Snift Mode

C = Control Mode

® = Oulput Logie "1° (see dala B1-88)
Loge "17 = <50V

Logic *0° = Ground

Circuit dhagrams utibzing SMC products arencluded as a means ol illustrating typical semiconductor apphca-
hons. consequently comglele infarmanan suflicient for construchon purposes s not necessanly given The
wnformation has been carefully checxed and 15 beheved 1o be entirely rehable However, no responsibility 15
assumed lor inaccuracies Furthermore, such informanon does not convey 1o the purchaser of the semiconductor
cawvices described any heense under the patent nghts of SMC or others SMC reserves Ihe ngnl 1o make changes
&t any time in order to improve design and supply the best producl possible



Appendix C7

STANDARD MICROSYSTEMS COM2502
CORPORATION COM2017

(516} 273-3100  TWX-530-227-6838

Ve keep ahead 0 our competition 50 you can keep ahead of yours. COM2502/H
COM2017/H

Universal Asynchronous Receiver/Transmitter

UART Pin Configuration
FEATURES veedt - ® N TP
. T 3 : s . Voo [ 2 39 POE
[ Direct TTL Compatibility — no interfacing circuits Gnd ] 3 38 % NDB1
required AOE [ 4 37 ] NDB2
RO8 []5 36[] NSB
O Full or Half Duplex Operation— can receive and RO7 (1 6 35[] nPB
transmit simultaneously at different baud rat noe 0.7 o L
nsmit simu ously at different baud rates Rros 0 8 30 To8
- RD4 9 323 TO7
O Fully Double Buffered—eliminates need for precise RD3 [ 10 a1 [] Tos
external timing acz {1 0[] Tos
RO 12 29[] TD4
i fication — RPE [ 13 28[] TD3
[J Start Bit Verification—decreases error rate s E L3 27 To2
O Fully Programmalble— data word length, parity mode, ;% 0 I: g: % Igc‘z
number of stop bits; one, one and one-half, or two ree 7 24 [] TEOC
= ROAR [ 18 22
O High Speed Operation—4CK baud, 200ns strobes Aoa e 22[] TeMT
RSt Q20 21 MR
ter Reset— Resets all status out
L Wiasster Reaet—Ne ugoutputs PACKAGE: 40-Pin D | P
[ Tri-State Outputs—bus structure oriented
[0 Low Power—minimum power reguirements Functional Block Diagram
O Input Protected —eliminates handling problems TOD1 TOD2 TD3 TD4 TCS ™25 TO7 TD8
[ Ceramic or Plastic Dip Package—easy board insertion 125 I” 125 129 Pl l“’ 133
o TRANSMITTER B_FZR REGISTER
TRANSMITTER a5
SHIFT TS0
REGISTER
TGP/ 40 TIMING AND CONTROL TH.&NSMI‘I’TEﬂl! TEOC
cs-s—ﬁ ﬁ il E_«—.m
GENERAL DESCRIPTION NPB4IZ—H 36 ST TBMT
. . - NSE+S—4 conTROL WORD. 1Y RPE
The Universal Asynchronous Receiver/Transmitter is NDBZ+57—W oo sTER BUFFER s RFE
f . . NDB1 +=-—*n RGR
an MOS/LSI monolothic circuit that performs all the POE+22 REGISTER AgA
receiving and transmitting functions associated with T 8! reAm
asynchronous data communications. This circuit is i7 u ﬁ
fabricated using SMC's P-channel low voltage oxide- RCPY TIMING AND CONTROL RECEIVER [
nitride technology. The duplex mode, baud rate, data J\L
word length, parity mode, and number of stop bits are PRAD Y
independently programmable through the use of exter- asi 122 gsﬁﬁ_WEﬂ .LJ
nal controls. There may be 5, 6,7 or8 data bits, odd/even ) REGISTER pED e
or no parity, and 1, or 2 stop bits or 1.5 stop bits when J\L = Gnd
utilizing a 5-bit code from the COM 2017 or COM2017/H.
The UART can operate in either the full or half duplex HﬁE-‘—ul RECEIVER BUFFER REGISTER
mode. These programmable features provide the user J.s J. J. J. J. J. l ] 1‘2
with the ability to interface with all asynchronous S L T S L Y
3 RD8 RD7 RD6 RDS5 RD4 RD3 RD2 RD1
peripherals.

Reprinted by permission of SMC Microsystems Corporation Copyright © 1980
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DESCRIPTION OF OPERATION— TRANSMITTER

At start-up the power is turned on, a clock whose
frequency is 16 times the desired baud rate is
applied and master reset is pulsed. Under these
conditions TBMT, TEOC, and TSO are all ata high
level (the line is marking).

When TBMT and TEOC are high, the control bits
may be set. After this has been done the data bits
may be set. Normally, the control bits are strobed
into the transmitter prior to the data bits. However,
as long as minimum pulse width specifications
are not violated, TDS and CS may occur simulta-
neously. Once the date strobe (TDS) has been
pulsed the TBMT signal goes low, indicating that
the data bits buffer register is full and unavailable to
receive new data.

If the transmitter shift register is transmitting pre-
viously loaded data the TBMT signal remains low.
If the transmitter shift registeris empty, orwhenitis
through transmitting the previous character, the
datainthe buffer registerisloadedimmediatelyinto
the transmitter shift register and data transmission

commences. TSO goes low (the start bit), TEOC
goes low, the TBMT goes high indicating that the
data in the data bits buffer register has been loaded
into the transmitter shift register and that the data
bits buffer register is available to be loaded with
new data.

If new datais loaded into the databitsbufferregister
atthistime, TBMT goes lowand remainsinthisstate
until the present transmission is completed. One
full character time is available for loading the next
character with nolossinspeed of transmission. This
is an advantage of double buffering.

Data transmission proceeds in an orderly manner:
start bit, data bits, parity bit (if selected), and the
stop bit(s). When the last stop bit has been on the
line for one bit time TEOC goes high. If TBMT is
low, transmission begins immediately. If TBMT is
high the transmitter is completely at rest and, if
desired, new control bits may be loaded priortothe
next data transmission.

TRANSMITTER BLOCK DIAGRAM

ODD/EVEN
PARITY SELECT
prats el 0S8 0BT D85 DSS Li4 DBEI CE2 CE!
Cis g L
CONTROL AR Srea aseslaeapeps ) : CaTa 2S5,
e R ST e na TESETES : 5
STROBE Y s-- N3 PE2E \ l = #—+——— CATASTROBE
‘ ‘
S STEZAING LTS S
ARG E TRANSMITTER
[ FiF BUFFER
g s EMPTY
cloek _‘l TIMING GENERAT23 T 2 1757 TRANSMITTER

T SERIAL
SHIFT REGISTER —* ouTPUT
QUTPUT
LOGIC

-—ﬁ PARITY BIT GENERATION LOGIC I—“i

END OF
’ CHARACTER

DESCRIPTION OF OPERATION—RECEIVER

At start-up the power is turned on, a clock whose
frequencyis 16 times the desired baudrateisapplied
and masterresetis pulsed. Thedataavailable (RDA)
signal is now low. There is one set of control bits for
both the receiver and transmitter.

Data reception begins when the serial input line
transitions from mark (high) to space (low). If the
RSl line remains spacing fora1/2 bittime, agenuine
start bit is verified. Should the line return toa mark-
ing condition priortoa 1/2 bittime, the start bit veri-
fication process begins again. A mark to space
transition must occur in order to initiate start bit
verification. Once a start bit has been verified, data
reception proceeds in an orderly manner: start bit
verified and received, data bits received, parity bit
received (if selected) and the stop bit(s) received.
If the transmitted parity bit does not agree with the
received parity bit, the parity error flip-flop of the
status word buffer register is set high, indicating a
parity error. However, if the no parity mode is se-

lected, the parity error flip-flop is unconditionally
held low, inhibiting a parity error indication. If a
stop bitis notreceived, duetoanimproperly framed
character, the framing error flip-flop is set high,
indicating a framing error.

Once a full character has been received internal
logic looks at the data available (RDA) signal. If, at
this instant, the RDA signal is high the receiver
assumes that the previously received character has
not been read out and the over-run flip-flop is set
high. The only way the receiver is aware that data
has been read out is by having the data available
reset low.

At this time the RDA output goes high indicating
that all outputs are available to be examined. The
receiver shift register is now available to begin re-
ceiving the next character. Due to the double buf-
fered receiver, a full character time is available to
remove the received character.
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CONTROL
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REGISTER
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—4 TIMING GENERATOR I

DESCRIPTION OF PIN FUNCTIONS

PIN NO. SYMBOL NAME FUNCTION
1 Vece Power Sucoly -3 volt Supply
2 Voo PowerS.coy —ig ctSopoly
3 GND Ground Gro.nd
4 RDE Recenved Data A low-level input enables the outputs (RD8-RD1) of the
Enanie receiver buffer register.
5-12 RD8-RD1 Fzcewver Data These are the 8 tri-state data outputs enabled by RS =
Catputs Unused data output lines, as selected by NDB" 2~z 3382,
have a low-level output, and received characters a2 r gnt
justified, i.e. the LSB always appears onthe R0° ¢_10ut.
13 RPE Fazever Parity This tri-state output (enabled by S\WWE 'szta2~ z=- evel if
Error the received character parity bit ¢ogs =21 z2Z7¢2 winthe
selected parity.
14 RFE Receiver Framing This tri-state output (enabled by SV. E1 := 21 a high-level if
Error the received characterhasnovalicsico o b
15 ROR Receiver Over This tri-state output (enabled by SWE! is at a high-level if
Run the previously received character is not read (RDA output
not reset) before the present character is transferred into
the receiver buffer register.
16 SWE Status Word A low-level input enables the outputs (RPE, RFE, ROR,
Enable RDA, and TBMT) of the status word buffer register.
17 RCP Receiver Clock This input is a clock whose frequency is 16 times (16X) the
desired receiver baud rate.
18 RDAR Receiver Data A low-level input resets the RDA output to a low-level.
Available Reset
19 RDA Receiver Data This tri-state output (enabted by SWE) is at a high-level
Available when an entire character has been received and transferred
into the receiver buffer register.
20 RSl Receiver Serial This input accepts the serial bit input stream. A high-level
Input (mark) to low-level (space) transition is required to initiate
data reception.
21 MR Master Reset This input should be pulsed to a high-level after power

turn-on. This sets TSO, TEOC, and TBMT to a high-level
and resets RDA, RPE, RFE and ROR to a low-ievel.
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22 TBMT Transmitter This tri-state output (enabled by SWE) is at a high-level
Buffer Empty when the transmitter buffer register may be loaded with
new data.
23 TDS Transmitter A low-level input strobe enters the data bits into the
Data Strobe transmitter buffer register.
24 TEOCC Transmitter End This output appears as ahigh-leveleachtimeafullcharacter
of Character is transmitted. It remains at this level until the start of
transmission of the next character or for one-half of a TCP
period in the case of continuous transmission.
25 TSO Transmitter This output serially provides the entire transmitted
Serial Output character. TSO remains at a high-level when no data is
being transmitted.
26-33 TD1-TD§ Transmitter There are 8 data input lines (strobed by TDS) available.
Data Inputs Unused data input lines, as selected by NDB1 and NDB2,
may be in either logic state. The LSB shouid always be
placed on TD1.
34 CS Control Strobe A high-level input enters the control bits (NDB' NDB2.
NSB, POE and NPB) into the control bits ho'c ~3 reg ster.
This line may be strobed or hard wired to a nigh-ievel
35 NPB No Parity Bit A high-level input eliminates the parity bit from £g ~3
transmitted; the stop bit{s) immediately follow 1~= zst cata
bit. in addition, the receiver requires thestop o' s "> foilow
immediately after the last data bit. Also, the RFE c.:iZutis
forced to a low-level. See pin 39, POE.
36 NSB Number of This input selects the number of stop bits. A low-level input
Stop Bits selects 1 stop bit; a high-level input selects 2 stop brts
Selection of 2 stop bits when programming a 5 data &1t word
generates 1.5 stop bits from the COM 2017 or COM 2017, H.
37-38 NDB2, Numter of Data These 2 inputs are internally decoded to selecteither 5.6.7,
NDB1 Bits/Character or & cata bits/character as per the following truth table:
NDB2 NDB1 data bits/character
L L 5
L H 6
H L 7
H H 8
39 POE Odd/Even Parity The logic level on this input, in conjunction with the NPB
Select input, determines the parity mode for both the receiverand
transmitter, as per the following truth table:
NPB POE MODE
L L odd parity
L H even parity
H X no parity
X =don'tcare
40 TCP Transmitter This input is a clock whose frequency is 16 times (16X) the
Clock desired transmitter baud rate.

TRANSMITTER TIMING —8 BIT, PARITY, 2 STOP BITS

T

p—

]

—

—— ==

ATA1] T
TAT) svase 1
DATAY] | DATAS PARITY| STOF 1 STOP 2| START

TRANSMITTER START-UP

TcP | | | ] |
705 |

M
Ts0 |

s

Upondata i .orwhen not 0 at 100% line the startbitwillbe placed
on the TSO line at the high to low transition of the TGP clock following the raiing edge of TDS.




RECEIVER TIMING—8 BIT, PARITY, 2 STOP BITS
RSt |sTARTrr_m_m_ i[ ..... Iu:rxa}:nﬁﬂ STOP1 sropzlsmnr

ShmrcE || Lt 1 1 |

BB ot o B i e —q =116 Bitime

]
RDA** L

*The ADA line was previously not reset [ROR = high-level].
**The ADA ling was previously resel (ROR = low-level).

START BIT DETECT/VERIFY

"~ _\_,} _l_l_k',_
M Begin venty Begin verify
RSl g l |

I e ARSI line remains spacing for a 1/2 bit ime, a genuine start bit is veribed Should the line return loa
marking condition prior to @ 1/2 bit me. the starl bit venfication process begins again

MAXIMUM GUARANTEED RATINGS*

Operating Temperature Range .....ocvviviieinnnnnnnes R ) SRR 0°Cto+70°C
Storage Temperature Range .........ovivviinininnens R R R R SR —55°Cto +150°C
Lead Temperature (SOIdering, 10 S8C.) . v vvviintiieneeriienrasesanisiinrssanssnersssaranns +325°C
Positive Voltage on any Pin, VoG «iu vivviiiasiravavieisnvena ddaimesay s sa viiaaa s i baeasiania +0.3Vv
Negative Voltage onany Pin, Ve .vviviiniiiiiiiniiineaninnns T A R e o g PO —25V

*Stresses above those listed may cause permanent damage to the device. This is a stress rating only and
functional operation of the device atthese or atany otherconditionabovethoseindicatedinthe operational
sections of this specification is not implied.

ELECTRICAL CHARACTERISTICS (T4 =0°C to 70° C, Vcc = +5V 5%, Voo =—12V +5%, unless otherwise noted)

Parameter Min. Typ. Max. Unit Conditions
D.C. CHARACTERISTICS
INPUT VOLTAGE LEVELS
Low-level, ViL Vzo 08 vV
High-level, Vin Vce-1.5 Vce v
OUTPUT VOLTAGE LEVELS
Low-level, VoL 0.2 0.4 V. loL=1.6mA
High-level, Vor 24 4.0 V  loH=100uA
INPUT CURRENT
Low-level, liL 1.6 mA seenote4d
OUTPUT CURRENT o
Leakage, ILo —1 pA SWE=RDE=VH,0=Vour=-5V
Short circuit, los** 10 mA Vour=0QV
INPUT CAPACITANCE
All inputs, Cin 5 10 pf Vin=Vcc, f=1MHz
OUTPUT CAPACITANCE .
All outputs, Cout 10 20 pf SWE=RDE=Vi f=1MHz
POWER SUPPLY CURRENT
lec 28 mA  All outputs =Vor. Al inputs = Vcc
lop 28 mA
A.C. CHARACTERISTICS Ta=+25°C
CLOCK FREQUENCY
{COM2502, COM2017) DC 400 KHz RCP, TCP
{COM2502H, COM2017H) DC 640 KHz RCP TCP
PULSE WIDTH
Clock 1 us RCPRTCP
Master reset 500 ns MR
Control strobe 200 ns CS
Transmitter data strobe 200 ns TDS
Receiver data available reset 200 ns RDAR
INPUT SET-UP TIME
Data bits =0 ns TO1-TD8
Control bits =0 ns NPB, NSB, NDB2, NDB1, POE
INPUT HOLD TIME
Data bits =0 ns TD1-TD8
Control bits =0 ns NPB, NSB, NDB2, NDB1, POE
STROBE TO OUTPUT DELAY Load = 20pf +1 TTL input
Receive data enable 350 ns RDE: Teos, Troo
Status word enable 850 ns SWE: Teoy, Troo
QUTPUT DISABLE DELAY 350 ns RDE ,SWE

**Not more than one output should be shorted at a time.

NOTES: 1. If the transmitter isinactive (TEOC and TBMT are ata high-level) the start bit will appear on the TSO line within
one clock period (TCP) after the trailing edge of TDS.

2. The start bit {mark to space transition) will always be detected within one clock period of RCP, guaranteeing
a maximum start bit slippage of 1/16th of a bit time.

3, The tri-state output has 3 states: 1) lowimpedancetoVcc  2)lowimpedanceto GND  3)highimpedance OFF =
10M ohms. The "OFF” state is controlled by the SWE and inputs.

4. Under steady state conditions no current flows for TTL or MOS interfacing. (COM 2502 or COM 2502/H)
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DATA/CONTROL TIMING DIAGRAM
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Appendix C8
STANDARD MICROSYSTEMS CRT 5027

S —— CRT 5037

{5161 273-3100  Twx-51-227-8898

Vkmmmmmnmm“samcankeepméddfm CRT 5057*

JLPC FAMILY

CRT Video Timer and Controller
VTAC®

FEATURES PIN CONFIGURATION
[ Fully Programmab!e Dispiay Format 4
Characters per data row (1-200) A2 Q1 400 A1
Data rows per frame (1-64) A3gQ 2 39 P A
Raster scans per datarow (1-16) ggg i g? g :e
T Programmable Mor tor Sync Format A2 s 35 b H2
Eiasler Scans Frame (256-1023) enod s 35 0 H3
Front Porch Ri1d7 34 [ H4
Sync Width RE 8 33 EHS
“Back Porch’ psqd e 32 pHe
Interlace “.z~-'~terlace LLi/csYN T 10 31 ) H7/DRS
Vertical 8 27« -3 vSYN G 11 30 DAY
1 SRT5057) oco g 12 23 1 DR3
CRT Monitor voog 13 28 [ DR2
- Vee O 14 27 0 DR1
X HSYN O 15 26 P DRE
»~ (CRT 5027, CRT 5037) crry 18 2 poow
eLgd 17 24 D DB1
DB7 0 18 23 [ DB2
DB6 O 19 22 D 0B3
DBs [ 20 21 1 DB4
PACKAGE:40-PinD.I.P.

[J Split-Screen Applications

 Sta~=z -3 Haorizontal

— Refre 2 SU-2.50Hz,... Vertical

[ Scroil r3 O Interlace or Non-Interlace cperation
Singe.-e O TTL Compatibility
Multi-L ~e [0 BUS Oriented

O CursorPes 2~ A [J High Speed Operation

T Character Fzr—z: 7x9,... [0 COPLAMOS® N-Channel Silicon

O Programmazz = . 2 3'a Positioning " Gate Technology

[~ Balanced Be 1t nterlace (CRT 5037) O Compatible with CRT 8202 VDAC™

[0 GraphicsCompei s e O Compatible with CRT 7G04

GENERAL DESCRIPTION
The CRT Video Timera-~2Zz-r2 er Chip (VTAC)® isa user programmable 40-pin COPLAMOS® nchannel MOS/LSI

device containing the log < ‘-
interlaced and non-interlacez .

s required to generate all the timing signals for the presentation and formatting of
2'a on a standard or non-standard CRT monitor.

With the exception ot the ¢ ter. which may be clocked at a video frequency above 25 MHz and theretore not
recommended for MOS imp ¢ : on allframe formatting, such as horizontal, vertical, and composite sync, characters
per data row, data rows per fra—e 272 raster scans per datarow and per frame are totaily user programmable. Thedatarow
counter has been designed tc 22 2tz scroliing

Programmingis effected ty ca2 ng seven8bitcontrolregistersdirectly offan 8 bitbidirectionaldatabus. Fourregister
address lines and achip selecthine o-2.-2& complete microprocessor compatibility for program controlled setup. Thedevice
can be"self loaded™ viaanexterna' "R OMtied onthe databusas describedinthe OPERATION section. Formatting canalso
be programmed by a single mask option.

In addition to the seven control registers two additional registers are provided to store the cursor character and data
row addresses for generation of the cursor video signal. The contents of these two registers can also be read cut onto the
bus for update by the program.

Three versions of the VTAC® are available, The CRT 5027 provides non-interlaced operation with an even or odd
number of scan lines per data row, or interlaced operation with an even number of scan lines perdatarow. The CRT 5037
may be programmed foran odd oreven number of scan lines per data row in both interlaced and non-interlaced modes.
Programming the CRT 5037 for an odd number of scan lines per data row eliminates character distortion caused by the
uneven beam current normally associated with odd field/even field interlacing of alphanumeric displays.

The CRT 5057 provides the ability to lock a CRT's vertical refresh rate, as controiled by the VTAC's® vertical sync
pulse, to the 50 Hz or 60 Hz line frequency thereby eliminating the so called “swim" phenomenon. This is particularly
well suited for European system requirements. The line frequency waveform, processed to conform to the VTAC's®
specified logic levels, is applied to the line lock input. The VTAC® will inhibit generation of vertical sync until a zero to
one transition on this input is detected. The vertical sync pulse is then initiated within one scan line after this transition
rises above the logic threshold of the VTAC.®

To provide the pin required for the line lock input, the composite sync output is not provided in the CRT 5057.

*FOR FUTURE RELEASE

Reprinted by permission of SMC Microsystems Corporation Copyright © 1980
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Description of Pin Functions

Input/
PinNo. Symbol Name Output  Function
25-18 DB@-7 DataBus /O  Data bus. Input bus for control words from microprocessor of
PROM. Bidirectional bus for cursor address.
3 CcS Chip Select 1 Signals chip that it is being addressed
39,40,1,2 Ag-3 Register I Register address bits for selecting one of seven control
_ Address registers or either of the cursor address registers
9 DS Data Strobe | Strobes DB@-7 into the appropriate register or outputs the
cursor character address or curser line address onto the data bus
12 DCC DOT Counter I Carry from off chip dot counter establishing basic character
Carry clock rate. Character clock.
38-32 Hg-6 Character O  Character counter outputs.
Counter Outputs
7.5.4 Ri1-3 Scan Counter QO  Three most significant bits of the Scan Counter; row select
Outputs inputs to character generator.
31 H7/DR5 H7/DR5 o} Pin definition is user programmable. Output is MSB of
Character Counter if horizontal line count (REG.@) is =128;
otherwise output is MSB of Data Row Counter.
8 Rg Scan Counter LSB O Leastsignificant bit of the scan counter. In the inter-
laced mode with an even number of scans per data row,
R@ will toggle at the field rate; for an odd number of
scans per data row in the interlaced mode. R@ wiil toggle
at the data row rate.
26-30 DRg-4  DataRow O  Data Row counter outputs.
Counter Qutputs
17 BL B ank Q  Defines non active portion of Horizontal and vert.cal scans.
15 HSYN  Horzontal Sync Q Initiates horizontal retrace.
11 VSYN  Ve-ica Sync (o] Initiates vertical retrace.
10 CSYN/ Corcz:'eSyncOutput/ O/l Composite sync is provided en the CRT 5027 and CRT 5037.
LLi Line Lgex Input This output is active in non-~ter'aced mode only. Provides a true
RS-170 composite sync wave form. For the CRT 5057, this pin is
the Line Lock Input. The lie *requency waveform, processed to
conform to the VTAC's® speci‘.ed logic levels, is applied to this pin.
16 CRV Cursor Video O  Defines cursor location incala ‘eid.
14 Vee Power Supply PS  +5volt Power Supply
13 Voo Power Supply PS  +12voit Power Supply

DATABRUE DB #7 2918

LN B | ]

+3v +12v  oMO

BLOCK DIAGRAM



Operation

The design philosophy employed was to allow the device to interface effectively with either a microprocessor based or
hardwire logic system. The device is programmed by the user in one of two ways; via the processor data bus as part of the
system initialization routine, or during power up via a PROM tied on the data bus and addressed directly by the Row Select
outputs of the chip. (See figure 4). Seven 8 bit words are required to fully program the chip. Bit assignments for these words
are shown in Table 1. The information contained in these seven words consists of the following:

Horizontal Formatting:
Characters/Data Row A 3 bit code providing 8 mask programmable character lengths from 20 to 132.
The standard device will be masked for the following character lengths; 20. 32,
40,64, 72,80, 96, and 132.

Horizontal Sync Delay 3 bits assigned providing up to 8 character times for generation of “front porch™,

Horizontal Sync Width 4 bits assigned providing up to 15 character times for generation of horizontal
sync width.

Horizontal Line Count 8 bits assigned providing up to 256 character times for total horizontal formatting.

Skew Bits A 2 bit code providing from a 0to 2 character skew (delay) between the

horizontal address counter and the blank and sync{harnzontal.vertical,composite)
signals to allow for retiming of video data prior to generation of composite video
signal. The Cursor Video signal is aiso skewed as a function of this code.

Vertical Formatting:
interlaced/Non-interlaced This bit provides for data presentation with odd’even *ie'd formatting for inter-
laced systems. It modifies the vertical timing counters as cescribed below.
A logic 1 establishes the interlace mode.

Scans/Frame 8 bits assigned, defined according to the following equations: Let X = value of 8
assigned bits.
1} in interlaced mode—scans/frame = 2X + 513, Therefore for 525 scans,
program X = 6 (00000110). Vertical sync will occur precisely every 262.5 scans,
thereby producing two interlaced fields
Range = 513 to 1023 scans/frame, odd counts only.
2 n non-interlaced mode—scansiframe = 2X + 256. Therefore for 262 scans,
program X = 3 (00000011).
Ranze = 256 to 766 scans/frame, even counts only.
In either mode, vertical sync width is fixed at three horizontal scans (= 3H)

Ve~ sz Caz Sian 8 = ts defining the number of raster scans from the leading ecz2 ¢ vertical
sy~< until the start of display data. At this raster scan the data rzw czunteris
szt 10 the data row address at the top of the page.

Data Rows =rz2~e € = 's assigned providing up to 64 data rows per frame.

Last Data Row £ = 's to allow up or down scrolling via a preload defining the == cf the last
C sC ayed data row.

Scans/Data Row 4z 's assigned providing up to 16 scan lines per data row

Additional Features
Device Initialization:

Under microprocessor control—The device can be reset under system or program control by presenting a 1819 address
on A34. The device will remain reset at the top of the even field page until a start command is executed by presentinga1118
address on A3-#.

Via “Self Loading"—In a non-processor environment, the self loading sequence is effected by presenting and holding the
1111 address on A3-@, and is initiated by the receipt of the strobe pulse (DS). The 1111 address should be maintained long
enough to insure that all seven registers have been loaded (in most applications under one millisecond). The timing
sequence will begin one line scan after the 1111 address is removed. In processor based systems, self loading is initiated by
presenting the @111 address to the device. Self loading is terminated by presenting the start command to the device which
also initiates the timing chain.

Scrolling—In addition to the Register 6 storage of the last displayed data row a “scroll” command (address 1911)
presented to the device will increment the first displayed data row count to facilitate up scrolling in certain applications.
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Horizontal Line Count:
Characters/Data Row:

Horizontal Sync Delay:
Horizontal Sync Width:

Skew Bits

Scans/Frame

Vertical Data Start:

Data Rows/Frame:

LastData Row:

Mode:
Scans/Data Row:

Control Registers Programming Chart

Total Characters/Line=N+1,N=0t0 255 (DB0=LSB)
DB2 DB1 DBO

0 0 0 = 20 Active Characters/Data Row

0 0 1 = 32

0 1 0 = 40

0 1 1 = 64

1 0 0 =72

1 0 1 = 80

1 1 0 =96

1 1 1 =132

=N, from 1 to 7 character times (DBO=LSB) (N=0 Disallowed)
=N, from 11to 15 character times (0B3=LSB) (N=0 Disallowed)

Sync/Blank Delay Cursor Delay

DB7 DB8 (Character Times)
0 o0 0 0
1 0 1 0
0 1 2 1
1 1 2 2

8 bits assigned, defined according to the following equations:
Let X = value of 8 assigned bits. (DBO=LSB)
1)ininterlaced mode—scans/frame = 2X + 513. Therefore for 525 scans,
program X = 6 (00000110). Vertical sync will occur precisely every 262.5
scans, thereby producing two interlaced fields.
Range = 513 to 1023 scans/frame, odd counts only.
2)in non-interlaced mode—scans/frame = 2X + 256. Therefore for 262
scans, program X = 3 (00000011).
Range = 256 to 766 scans/frame, even counts only.
in either mode, vertical sync width is fixed at three horizontal scans (=3H).
N = number of raster lines delay after leading edge of vertical sync of
vertical start position. (DB0O=LSB)
Number of datarows = N+ 1, N=0to 63 (DBO=LSB)
N = Address of last dsplayed data row, N = 010 63, ie; for 24 data rows,
program N=23. (DB0O=LSB)
Register, 1, DB7=1 estatlishes Interlace.

Interlace Mode
CRT 2027: Scans per Data Row = N+ 1where N = programmed number of
cz1arcws N = 0to 15 Scans per data row must be even counts only.

CCuLmis.
Non-Interlace Mode

CRT 5227 CRT 5037 CRT 5057: Scans per DataRow = N + 1, odd or
evencc.nt N =C01015.

u
> EmERI
Ap A A A3 C5 U5
DBY—DF—— K
- i
D 3 SMC
< DKl chsoéF?‘.TcE‘%;?oa?
g DR TYrace
< B
-4 £
o8¢ adng A Ry A
Figure 4.
HA SELF LOADING SCHEME
Jxaerow FORVTAC® SET-UP
OF EQUIVALENT  HA:
SL0AD &= HA
{from system) A fe §5

ROW SELECTS
TOCHARACTER GENERATOR




Register Seiects/Command Codes

A3 A2 A1 Af Select/Command Description

0 0 0 0 Load Control Register @

0 0 0 1 Load Control Register 1

0 0 1 0 Load Control Register 2

00 1 1 Load Control Register 3 See Table 1

0 1 0 0 Load Control Register 4

01 0 1 Load Control Register 5

01 1 0 Load Control Register 6

o 1 1 1 Processor Initiated Self Load Command from processor instructing
VTACE to enter Self Load Maode (via ex-
ternal PROM}

1 0 0 O Read Cursor Line Address

1 0 0 1 Read Cursor Character Address

1 0 1 0 Reset Resets timing chain totbgg left of page. Reset
is latched on chip by and counters are
held until released by start command.

10 1 1 Up Scroll Increments address of first displayed data
row on page. ie; prior to receipt of scroll
command—top line = 0, bottom line = 23.
After receipt of Scroll Command—top line =
1, bottom line = 0.

11 0 0 Load Cursor Character Address*

11 0 1 Load Cursor Line Address”

11 1 0 Start Timing Chain Receipt of this command after a Reset or
Processor Self Load command will release
the timing chain approximately one scan line
later. In applications requiring synchronous
operation of more than one CRT 5027 the
dot counter carry should be held low during
the DS for this command.

11 1 1 Non-Processor Self Load Device_will begin self load via PROM

when DS goes low. The 1111 cocmm™aznd
should be maintained on A3-2 ‘ong
enocugh to guarantee self lczc. (Scan
ccunter should cycle througn at least
once}. Self load is automaticz y termi-
nated and timing chain initizt=2 & hen the
all “1's"_condition is remcvec. indepen-
dent of DS. For synchrorna.s operation
of more than one VTACE. t~2 Dot Counter
Carry should be held low wnen the com-
mand is removed.

*NOTE: During Self-Lca2 e C.rsar Character Address Register (REG 7) and the Cursor Fow AZcress

Register (REG & 2~

=-2c ed during states @111 and 10@d of the R3-RP Scan Courier cutputs respectively.
Therefore, Curscr c2:2 nine PROM should be stored at these addresses.

TABLE1

BIT ASSIGNMENT CHART

HORIZONTAL LINE COUNT sxiulirrs DATA ROWSFRAME LAST DISPLAYED DATA AOW

L 1 l_l_l

recs[7] [ [ [ [ ] [o] reoo[7[6]s] [ [ [ [0 nece[ ] [5] [ ] [ o]
MODE INTERLACED! HSYNGWIDTH  HSYNC DELAY SCAN LINESIFRAME CURSOR CHARACTER ADDRESS
NON INTERLACED g Ll v 1 gl . 1 :
neci[7]6] [ [3]2] Je] rese7T T T T T T T} meer[z[ T T T T T o]
SCANS/DATA ROW CHARACTERS/DATA ROW VERTICAL DATA START CURSCR ROW ADDRESS

o e A | r—l—’

reoz[ [6] [ [afe] [o] meos[7[ [ T T T T T6] rece[ T [s] [ ][9]
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AC TIMING DIAGRAMS
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MAXIMUM GUARANTEED RATINGS*®

Operating TeMperatur@:Bangs: sovw i eaianis sl Iy vnina s S50 10 W UUBE Wi lismsa i 0°Cto + 70°C
Storage Temperature Range! i i ias o s e aimin e r e b0 i SRR e h 2n 4 by o ~55°Cto +150°C
Lead Temperature (SOIAering, T0 BB } .. ... iu ittt e ittt e e e e e e e it e e it e e et e aeeneas +325°C
Positive Voltage on any Pin, with respect to ground .. ...t onii e e +18.0v
Negative Voltage on any Pin, with respectto ground ... o.oiuinieieniins it i one e it ons s -0.3v

“Stresses above those listed may cause permanent damage to the device, This is a stress rating only and
functional cperation of the device at these or at any other condition above those indicated in the operational
sections of this specification is not implied.

NOTE: When powering this device from laboratory or system power supplies, it is important that
the Absolute Maximum Ratings not be exceeded or device failure can result. Some power supplies
exhibit voltage spikes or “'glitches" on their outputs when the AC power is switched on and off.

In addition, voltage transients on the AC power line may appear on the DC output. For example, the
bench power supply programmed to deliver +12 volts may have large voltage transients when the
AC power is switched on and off. If this possibility exists it is suggested that a clamp circuit be used.

ELECTRICAL CHARACTERISTICS (Ta=0°C 10 70°C, Vcc=+5V =5%, Voo= - 12V =5%, unless otherwise noted)

Parameter Min. Typ- Max. Unit Comments
D.C. CHARACTERISTICS
INPUT VOLTAGE LEVELS
Low Level, ViL 0.8 \
High Level, Vin Vee-1.5 Vece '
OUTPUT VOLTAGE LEVELS
Low Level—Vou for R@-3 04 V  lou=32ma
Low Level—Vou all others 04 V  lou=1.6ma
High Leve!l—Vow for RZ-3, DB@-7 2.4 lon=80pa
High Level—Vow all others 2.4 lon=40ua
INPUT CURRENT
Low Level, li. (Address, CS only) 250 A V=04V
Leakage, i (All Inputs except Address, CS) 10 pA  O=VinsVee
INPUT CAPACITANCE
Data Bus, Cin 10 15 pF
DS, Clock, Cin 25 40 pF
All other, Cin i0 15 pF
DATA BUS LEAKAGE in INPUT MODE
los 10 pA  04V=V, =525V
POWER SUPPLY CURRENT
lec 80 100 mA
loo 40 70 mA
A.C. CHARACTERISTICS Ta= 25C
DOT COUNTER CARRY
frequency 02 4.0 MHz
PWw 35 ns
PWL 215 ns
tr.tf 10 50 ns
DATA STROBE
PW&s 150ns 10us
ADDRESS. CHIP SELECT
Set-up ime 125 ns Figure 2
Hold time 50 ns Figure 2
DATA BUS—LOADING
Set-up ime 125 rs Figure 2
Hold time 75 rs Figure 2
DATA BUS—READING
ToeL2 125 ns Figure 2, CL=50pF
Toews 5 60 ns  Figure 2, CL=50pF
OUTPUTS: Hg-7.HS. VS, BL, CRV,
CS-Toeu 125 ns Figure 1, CL=20pF
OUTPUTS: R#-3, DRE-5
Toe * 500 ns Figure 3, CL=20pF

*RP-2 and DRPA-5 may change prior to the falling edge of H syne

Restrictions

1. Only one pin is available for strobing data into the device via the data bus. The cursor X and Y coordinates are therefore
loaded into the chip by presenting one set of addresses and outputed by presenting a different set of addresses. Therefore
the standard WRITE and READ control signais from most microprocessors must be "NORed"” externally to presentasingle

strobe (OS) signal to the device.

2. Ininterlaced mode the total number of character slots assigned to the horizontal scan must be even to insure that vertical

sync occurs precisely between horizontal sync pulses.
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11

HORIZONTAL TIMING

General Timing

START OF LINEN START OF LINE N+ 1

VERTICAL TIMING
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START OF FRAME M OR ODD FIELD START OF FRAME M+ 1 CR EVEN FIELD
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[ 777777777 77 777777772 1
. i ACTIVE VIDEQS e ]
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registers,

is optional with the CRT

When employing microprocessor czni'c &3 icac.ng of the CRT 5027's registers, the fu 2wing se-
quence of instructions is necessay:

The sec.ence of START RESET LOAD START is necessary to insure proper initialization of the

This sequence is not required if register loading is via either of the Self Load modes. This sequence

Start-up. CRT 5027

ADDRESS COMMAND
11 1 0 Start Timing Chain
i 0 1 0 Reset
0 0 0 0 Load Register 0
0 1 1 0 Load Register 6
i 1 1 0 Start Timing Chain

5037 or CRT 5057.

STANDARD MICROSYSTEMS
CORPORATION

® v [
5% 273 00 TWE S 77 e

W k2D ahead Of Our COmpEOoN 50 YOU Gan leep ahead of yours.

Circuit diagrams utilizing SMC products are included as a means of illustrating typical semiconductor applica-
nons. consequently complete information sufficient for construclion purposes is not necessarily given The
\nformation has been carefully checked and is believed 1o be entirely reliable. However. no responsibility is
assumed for inaccuracies. Furthermore, such information does not convey 10 the purchaser of the semiconducior
gevices described any license under the patent rights of SMC or others. SMC reserves tne right to make changes
at any tme in order to improve design and supply the best product possidle.
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We keep ahead of our competition S0 you can keep ahead of yours.

CRT 8002

M PC FAMILY

CRT Video Display Attributes Controller
Video Generator
VDAC™

FEATURES PIN CONFIGURATION
[J On chip character generator (mask programmable) viDEO 10 b (] 28 RETBL
128 Characters (alphanumeric and graphic) LD/SA 2] ) 27 CURSOR
7x11 Dot matrix biock VoG 30 ) 26 MSg
O On chip video shift register A? 4] ) 25 MSt
Maximum shift register irequency
CRT 8002A 2C'.\Hz Al 5[ ] 24 BLINK
CRT 80028 15" Hz A2 803 [123 V SYNC
CRT 8002C  10'.'Hz A3 70 ] 22 CHABL
Accesstime  4CIns A4 83 121 REVID
O On chip horizontal anc vartcal retrace video blanking A5 o] M 20 UNDLN
O No descender circuitry recuired A6 10 O 119 STKRY
O Four modes of operatizn 'i~termixzble) AT 11 ] 18 ATTBE
Internal character generaior (ROM) Vee 12 17 G\D
Wide graohics
Thin graphics R2 13 3 = 1? i
Externalinputs (fon's ¢zt g-zchics) R3 143 15 R

O On chip attribute logic—cnaracier. field
Reverse video
Character blank
Character blink
Underline
Strike-thru
O Four on chip cursor modes
Underline
Blinking underline
Reversevideo
Blinking reverse video
[0 Programmable characterblink rate
[ Programmable cursor blink rate

[0 Subscriptable
[J Expandable character set
External fonts
Alphanumeric and graphic
RAM, ROM, and PROM
O On chip address buffer
O On chip attribute buffer
0 +5voltoperation
O TTL compatible
C MOS N-channel silicon-gate COPLAMOS® process
O CLASP® technology—ROM and ogtions
O Compatible with CRT 5027 VTAC®

General Description

The SMC CRT 8002 Video Display AttriaLtes Czntroller
(VDAC) is an N-channel COPLAMOSE MOS LSl cevice
which utilizes CLASP® technology [t ¢3-tains a
7X11X128 character generator ROM 2 w-Ze g-zohics
mode, a thin graphics mode, an external mput mode,
character address/data latch, field anc cr character
attribute logic, attribute latch, four cursor modes, two
programmable blink rates, and a high speed video
shift register. The CRT 8002 VDAC™ is a companion
chip to SMC's CRT 5027 VTAC. Together these two
chips comprise the circuitry required for the display
portion of a CRT video terminal.

The CRT 8002 video output may be connected directly
to a CRT monitor video input. The CRT 5027 blanking
output can be connected directly to the CRT 8002
retrace blank input to provide both horizontal and
vertical retrace blanking of the video output.

Four cursor modes are available on the CRT 8002.
They are: underling, blinking underling, reverse video
block, and blinking reverse video block. Any one of
these can be mask programmed as the cursor func-
tion. There is a separate cursor blink rate which can
bel mask programmed to provide a 15Hz to 1Hz blink
rate.

The CRT 8002 attributes include: reverse video, char-
acter blank, blink, under''ne, and strike-thru. The
character blink rate is masx programmable from 7.5Hz
to 0.5Hz and has a du'y cycle of 75/25. The underling
and strike-thru are similar but independently con-
trolled functions and can be mask programmed to any
number of raster lines at any position in the character
block. These attributes are available in all modes.

In the wide graphic mode the CRT 8002 produces a
graphic entity the size of the character block. The
graphic entity contains 8 parts, each of which is asso-
ciated with one bit of a graphic byte. thereby provid-
ing for 256 unigue graphic symbols. Thus, the CRT
8002 can produce either an alphanumeric symbol or
a graphic entity depending on the mode selected.
The mode can be changed on a per character basis.

The thin graphic mode enables the user to create sin-
gle line drawings and forms.

The external mode enables the user to extend the on-
chip ROM character set and/or the on-chip graphics
capabilities by inserting external symbols, These ex-
g:éréaht‘symbols can come.from either RAM, ROM or

Reprinted by permission of SMC Microsystems Corporation Copyright ©® 1980
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MAXIMUM GUARANTEED RATINGS*

Operating Temperature RANGE ... .....vruvr s onorrereerssonesiantonnseiiniinrmmaesariienensd 0°Cto + 70°C
Storage Temperature RANGE ... ..v et otiirier i onrirananaa et esransastansess -55°Cto +150°C
Lead Temperature (SOIdering, T056C.) « .. uvvivrrinrersnrsrannnrineenssaresasarsieransserserssrsoscns +325°C
Positive Voltage on any Pin, with reSpectto ground ... ..vvirrmrrurirrueaaernircrasnssasereniriranas +8.0V
Negative Voltage on any Pin, with respectto ground ........oiruiuiiriiriieinrrrtiiae e iiaiaaiiien. -0.3V

=Stresses above those listed may cause permanent damage to the device. This is a stress rating only and
functional operation of the device at these or at any other condition above those indicated in the operational

sections of this specification is not implied.

NOTE: When powering this device from laboratory or system power supplies, it is important that
the Absolute Maximum Ratings not be exceeded or device failure can result. Some power supplies
exhibit voltage spikes or "‘glitches" on their outputs when the AC power is switched on and off.

In addition, voltage transients on the AC power line may appear on the DG output. If this possibility
exists it is suggested that a clamp circuit be used.

ELECTRICAL CHARACTERISTICS (Ta=0°C to 70°C

, Vee= +5V +5%, unless otherwise noted)

Parameter Min. | Typ. | Max. | Unit Comments
D.C. CHARACTER!STICS
INPUT VOLTAGE LEVELS
Low-level, V,, 0.8 VA excluding VDC
High-level, V.4 20 Vv excluding VDC
INPUT VOLTAGE LEVELS-CLOCK
Low-level, V. 0.8 Vv
High-level, Vi4 43 v SesFigure b
OUTPUT VOLTAGE LEVELS
Low-level, Vo, 0.4 Vi l..=0.4 —A T74LSXX load
High-level, Vay 24 Voo 1aa==22.A
INPUT CURRENT
Leakage, I, (Except CLZCK) 10 A 0=V iwSVee
Leakage, I, (CLOCK On.y) 50 HA 0=Vin=Vee
IN2UT CAPACITANCE
Dz'a 10 pF @ 1MHz
L2 SH 20 pF @ 1MHz
C-2CK 25 pF | @ 1MHz
FZ..ZR SUPPLY CURRENT '
ax 103 mA
A.C. CHARACTERISTICS
SesFigure6.7
CRT 8002A CRT 8002B CRT 8002C
SYMBOL PARAMETER ? UNITS
MIN. MAX. MIN. MAX. MIN. MAX.
vDC Video Dot Clock Frequency 1.0 20 1.0 18 1.0 10 MHz
PWy VDC—High Time 15.0 23 40 ns
PW, VDC—Low Time 15.0 23 40 ns
tey LD/SH cycle time 400 533 800 ns
t b Rise, fall time 10 10 10 ns
tser.ue Input set-up time =0 =0 =0 ns
thowo Input hold time 15 15 15 ns
teo, troo Qutput propagation delay 15 50 15 65 15 100 ns
t, LD/SH set-up time 10 15 20 ns
t; LD/SH hold time 15 15 15 ns
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- LOGIC
STRIKE THRU ———-{ —] LOGIC I
_I cg c7
Ag AT
o SHIFT
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2.0v
ALL INPUTSS_ i /
C.LO/EA .
{except VD ) ‘/ b ‘) -
|—-t-ow¢-
LOTRTY
20V
VIDEO
QUTPUT
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FIGURE 7
AC TIMING DIAGRAM
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DESCRIPTION OF PIN FUNCTIONS

PIN NO.

SYMBOL

NAME

INPUT/
OUTPUT

FUNCTICON

VIDEO

Video Output

0

The video output contains the dot stream for the selected row of the alpha-
numeric, wide graphic, thin graphic, or external character after processing by
the attribute logic, and the retrace blank and cursor inputs,

In the alphanumeric mode, the characters are ROM programmed into the
77 dots, (7X11) allocated for each of the 128 characters. See figure 5. The top
row (RB) and rows R12 to R15 are normaily all zeros as is column C7. Thus, the
character is defined in the box bounded by R1 to R11 and C@ to C6. When a row
of the ROM, via the attribute logic, is paralle! loaded into the 8-bit shift-register,
the first bit serially shifted out is C7 (A zero; or a one in REVID). It is followed
by C8&, C5, through C@.

The timing of the Load/Shift pulse will determine the number of additional
(— —, zero to N) backfill zeros (or ones if in REVID] shifted out. See figure 4.
When the next Load/Shift pulse appears the next characier's row of the ROM,
via the attribute logic, is parallel loaded into the shift register and the cycle
repeats,

LD/SH

Load/Shift

The 8 bit shift-register parallel-in load or serial-out shift mcdes are established
by the Load/3Rift input. When low, this input enabies tme sk.‘t register for
serial shifting with each Video Dot Clock pulse. When high, tre shift register
parallel (broadside) data inputs are enabled and synchronous fc2d:ng occurs
cn the next Video Dot Clock pulse. During parallel loading, ser 2l cata flow
lis inhibited. The Address/Data inputs (AB-A7) are latched on the negative
rranstion of the Load/Shift input. See timing diagram, figure 7.

vDC

Video Dot Clock

=-gzuency at which video is shifted.

PR

Ag-AT

Address/Data

'n s~ Alghanumeric Mode the 7 bits on inputs (AP-AB) are inter~a 'y dezsced
o 2zzress one of the 128 available characters (A7=2X). In the Exterral Mcze,
AC-AT izused to insert an 8 bit word from a user defined external ROM, FROM
or A ‘o the on-chip Attribute logic. In the wide Graphic Modes A@-A7 is
used 1z cefine one of 256 graphic entities. In the thin Graphic Mode AZ-A2 is
yse:s '3 ze‘ine the 3 line segments,

12

PowerSupply

! =5z cowersupply

13,14,15.16

Fow Address

< binary inputs define the row address in the current character block.

17

= nd

18

Auroulg Enabie

.2 level on this Input enables ¢ata from the Reverse Video, Character
~zerline, Strike-Thru, Biink, Moce Select f, and Mode Select 1 inpuls
z-24 into the en-chip attrioute latch at the negative transition of
-~ pulse, The latch loaci~g is disatled when this input is low,
2 attnibutes will remain fixed untl this input becomes high again.
2 atiribute latching on a characier by character basis, tie ATTBE
~—~3 diagram, figure 7.

18

STKRU

s rz.tis high and RETBL =0, the pa-z 2’ inc.!s to the shift register
# righ (SRE-SA7), providing a solid i~ s2z~er! throughout the
cck. The operation of strike-thry is rz versg Video
2 *%, In addition, an on-chip ROM prograr™ eveable
2 t~e lina count on which strike-thru is to ta ¢

~ t~g sirike-thru to be 1 to N raster lines high, Az
~azs% programmable) logic allows the sirike-in-u
~2z=t of horizontal lines in the character block. T
. #-_ze 2 double line on rows RS and RE.

—
(LN}
w

UNDLN

Underiine

=5 .17out is high and RETBL=0, the paraliel inputs to the sF ‘t reg ster
=4 h.gh (SR@-SRT), providing a sclid line segment througns.t e
= o'ock. The operation of underline is modified by Reverse V zes
- e 1). In addition, an on-chip ROM programmable decoder is ava a-'e
2 the line count on which underline is to be placed as weil a2s 12
‘ke underiine to be 1 to N raster lines high. Actually, the uncer' ~e
r 'mazk programmable} logic allows the underline to be any nu—oer
ze~ent of horizontal lines in the character block. The standard under-
iceasingle lineon A11.

21

n
m
&

Reverse Video

s rputislow and RETBL =0, data into the Attribute Logic is presented
Ty 12 the shift register paraliel inputs. When reverse video is high data
=1z ma Atisbute Logic is inverted and then presented to the shift register
"2 €' ‘mpu's. This operation reverses the data and field video. See table 1.

”

22

ChABL

Character Blank

=2~ 175 inout is high, the parzllel inputs to the shift register are all set low,
rov 2 =2 2 blank character line segment. Character blank will override blink.
Tre cceqation of Character Blank is modified by the Reverse Video input.
Seetzta 1.

23

V SYNC

V SYNC

This input is used as the clock input for the two on-chip mask programmable
blink rate dividers. The cursor blink rate (50/50 duty cycle) will be twice the
character blink rate (75/25 duty cycle). The divisors can be programmed from
+ 4to = 30 for the cursor (== 8 to <+ 60 for the character).

24

BLINK

Bink

When this input is high and RETBL=0 and CHABL =0, the character will blink
at the programmed character blink rate. Blinking is accomplished by blanking
the character block with the internal Character Blink clock. The standard
character blink rate is 1.875Hz.

25
26

MS1
MSg

Mode Select 1
Mode Select @

MS1 MS0 MODE

(== B

C=O -

Alphanumeric
Thin Graphics
External Mode
Wide Graphics

These 2 inputs define the four modes of operation of the CRT 8002 as follows:
Alphanumeric_Mode — In this mode addresses A@-A8 (A7=X) are in-
ternally decoded to address 1 of the 128 available ROM characters. The
addressed character along with the decoded row will define a 7 bit output
from the ROM to be loaded into the shift register via the attribute logic.

Thin Graphics Mode— In this mode A@-A2 (A3-A7=X) will be loaded
into the thin graphic logic along with the row addresses. This logic will
define the segments of a graphic entity as defined in figure 2. The top of
the entity will begin on row 0000 and will end on a mask programmable row.




DESCRIPTION OF PIN FUNCTIONS

INPUT/
PIN NO. | SYMBOL NAME QuTPUT FUNCTION

25 External Mode — In this mode the inputs A@-A7 go directly from the
26 character latch into the shift register via the attribute logic. Thus the user
(cont.) may define external character fonts or graphic entities in an external
PROM. ROM or RAM. See figure 3.
Wide Graphics Mode—In this mode the inputs AP-A7 will define a graphic
entity as described in figure 1. Each line of the graphic entity is determined
by the wide graphic logic in conjunction with the row inputs RP to R3. In
this mode each segment of the entity is defined by one of the bits of the
8 bit word. Therefore, the 8 bits can define any 1 of the 256 possible graphic
entities. These entities can butt up against each other to form a contiguous
pattern or can be interspaced with alphanumeric characters. Each of the
entities occupies the space of 1 character block and thus reguires 1 byte
of memory.
These 4 modes can be intermixed on a per character basis.
27 CURSOR | Cursor | When this input is enabled 1 of the 4 pre-programmed cursor modes will be
activated. The cursor mode is on-chip mask programmable. The standard cur-
sor will be a blinking (at 3.75Hz) reverse video block. The 4 cursor modes are:
Underline—In this mode an underline (1 to N raster lines) at the programmed
underline position occurs,
Blinking Underline—In this mode the underline blinks at the cursor rate.
Reverse Video Block—In this mode the Character Block is set to reverse
video.
Blinking Reverse Video Block—In this mode the Character Block is set to
reverse video at the cursor blink rate. The Character Block will alternate
between normal video and reverse video.
The cursor functions are listed in table 1,
28 RETBL Retrace Blank | When this input is latched high, the shift register parallel inputs are uncon-
ditionaily cleared to all zeros and loaded into the shift register on the next
Load/ShiTt pulse. This blanks the video, indepencent of all attributes, during
horizontal and vertical retrace time.

T e epE—————a)

TABLE 1
CURSOR [ RETBL REVID CHABL UNDLN" FUNCTION
X 1 X X X 0" S.R. All
0 0 0 0 0 D (S.R)AI
0 Q 0 0 1 " (S.R.)"
D (S.R.)Allothers
0 0 0 1 X 0" (S.R.) Al
0 0 1 0 0 D (S.R)AI
0 0 1 0 1 "g"  {S.R.)"
D (S5.R.)A!cthers
0 0 1 1 X " (SRIAI
Underline* 0 0 0 X “1" (8.R.°
D (S.R. Allgthers
Underline* 0 0 1 X " (SR}T
“Q"  (S.R.| All others
Underline* 0 1 0 X "o" (S.R.)°
D (S.A.Allothers
Underline* 0 1 1 X “o" (SR
“1"  (S.R.) All others
Blinking®* Underline” 0 0 0 X 1" (5.R.)" Blinking
D (S.R.)Allothers
Blinking** Underline* 0 0 1 X 1" (8.R.)" Blinking
"D (S.R.) All others
Blinking®* Underline” 0 1 0 X “0" (S.R.)" Blinking
(S.R.) All others
Blinking** Underline* 0 1 1 X “0" (S.R.)" Blinking
‘1" (S.R.) All others
REVID Black 0 0 0 0 D {S.FL; All
REVID Block 0 0 0 1 0" (S.R)*
(S.R.) All others
REVID Block 0 0 1 X “1" (S.R.) All
REVID Block 0 0 0 1 “o" (S.R)
D (S.R.) Allothers
REVID Block 0 1 0 0 D (S.R.)Al
REVID Block 0 1 0 1 " (S.R)*
D (S.R.)Allothers
REVID Block 0 1 1 X “0"  (S:R.) All
Blink** REVID Block 0 0 0 0
Blink** REVID Block 0 1] 0 1
Blink** REVID Block 0 0 1 X Alternate Normal Video/REVID
Blink** REVID Block 0 1 0 0 At Cursor Blink Rate
Blink®* REVID Block 0 1 (1} 1
Blink** REVID Block 0 1 1 X

*At Selected Row Decode  **At Cursor Blink Rate
Note: If Character is Bunking at Character Rate, Cursor will change itto Cursor Blink Rate.
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(ALL ZEROS)—e= 0
(0

0

0

0

0

(7121'3';8“1] 3 g
0

0

0

Lo

"o

0

(ALLZEROS) =< o
Lo

FIGURE §
ROM CHARACTER BLOCK FORMAT

0 0 0 0 0 0 O
0 0 0 0 0 0
00 0 0 0 0 O
00 0 0 0 0 0
0 0 0 0 0 0 O
0o 0 0 0 0 0 O
0 0 0 0 0 0 O
O 0 0 0 0 0 O
O 0 0 0 0 0 O
00 0 0 0 0 O
0 0 0 0 0 0 O
0 0 0 0 0 0 0
O 0 0 0 0 0 O
O 0 0 0 0 0 O
0 0 0 0 0 0 0
0 0 0 0 0 0 O

ROWS R3 R2 R1 Rg
— RO 0 0 0 0
- R1 0 0 0 1
s R2 0 0 1 0
- R3 0 0 1 1
- R4 0 1 0 0
- R5 0 1 0 1
- R6 0 1 1 0
- R7 0 1 1 1
- R8 1 0 0 0
= R9 1 0 0 1
— R1g 1 0 1 0
- R11 1 0 1 1
- R12 1 1 0 0
- R13 1 1 0 1
- R14 1 1 1 0
- R15 1 1 1 1

*C7 C6 C5 C4 C3 C2 C1 Cp

*COLUMN 7 1S ALL ZEROS (REVID =0)
COLUMN 7 IS Sh.FTED OUT FIRST

EXTENDED ZEROS (BACK F'LL)
FOR INTERCHARACTER SPAC-
ING (NUMBER CONTROLLED
BY LD/SH, VDC TIMING)
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CONSULT FACTORY FOR CUSTOM FONT AND OPTION PROGRAMMING FORMS.



FIGURE 1
WIDE GRAPHICS MODE

seirst Nams:: MSp=4 MS1=p C7 €6 C5 C4 C3 G2 C1 CE BF BF'--
ROW ADDRESS
3 LINES® — AT A3 = Re / // \ \Q
3 LINES AE A2 et Al \\
R2
ILINES AS A
R3
3LINES Ad A8 R4 \ V\—\‘ A2 / /
|— RS \ Ll LAl
R6 N \\\\\
R7 A1 A
R8
[arTasJas[ac]aaae]ar[an] As \\ / >:>;/
0N CHIP ROM PROGRAMMABLE TO 2. 5, ORleE MULTIPLES R1g A4 g/
*+CAw BE PROGRAMMED FROM 170 7 BIT: /
**LENGTH DETERMINED BY LD/SH. voC T:M NG R11 k \ / /
EXAMPLE: 10012110 v
7 R12
7, i \\\\\ // pd
R14 | NOTE:Unselected rasterline rows
are always filled with ones.
R15
BF =back fill
FIGURE 2
THIN GRAPHICS MODE
WBis [ Msg=g MS1=1 C7 C5 C5 C4 C3 C2 C1 CF BF BF...
=%
— ROW 0000 RE 7 i
R1 % :
R2 Ag
P R3 !
R4 ;
RS 7 ,4 H
RE A
R7 ﬁ % i
R8 g A i
VA i
A9 v !
G4 / !
moozmmms R11 NOTE i
me LV TETZA |
A13 i |
R14 II :
R1§ 4 Eofod
[ * I > l x I % I * ]“ I i I MI NOTE:; Whar A* =" - L-eum‘jarlln{!
raw/rcws :‘
,-(-'?r?::c:u;?seauem 1S MASK PROGRAMMABLE it S ine underiing,
Uit ; ifseieZiaz w., appear.
**  LENGTH DETERMINED BY LD/ER. vOC TIMING BF =back iilf
FIGURE 3

EXTERNAL MODE

MSg=1 MS1

=p

C7 C6 C5 C4 C3 C2 C1 CB BF BF ---

Rg — R15 AT | A6 | A5 | A4

A3

A2

A1 | AD | AT | A7

BF =back fill
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FIGURE 4 TYPICAL VIDEO OUTPUT
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CHARACTER  ,p CONFIGURATION

FIGURE 6 Vee = \/DC (to chip)
748XX 5000
CP exrernaL CLK QF——LD/SH (to chip)
74574
LOAD/SHIFT exreanat D

STANDARD MICROSYSTEMS
CORPORATION ; :
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We jeep anead (f our COmpetTonD 50 YOu can keep ahead of Yours.

Circuit diagrams utilizing SMC products are included as a means of illustrating typical semicanductor applica-
tions; cansequently camplele information sufficient for construction purposes is not necessarily given The
information has been carefully checked and is believed to be entirely rehiable However, no respansibility 1S
assumed for inaccuracies. Furthermore, such information does not convey to the purchaser of the semiconductor
devices described any license under the patent rights ol SMC or others. SMC reserves the nght 1o make changes
at any time in order to improve design and supply the best product possible.
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STANDARD MICROSYSTEMS
CORPORATION

We keep ahead of Our competition 50 you can keep ahead of yours.

COM 8046
COM 8046T

Baud Rate Generator

Programmable Divider

FEATURES

PIN CONFIGURATION

T Onchipcrystal oscillator or external
frequency input

[ Single +5v power supply

1 Choice of 32 output frequencies

[0 32asynchronous.synchrcnous baud rates

[J Direct UART/USRT/ASTRO/USYNRT
compatibility

[J Re-programmable ROM via CLASP®
technology allows generation of other
frequencies

O TTL, MOS compatible

O 1XClockviafo/16 outout

[0 Crystal frequency output via fx and fx/4

XTAL/EXT1
XTAL/EXT2
+5v

x

GND

fo/16
FENA

&

\_/ J16 fo
115 A

114 B
113 C
12 D
11 ST
110 fx/4
8 NC

@~ s W N

outputs
[ Output disable viaFENA

BLOCK DIAGRAM

ST>—‘
AS>—
B D>—— |
G > LATCH .
D>— = BIDER

ED>—

CONTROL
LCGIC

fo

XTAL/EXT1 > vrac —
-4l - DIVIDER
CTLOCK

XTAL/EXT2 = BUFFER

FENA >—

k o

fx/4

+5v GND

—H o=

=16 —}—oioﬁﬁ
>_.
>_..

Reprinted by permission ot SMC Microsystems Corporation Copyright © 1980
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General Description

The Standard Microsystems COM 8046 is an en-
hanced version of the COM 5046 Baud Rate
Generator. It is fabricated using SMC's patented
COPLAMOS® and CLASP® technologies and em-
ploys depletion mode loads, allowing operation from
a single +5v supply.

The standard COM 8046 is specifically dedicated to
generating the full spectrum of 16 asynchronous/
synchronous data communication frequencies for 1X,
16X and 32X UART/USRT/ASTRO/USYNRT devices.

The COM 8046 features an internal crystal oscillator
which may be used to provide the master reference
frequency. Alternatively, an external reference may be
supplied by applying complementary TTL level sig-
nals to pins 1 and 2. Parts suitable for use only with an
external TTL reference are marked COM 8046T. TTL
outputs used to drive the COM 8046 or COM 8046T
should not be used to drive other TTL inputs, as noise
immunity may be compromised due to excessive
loading.

The reference frequency (fx) is used to provide two
high frequercy outputs: cne at fx and the other at
fx/4. The fx/4 output will drive one standard 7400
load, while the fx output will drive two 74LS loads.

The output of the oscillator/buffer is applied to the
divider for ¢ce~=rztion of the output frequency f-. The
divider is capazie of dividing by any integer from 6

to 2" 4+ 1, inclusive. If the divisor is even, the output
will be square; otherwise the output will be high
longer thanitis low by one fx clock peried. The output
of the divider is also divided internally by 16 and made
available at the f5/16 output pin. The f5/16 cutput will
drive one and the fy output will drive two standard
7400 TTL loads. Both the f; and fo/16 outputs can be
disabled by supplying a low logic level to the FENA
input pin. Note that the FENA input has an internal
pull-up which will cause the pin to rise to approx-
imately Vec if left unconnected.

The divisor ROM contains 32 divisors. each 19 bits
wide, and is fabricated using SMC's unigue CLASP®
technclogy. This process permits reduction of turn-
around-time for ROM patterns.

The five divisor select bits are held in an externally
strobed data latch. The strobe input is 'evel sensitive:
while the strobe is high, data is passed cdirectly
through to the ROM. Initiation of a new f-saie i
effected within 3.545 of a change in &~y ¢f its

divisor select bits; strobe activity is -2t -2
This feature may be disabled through a CLA
gramming option causing new frequercy =12
be delayed until the end of the currert f- =

puil-up.

Description of Pin Functions

PinNo.  Symbol Name Function
1 XTAL/EXTH Crystal or This input is either one pin of the crystal package or one polarity
External Input 1 | of the external input.
2 XTAL/EXT2 Crystal or This input is either the other pin of the crystal package or the other
« External Input 2 | polarity of the external input.

3 Vee ' Power Supply | +5voltsupply

4 fx fx Crystal/clock frequency reference output

5 GND Ground Ground

6 fo/16 fa/16 1X clock output

7 FENA Enable A low level at this input causes the f, and f,/16 outputs to be
held high. An open or a high level at the FENA input enables the
fo and f5/ 16 outputs.

8 E E Most significant divisor select data bit. An open at this input is
equivalent to a logic high.

9 NC NC No connection

10 ful 4 fi/4 V4 crystal/clock frequency reference output.

" ST Strobe Divisor select data strobe. Data is sampled when this input is high,
preserved when this input is low.

12-15 D,CBA D.CBA Divisor select data bits. A=LSB. An open circuit at these inputs

is equivalent to a logic high.

16 fo fo 16X clock output




ELECTRICAL CHARACTERISTICS COM8046, COM8046T, COM8116, COM8116T, COM8126,
COMB8126T, COM8136, COM8136T, COM8146, COM8146T

MAXIMUM GUARANTEED RATINGS”

Operating Temperature Range ......... e T T iy Wy e 0°Cto + 70°C
Storage Temperature Range .. .. . R . eeieivaesiaie. . =55°Cto +150°C
Lead Temgerature (scidering, 105ec} . va e e .. +325°C

Positive Voltage on any Pin. with respect to ground S

Negative Voltage on any Pin. with respecttoground . .......

*Stresses above those listed may cause permanent damage to lhe device Thns isa stress ratlng only and
functional operation of the device at these or at any other condition above those indicated in the operational
sections of this specification is not implied
NOTE: When powering this device from laboratory cr system power supplies, it is important that
the Absolute Maximum Ratings not be exceeded or device failure can result. Some power supplies
exhibit voltage spikes or ""glitches" on their outputs when the AC power is switched on and off.

In addition, voltage transients on the AC power line may appear on the DC output. If this possibility
exists it1s suggested that a clamp circuit be used.

ELECTRICAL CHARACTERISTICS (Ta=0"C 1o 70°C. Vcc= + 5V = 5%, unless otherwise notec)

Parameter - | Min, | Typ. | Max. Unit Comments
D.C. CHARACTERISTICS
INPUT VOLTAGE LEVELS
Low-level, Vi 08 v
High-level, V= 2.0 Vv excluding XTAL inputs
QUTPUT VOLTAGE LEVELS
Low-level, Vo 0.4 v lo.=1.6mA, forf,/4,fs/16
0.4 V | 1o =3.2mA. forfg, fo f;
0.4 v IA =0.8mA, for f,(
High-level, Vax 3.5 \' low=—1004A; for fx, lon=—=50sA
INPUT CURRENT
Low-level, |, -0.1 mA | Viw=GND, excluding XTAL inpu's
INPUT CAPACITANCE .
Allinputs, C« 5 10 pF | V.=GND, excluding XTAL inz.ts
EXT INPUT LOAD 8 10 Series 7400 equivalent loacs
POWER SUPPLY CURRENT
lec 50 mA
A.C. CHARACTERISTICS T.= +25°C
CLOCK FREQUENCY, fu 0.01 7.0 MHz | XTAL/EXT,50% Duty Cyz'2 =3%
COM 8046, COM 8126. C 5
0.01 5.1 MHz | XTAL/EXT,50% Duty C,2 = =3%
COM 8116, COM 8158
STROBE PULSE WIDTH, tww 150 oc ns
INPUT SET-UP TIME
tes 200 ns
INPUT HOLD TIME
ton 50 ns
STROBE TO NEW FREQUENCY DELAY 3.5 HS @ fr=5.0 MHz
TIMING DIAGRAM
trw
Vi \
STROBE
Vau

DIVISOR Vin —Z }
SELECT
il N\ v

DATA
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Crystal Operation External Input Operation

COMB116 COMB116/COM B116T
COM 8136 COM 8136/COM B136T
| D | 5 0888 MHz
| |erystal
o~ 74%% poe 18 74X 1 g 8
TIL TTL

74X X—totem pole or open collector cutput (external
pull-up resistor required)

Crysta! Operation External Input Operation
CcOoM 8126 COM 8126/COM 81267
CCH 8146 COM 8146/COM 81467
COM 20456 COM 8046/COM 8046T
g SN e
3 TaXX ' TAXX 1
TTL TTL

5.0688 MHz
crystal

r|:I|E!

L— 1}

74X X—1otem pole or open collector output (exierna
pull-up resistor required)

Far BOM re-programmung SY'C - —z.'er program avaiable whereby the cusigmer
need only supgly the nc. _e=2, a7d the desired output lrequencies

The ROM prez-a—=— -2 s automatically generated
Crystal Specifications Crystal manufacturers fara List
User must specy termination (Din. wire. oiner) Northern Engineering Laboratories

far: HC-18/ HC-25/U 357 Beloit Street
BrplenHE L. orHE Burlington. Wisconsin 53105

Freguency — 50688 MHz AT cut (414) 763-3591
Temperature range 0 C1070 C Bulova Frequency Control Products
Senes resistance 50 {1 61-20 Woodside Avenue

Woodside, New York 11377

Seres He?ona::l (212) 335-6000

Overalltolerance = 01% CTS Knights Inc.
orasrequired 101 East Church Street

Sandwich, Illinois 60548

(815) 786-8411

Crystek Crystals Corporation

1000 Crystal Drive

Fort Myers. Flonda 33901

(813) 936-2109
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Divisor
Select
EOCEA

00000
0coMm
000
0con
001¢0
o010
00110
00111
01000
01001
01010
01011
011c0
01101
01110
01111
10000
10001
19010
10011
10100
10101
10110
10111
11000
11001
11010
11011
11100
1110
11110
11111

19200.00

Clock
Facior

32X
32X

32x

COM 8046
COM 8046T

Table 2
REFERENCE FREQUENCY =50655104+;

Desired
Frequency
(KHz)

1.60000
2.40000
3.52000
4.30400
4.80000
640000
9.60000
19.20000
38.40000
57.60000
76 80000
115.20000
153.60000
230.40000
307.20000
614.40000
0.80020
1.20029

-~ (“."U

o
2
t

0 LD 10 fx PRI R =4
300 D DO e —b =

153 60000
307.20000

Divisor

3168
2112
1229
1177
1056
7s2
523
2ge

132

Actual
Baud
Rate

50.00
7500
11000
12458
150.00
200.00
32000
620.00
12C0.00
1800.00
240000
3600.00
4800.00
7200.00
9300.00
18800.00
50.00
75.00
110.00
134.52
15000
300.00
600.00
1200.00
1800 00
2005.06
2400 CQ
3600.C0
4800 CQ
720000
9600 00
18800.00

Actual
Frequency
{KHz)

1.600000
2.400000
3.520000
4.308542
4.800000
6400000
9.600000
19.200000
38.400000
57.6000C0
76.800020
1152002232
=

32081013
38 400000
57 600000
76.800000
115.200000
153.600000
316.800000

0.0000%
0.0000%
0.0000%
0.0000%
0.0000%
0.2532%
0.0000°%
00000°%
00000%
0.0000%
0.0000°%
3.1250%
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Appendix D

ZAP Operating System

QOO0
QOO0
0000
0000
D000
Q000
QOO0
QOO%
D006
008
DOOR
Q010
Q013
0018
QUILER

00249

Q023
0028
QO2ER
0030
Q033
0038
QO03R
0040

kN
03
c3
/
C3
C3
c3
c3
Cc3
c3

ED

Ca

Ce
CE
ni
L4

73

07
00
e
00-
07
07
Q7
07
07
07

ng 07

0100
G110

l

Q

&)

Q350
ORAQ
QR70
Q380
QAawa
Q400
Q410
0420
0430
Q440
0450
04460
Q470
Q480
Q490
QE00
OE10
Q520
QO3AQ
0540
Q550

0355

0L8d v

#
E S

A
b3
oL
WikM
RET2E
RETAE
RETAE
RETSE
RET&E
RBT7E

WARMOL

G OTHE OFERATIMG
AGNE ENTERS THE COMMAND K

I.Tn
JF
ng
I
ns
JF
ns
JF
s
JF
s
JF
s
JP
ng
S
ng

1.1

SR SFETRT

WaRMO1
o
WEkML
=)
RST2V
5
RST3V
5
RST4V
5
RETEV
5
RET&HV
]
RET7Y
5

(SFLLSAV) » SF

FIMITALLZE STACK POINTER

¥RET

KERET

3

&

i

LAY PORT

TMOATALDK FOINTER
CLTTON MODULE

OFR WARM START
TRANSFER
TRANGFER
TRANSFER
TRANSFER
TRANGFER

TRANSFER
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Q044 C3 8% 00 Ouh2 JE WARM2 XG0 TO COMMAND RECOGNITION

0047 G560 X

0047 QG70 %

Q047 0580 X

0047 0520 XWARM START SAVES THE USERS REGISTERS AND
0047 04600 XENTERS THE COMMAND RECOGNITION MODE WITH
0047 0610 XFS DISFLAYED ON THE DATA AND ADDRESS DLISPLAYS
Q047 0620 X

0047 32 E3 07 04320 WARM1 LI (ASAVY s A XSEVE USERS A
Q04a ElL 0640 FOF ML XGET USERS PO FROM STaACK
O04R 22 I 07 Q4650 1.I (PCLLSAV) s HL XSAVE UBERS FC IN 8AVE AREA
Q04E F3 046560 FUSH AF

004F E1 04670 FOF HL XGET USERS FLAGH
0050 22 E7 07 0680 L1 (ESAV) »HL X¥SAVE USERS FILLAGS
Q033 I 22 17 07 0490 1.1 (IXLSAV) » IX XE5AVE USERS IX
Q057 FIr 22 19 07 Q700 1.0 (IYLEAV) » IY XEAVE USERS 1Y
QOGR EDN 73 IR Q07 0710 1.1 (BRLSAV) » GF ¥BAVE USERS SF
O05F EDI G7 0720 1T AsT XEAVE USERS T
0061 32 IIF 07 0730 LI (ISAV) 4

0064 EDI GF 0740 1.1 AR X¥SAVE UBERS R
0066 32 EQ 07 0750 1.1 (REAVI » A

0069 21 E4 07 0740 1.1 HL s BEAV

D0sC 70 0770 1.0 (M) v B XSAVE USERS B
Q040 23 0780 INC  HL

006E 71 0790 1T (HI.)»C ¥5AVE USERS C
Q04F 23 0800 INC HL

0070 72 0810 I (HL.) » I XSAVE USERS I
Q071 23 0820 INC  HL

0072 73 0830 Lo (HLL) s E KGAVE LUSERS E
0073 08 0840 EX aF y AF XSAVE ALTERNATE REGISTERS
0074 F3 0850 FUSH 6F

0075 32 ER 07 0840 LI (RETAUY v HEAVE ALT A

0078 22 E? 07 0870 LT (AILSAV) P HL  RSAVE ALT HEL
Q07R E1 0880 FOF  HL

Q07C 22 EF 07 0890 Lo (HZSAY) o HL X8AVE ALT FLAGS
007F 21 EC 07 0900 LI HL. s AESAY

0082 70 0710 1.0 (HIZ) 2 B *¥EAVE ALT R

Q083 2 0920 INC  HL

0084 71 0230 1. (HLY »C *EAVE ALT ©

Q085 23 0240 INCG ML

0084 72 0950 LI (HI.)Y» I ESAVE ALT I

Q087 23 0740 ING ML

0088 73 0770 1.1 (HILL)Y P E XEAVE ALT E

0089 0T X

008 OF70 X

0089 1020 XCOMMAND RECOGNITION MODULE

0087 100 X

0089 CIv F1 Q0 1020 WarM2  Call CLDIS XCLEAR DYISFLAY
Q08BC 3E FF L.In Ay 2551 XODLSFLAY FFFF FF
O0BE D3I 05 OUT  ALDISI

Q020 D3 046
00?2 N3 07

ouT  ANDLS2
auT  DATOLS

2094 CI 03 01 CAlLL KEYIN XGET INFUT CHARACTER
Q097 06 40 1080 LI By MEM

0099 B8 1070 CP B

0094 CA F1 01 11G0 JP Zy MEMORY XJUMFP IF MEMORY REQUIEST
QO 04 1110 INC E

QO0%E E8 1120 Cr I

00%F CA 4R 02 1130 JF ZyREGIST ¥JUMP TIF REGISTER REQUEST
O0A2 04 1140 ING R

00n3 E8 1150 CF 3

Q0n4 ChA 10 03 1140 JE ZyGOREQ

Q0A7 C3 89 00 1170 NI Wk

00nA 1180 X%

00AA 1190 MEM EQU 44D AMEMORY KEY

00nA 1200 X

Q0nA 1210 %

00AA 12320 XRESTART RESTORES THE USERS REGIETERS

QOnA 1230 kaND RETURNSG CONTROL TO THE ADDRESS
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O0n/A

QOAA

A0aA

O0nd 34 EC 07

QORI 47

00ﬁ Ao D 07
EE G

(m} ;, o
aoRY
QOB A
QOED
QOB
Q0
Qo

GOCR D h h?
QOCF 21 UF 07
QonR JE
QoG 23
Q0nad 7E
QOn7 EN AF
QOIS 210 EX 07
QoD ;r
7R LR
nuf 07
ElL 07
O0F 1
O0F1
Q0F 1
QOF 1
DOF 1L
QOF1
CGOF1 3E 00
QOF3 32 F1 07
DO0F6 32 F2 07
QOFe 32 F3 07
QOFC D3 07
OOFE. IIE Oh
Q100 L3 04
Q162 ©C9
Q103
0103
0103
0103
0103
QL03
0103
0103
0103
0103 DIk OO0
OlOE Ch 7F
0107 Ca 03 01
0L0A 32 Fa O7

Q7
07

1240
1250
1240
1270
1280
1290
1EGO
L3310
1320

1EFO
1380
(RSN
1400
1410
1420
1430
1440
1450
1440
1470
1430

'Q

146460
1470
1480
146%0
170G
1710
1720
1730
1740
1750
1740
1770
1780
1790
1800
1810
1820
1830
1840
18%0
1840
1870
1880
1890
1200
1210
19211

¥GFECTIFIED IN THE FC SAVE LOCATION IN THE

AREGLSTER SAVE AREAS
¥
RESTRT L. Ay (ARSAV) FRESTORE ALT REGISTERS
(Y By
Lo fry CHESAV)
1.0 Ueid
1.1 e CAEAY)
LI Trefy
I.I e CAEEAU)
LI sy
LI Ay CAFEAV)
LI Loy i
FUSH ML
PO AF
1.0 e CofEal)
L1 Fl.y (Al S0
X
1.1 IYv’1YIHﬁ“J
L.n T¥w 5
L0
.1
L1
NG hHl.
L5 fe (ML
LT e
| Hi. 35 AY
LI Gy (LD *i TORE A
Tl ML
.0 e CHLD FRESTORE ®

NG HL

1.1 Cy (HLD KRESTORE C
MG ML
1.1 L CHLD KRESTORE I
MG HL
L.x Es CHL) £
LI SFy (BPLLSAYV) RIE SE e FUINTER
1.1 HL.r (FCLSAY) PO BTACK
FUSH HL
Lo Hi. v LSOV ESTOEE 122
RET KRETURN T JEER
X
*XK
*

DATA AND 4T TEESE DISFLAYS

*CLDTE CLEARS THE

LS L.aY

* S THE KEYERQARD BUFFER=0 4xi CLEARS THE
RREYEROARD FLAGS
%
cLors Ln fiy ZEZR0D
1.1 CKFLAGE) » ®¥CLEAR FLAGS
. (KIATALY s A XCLEAR BUFFER
L.n (ROATAZ) v A
OUT  TaToILS KCLEAR DATA FIELD DISFLAY
OuT  ADDIs1 *CLEAR ADDRESS FIELD I
OuT  ADDISE2
RET
X
¥

AREYIN WATTS FOR INFUT FROM THE KEYROARD
XUFON DETECTING DATA AT THE INFUT FORT (0)
*VIA THE STROBE BIT (7) REING SET THE DAaTA
IS INFUTy THE STRORE BIT CLEAREDy ANDO THE
XCHARACTER I8 RETURNEL TO THE USER IN A

INFUT

%
X
KEYIN IN KEYPT ¥INFUT DATA
BIT 794
P LZyREYIN KLOOF TF NO DATA
.1 (TEMF) ¢ A XSAVE CHARALCTER
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o1on nE 00 1212 KEYINL IN KEYFT

O10F CE 7F 1913 EIT 7+8

0111 €2 o 01 1914 JB O NZYKEYINL  XJUMP IF STROEE FRESENT
0114 3A F4 07 1915 LIN Ay (TEME)

0117 CR BF 1920 RES 774 XCLEAR STROKE
0119 C9 1930 RET

011A 1940 X

011A 1950 %

011A 1940 XKFLGO2 SETS THE NEXT(0) A NO LATA(2) KEYRDARD FLAGS
011A 1970 %

oL1A 1980 %

011A 21 F1 07 1990 KFLLGO2 LT HLyKFLAGS

OLLIl CR Cé 2000 SET Oy (HL) XSET NEXT FLAG
O11F CRE L6 2010 SET 2y (HL)

0121 E1 2020 FOF ML KCLEAR RETURN
0122 C9 2030 RET

0123 2040 X

0123 2050 X

0123 2060 XKFLGO SETS THE NEXT(0) KEYROARD FLAG
0123 2070 X

0123 2080 %

0123 21 F1 07 2090 KFI.GO LI HLKFLAGS

0126 CE C& 2100 SET 0O (ML) XSET NEXT FLAG
0128 El 2110 FOF ML KXCLEAR RETURN
0129 C9 2120 RET

0124 2130 X

0124 *

0124 *¥RFLGL2 SETS THE EXEC(1) AND NO DATA(R) KEYRDARD FLAG
0124 X

012A X

0124 21 F1 07 2180 KFLG12 L HL»KFLAGS

0120 CE CE 2150 SET 1w (HL)

012F CE L4 2200 SET  2s{HL)

0131 E1 2210 Fae ML KCLEAR RETURN
0132- L5 2220 RET

0133 2230 X

0133 2240 %

0133 KKFLGL SETS THE EXEC (1) KEYROARD FLAG
0133 X

0133 X

0133 21 F1 07 KFLGL LT HLsKFLAGS

01346 CE CE SET  1v (HL) KSET EXEC FLAG
0138 E1 FOF KL KCLEAR RETURN
0139- 09 RET

O13A *

013A X

01%A O K

013A 5 OKONECAR INFUTS ONE CHARACTER FOLLOWED RY A& MEXT OR EXEC
013A ) KFROM THE KEYROARID. VALIDATES ITy AND RETURNS LT TO
0134 XTHE USER IN KDATAR

0134 *

013A *

0134 CO F1 00 ONECAR CALL CLIIS ¥OLEAR DISFLAY y BUFFERy &FLAGS

Q13D co 03 01 Call. KEYIN ¥EET CHARACTER
Q140 113 07 OUT  TATRES *¥DISFLAY CHARACTER
0142 CO S0 01 Cal.l. CARCKL KCHECK CHARACTER

BEIT &:A
JP MNZ» ONECAL XJUMF IF SHIFT

o145 Cr 77
0147 £2 51 01

0144 L6 10 24 ¢ SUR 16D ¥CHARACTER=0~-F

014C F2 34 01 2470 JF Py ONECAR KJUMF IF NOT O-F

Q14F Cé& 10 2480 ALN 161

0151 32 F3 07 2450 OMECAL LI (SOATAZY vA  XEAVE CHARACTER

0154 C0 03 01 2500 Call, KEYIN KEET NEXT CHARAGTER

0157 O &6 01 2510 Chll CARCE2

QlEa C3 91 01 2520 JE OMECAL XG0 DO AGAIN NOT EXEC OR NEXT
QL50 2530 X

0151 2540 X

0180 2550 KCARCKL CHECKES FOR A NEXT OR EXEC ON AN INITIAL

QLS 9540 KCHARACTER. IF NEXT THE ROUTINE RETURNS TO CALLER VIA
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Q150 U0 ARKFLGBO2y TF EXEC THE ROUTINE RETURNS TO THE CALLER
Q1ED 2G580 KVIA KFLGL2

Q18n 2590 %

OLED 2400 %

QLED G& 20 2610 CARCKY LI BeMNEXTE XCHECK FOR NEXT
QLEF B 24620 CP K

OL&0 Oa 14 01 2630 JF ZeKFIL.GO2 HIF NEXT JUMF
Q1463 04 10 2640 LI Be EXECT ¥OHECK FOR EXEC
D165 B 2450 Cr B

O1ad 0o 24 01 246460 JE LyIKFLGL2 KIF EXEC JUMFP
Q1a% 0 RETO RET KELSE RETURN
DLék 24680 %

O1dn SAHDO W

OLéi 2700 RCAHRCKDE CHECKS FOR NEXT OR EXEC: SETS THE PROFER

2710 RKFLAG VIA KFLGO OF KFLGL AND RETURNS TO THE USER
A7E0 RIF NOT MNEXT OR EXET THE ROUTINE RETURNS TO

KTHE GRIGINATOR OF THE REQUEST

3 OX

*

CARCK2 LI By MEXTO ¥CHECK FOR MNEXT

CF B

JF ZyRFLGO X¥IF MNEXT JUMF
LI B ERECD KCHECK FOR EXEC
P R

W Lo KFILLGYL

FET

Y ROART
WETH BY A& MEXT OFR EXEC AND RETURMS THEM TO THE
N I L N T

Wk THFUTS 2 CHARACTERS FROM THE KEYEH

VOTHODAR Call CLIAT
Call, KEYIN
i L 4
0 TwlGH] SR

o

Al

1.1

i

BLE B
B e }\’__:
N e ; i1¥] S =
Q191 Ok O RI.LGC R
Q183 A9 AT AR ¥A=0LTENEW
Q184 1S 07 3031 OuT  TATHIS KDISFLAY INFUT
QL9e V7 I040 (] (HLLY v ¥oavE NEW DATA
D197 G 03 01 3050 call. KEYIN ¥GET NEXT CHARACTER
Q1ea Gt am 01 2040 Call. CARCKZ2 HOHECK FOR TERMINATION
o19n C3 0 01 2070 JF TWOCAL XOUMP IF NO TERMINATION
Q140 3080 X
0140 JFOP0 X
01480 F100 XCLDAT CLEARS THE INFUT RBUFFERsFLAGSs AND DATA DIS
Q1A0 3110 %
OL1lAag F120 %
O1LAD 3 00 3130 CLDAT LI Ay ZEERD
QlAaz 32 Fl 07 3140 (e (RFLAGSY v A *ClL.EAR FLAGS
O1aS 38 F3 467 3150 1.0 (RDATA2) ¢ A *CLEAR BUFFER
V1AB 32 F2 07 3140 1.1 (KDATALY » A
QLAR CF 3180 RET
01ac 2E 00 3181 CLADn LI iy ZERQ X¥CLEAR ATDRESS DISFLAY
QLAE D3 05 3182 QUT ALLIS1
QIR0 D3 Q4 2183 OUT  AlnIs
O1LE2 CY 3184 RET
O1B3 3190 X
O01R3 A200 X
0LE3 210 KFORCAR INFUTS FOUR CHARACTERS FROM THE KEYROARD
Q1IR3 JI220 KFOLILOWED BY A NEXT OR EXEC AND RETURNS THEM
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Q1EZ
Q1EB3
01E3
OLR3 CI AO 01
Q1R&s CIN 03 01
QLlR? GO S0 01
O1RBC s 10
OQ1lBE F2 B3 01
01C1 C4& 10
01C3 32 F4 07
QL6 3A F2 07
01C? 21 F3 07
Q100 ¥
QICE 07

QLCF 07

oLno 07

giny 67

Q102 E& FO
QLG 21 F4 07
GLIN7 8é

QIR 26 F3 07
QLner 22 F2 07
QINE 32 F3 07
QLEL D3 04
O1EZ 3a F2 O7
OQLlES 3 0L
QLES Chh 03 Ol
OIER Ch éan Ol
O1EE C3 RC 01
D1F1L

QLFL

QLFL

OLF1

OLFL

OLFL

21F1

OLFL

O1LF 1

O1F1

QL

QI1FL

QLFl EE

QLF3

a2
Oz04 0
QRO
D204
GROn
D210 2
Q213

Q214
Q217
0219
Q21E

OR22R C
Q2L
0230 C2 ¢
D233 24 F6& 07
0236 23

0237
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J230 XTO THE USER IN KDATAL

3240 kK
3250 X
3260 FORCAR Call. CLTOAT
3270 CAll. KEYIN
3280 Call. CARCKL
3290 FORCAHL SUR 14D
J200 JF FyFORCAR
3310 ann 140
3320 1.1 CTEMF) » &
3330 LI Ay (KOATAL)D
I340 (1 Hl.y KOATAZ
3350 RF
T340 RL.CA
3370 RILECA
3380 RLCH
J390 RL.CA
3400 AND 240D
3410 1.1 M.y TEMM
F420 ALl Ar (HLL)
3430 1.0 Hiy (KTATAZ)
3440 1.I CRDATAL ) s HIL.
TG0 1.1 CRIOATAZ) o A
BALG QuT ARDISR
X470 1.0 Ay (KOATAL)
‘An) OuT  AnDrIEl
Call, KEYIN
Call. CARCK2

JE FORCAL

¥ A 2 W W K

;e
vl

*ILF Tlfl T
¥ MEMOAD
FEXED
¥
L 4

[ B TR

ey Call. FOF -
) [ Ay CRFLAGR)
- BIT L@y
- 7w LAY
LI My ([\h:-llllf ‘J
.0 (MEaD
1. Ae (KD
L CiMEh
[T M.y CME
P, I A CHLD)
OaThrs

auT

Dol THOCAR

L1 iy CRFLAGER)D
BIT 20

JE NZ oy MEM2
(i HLy (MEASEL)
L0 frg CROATAZD
LI (HLL) ¢+ A
1.1 Ay (KFLAGS)
BIT 1+
JE NZ v WAaRM2
MEML2 LD HL.y (MEASEL)
INC  HL
(MEASEL) yHL

388
3890
3900 (]

AND KOATAZ

XCLEAR FIL.AGS AND BUFFER
¥GET INFUT CHARACTER
XCHECK FOR NEXT 0OR EXEC

KCHARACTER=0Q~~F

¥ JUMF IF NOT O-F

*8 hUF CH&P&CFLR
KA=Ms

XALJUST DATA FOR NEW CHARACTER

*¥MASK OFF OLD INGIT
KALD IN NEW DIGIT
XGAVE NEW LS50S
kGAVE NEW MSDS
XKEAVE NEW LSDOE
ADISFLAY LS80S

XKEET NEXT CHARACTER
FCHECK FOR NEXT OR EXEC
FJUMP IF NOT NEXT OR EXEC

68 FROM THE KEYROARD FOLLOWED

THIE SEQUENCE

VTEIMEXT o o « COATAIEXED

AYED

CTs e s o NEXT s EXEC

CLOTO THE COMMAND RECOGNITION

ACLEAR MEMORY EASE ADIRESS

REET BASE ALORESS

b RN
*EAVE

IF EXED FLAG SET
MEMORY ANURESS

TOEBET MEM RASE ADDRESS
HOET MEMORY TATA
HOTSPLAY MEMORY DAaTh

RGET MEW DATA

MO DATH
ADDRESS
TATA
OL.I

*JUMP IF
KGET MEM
HGET MNEW

EREPLACE DATA

XJUMP IF EXEC FLAG SET
KINC BASE MEM ADD



02348 7N 3901 1.1 Arl

Q22R T3 O6 J902 QuT  ADDIS2

Q230 7C 3903 L0 iy

Q23E IF 05 39204 ouT  ADDISH

G240 C3 146 02 3910 JF MEML

Q243 CH AF 3920 MEM2 BIT 1+

0245 G2 89 00 JFP30 JP NZyWARM2 XJUMF IF EXEC FLAG SET
0248 3 33 02 3240 JP MEM12

0241 JPE0 X

024K JIF4H0 X

0241 370 %

O024R 3780 %

024R 3990 XREGIST INFUTS A REGISTER FROM THE KEYBOARD FOLLOWED BY
Q24K 4000 XDATAH AS DEFINED RY THE SEQUENCE

Q4R A010 % REGCINIT REGINEXTy (HATAINEXT .+« (DATAIEXEC
Q24nR 4020 XREGISTER SEQUENCE IS IXsIYsSFrFCrIsRyHsLsA»RsCrlisEsFy
Q24K A030 KAl.yAH AN ARYATrAly AE s AF

O24R 4040 XIF ONLY DATA IS TO BE DISPLAYED

D24RB A050 X FREGCINIT REGINEXTyNEXT. . EXEC

Q241 40460 XEXEC WILL RETURN CONTROL TO THE COMMAND RECOGNITION
J24R 4070 X

024R 4080 *

024R CD 3Aa 01 4090 REGIST Call. ONECAR X¥GET INITIAL CHARACTER
O24E 3a F1 07 4100 LI Ay (KFILLAGS)

0251 CRr 57 4110 RIT 2vA

Q203 C2 82 OO0 4120 W NZyWakRM2 XJUMF IF NO DATA FLAG SET
0254 34 F3 07 4130 .o Ay (KOATAZ) XGET BASE REGISTER

0259 32 FS 07 4140 REGIO LD (TEMF2) »A

025C CR 727 4141 BIT &M ¥CHECK FOR SHIFT

Q25E C2 CC 02 4142 JE NZyREGTISA  XJUMF IF SHIFT RKEY SET
02461 4143 R &

0263 4144 S FyREGIL ¥JUMF IF EIGHT RBIT REGISTER
0246 4145 NEC A

Q267 4144 LEC A

0248 4147 ATn A XL I~2)%2

0249 4148 JF REGI2

Q240 4149 REGIL  INC @

02560 4150 NG A

0246 32 4151 REGL2 LD CREGINXY ¢ A k5AVE INDEZX

Q271 41052 .1 e CTEMH2)

0274 4153 CF 10H

Q274 4154 JE MeREGIZA

Q279 4155 LIT &4sA

Q27R 4157 | HZyREGTI2A ¥JUMF IF BIT & SET

027E 3JE 4158 1.1 e 48H

QRO 32 FH Q7 4159 Ln T

Q283 D3 07 4160 REGIZ2A CLT XGI1araY REGISTER SELECT
0285 34 F8 07 4210 [T

D288 FE 08 42300 s

GREA Fa Dé 02 4230 ot ¥ U IF 146 RIT REG
Q28RN0 210 17 Q7 4240 .1 L8 ¥GET RABE ADD

QARG AR A0 [.Tn Cyid

0291 084 00 4240 ] B ZERD

O29% 0L A2T0 Al HlL e BC

Q294 22 F& OF AR2E0 (I (MEASELY yHL.  XESAVE REG SAVE AID

Q AR .1 fw CHED ¥GET REGISTER DATA

AZG0 OUT  ADDTSE2 ¥NTEFLAY DATA
4310 1.1 fivl
A4R20 OUT  ALDISL
d 0l ARED CaLL. XGET NEW DATA
il B A3X4G 1.1 fry (RFLAGE)
A4EFEH0 BIT 2va
02 4360 JF NZyREGIL3 *JUMF IF NO DATA
07 4390 1.1 Hl.» (MEASEL)
Q7 4400 1.0 Ay (KDATALY  XGET NEW DATA
4410 LI} (HL) v ¥REFLACE OLDO DATA
Q7 4411 1.1 Asr (KFL.AGS)
4412 BRIT 1sA
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02E4
O2R7
O2EA
02EE
OZEE
02C1
0202
0204

207
0209
0200
02CE
0201
02013
02016
0209
021A
021C

Q2nn
O2E0
O2E 1
QZE3
O2E4
Q2ES
O2E7
O2EA
O2ER
QREE
Q2F1
Q2F 4
02F6
Q2F9
Q2FC
Q2FF
0300
0303
0304
0305
0308
030A
Q20N
0310
0310
0310
0310
0310
0310
0310
0310
0310
0X10
0313

Q316

0319
0310

031LE 3

0321
OF24
0327
O32H
QI20
o320
Q32N
0320
Q32N
D32
D320
0320
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c2
3R

Lé

C3
21

4F
09

22
7E
03
23

.....

.....

89

Fa

F3

F8

iA
4l
02
59
48
4R
12
&E
n7z

00

Fé

06

035
F8

? FO

E3
£l

i

03
F4
F3

F1
4F
a7
E7

00
07

07
07

QY

07

Q7

07
01
07
03
07
07

~d

O

[ ]

[ )

01
01

07

810
a7
07
07
o7
00

4413
4420
4421
4422
44323
4430
4440
4450
4440
4470
4430
4490
43500
4510
4520
4530
4540

550

4540
4570
4380
4570
4400
4610
4520
457D
4540
44350
4550
4670
4480
4710
4720
4730
4740
4750
4760
47461
47462
47463
4770
4780
ATF0
4200

4520
49730
4940
4750
4940
4570
4980
4999
5000
5010
5020
5030

JP NZyWARM2 X JUMF IF EXEC FlL.AG SET
REGIZ LI Ay CTEMP2) XINCREMENT INIEX
INC A
LI (TEMF2)yA
LI Ay (REGINX)  XINCREMENT INDEX
ING A
CF 1aH
JF MyREGIZ2 X JUMP IF INDEX JLT. 1A
REGI4 LD A TWO XSET INITIAL INDEX
JP REGIO
REGISA SU 48
NIt MyREGIST XJUMF IF IMVALIO REGISTER
Al 12H
JR REGIR2
XYSP 1.1 HL.» IX.5AV
LI Cyiy
L. B ZERQ
AN HLyEBC XHLL=REG SAVE ADDRESS
Ln (MBEASEL) s HL
LI Ay (ML) ¥OISFLAY REGISTER LATA
ouT  AlmLs2
INC  HL
1. Ay (HLLD
OuUT ADDIS1
.o Ar (REGINXD
INC A
1.1 (REGIMX)»A
Cal.l. FORCAR XGET NEW DATH
1.1 Ay (KFLAGS)
BIT 2A3
JF NIsREGIS XJUMFP IF NO DATA
Lo XREFLACE OLD DATA
LD
LI
i Xt Ar CRLATAL)
NC O ML
1.In (HLZ) o4
1.1 Ay (KFL.AGS)
REGIS RIT 1A
JF NZ s WATMR ¥ JUMF IF EXEC FLAG SET
JE REGL3
X
X
X
%
XG0 RESETS THE USERS RESTART ADDRESS IN THE

AREGISTER SAVE AREA aNU EXITS TO THE RESTART

AMOOULE

) X

X
CUREQ  Call CclLann
CAalL FORCAR XGET RESTART ADORESS
(W Ay (KFLLAGS)
BIT 290
JE NZy WARM2 *IF NQ DATA EXIT
1.1 Ay (KOATAZ)  XEAVE NEW ARDRESS
.11 (FCLSAV I oA
L0 Ay (RIATALD
[y (FOHSAY ) v A
JP RESTRT
X
X
X

XUATET IS A UART LOOF CHECK ROUTINE
KIT UTTLEZES A LOOF WITH THE QUTFUT
KFORT FATCHED TO THE INFUT FORT

KIF AN ERROR I8 DETECTED THE ERROR IS
AOISFLYED ON THE ADIRESS DISFLAY AND




Q320
Q32N
Q32N
Q32N
0320
Q3ZF
0331
Q333
Q3364
Q337
Q339
QI3E
Q32N
Q33F
0342
0344
N347
0349
O34R
0340
Q34F

035A
Q3I&E0
Q30K
D309F
035

03GF
O3GF
035F
Q3GF
035F
035F
035F
03462
0345
0366
Q368
036A
Q360
036F
0372
0374
0375
03764
0379
Q37k
Q37E
0381
0382
03873
0388
Q38E
038C
0380
Q38E
03?1
0394
0396
0398
Q039K
039C

03%E
03%E

00
03
47
53

05
02
03
4F
Ak
1

o3

6&

i 02
307

OF
79

F9
FI

03
4F
&b
ic
YR
02

?1
01
FE

Y FE

2 Fa

b
F4

66
eC
Q2
01
7B

Oh

03

Q3

03

03

o7
07

03

Q3

07
Q7

07

03
07

03
03

03

w040
HOHO
5040
S5070
G080
G090
G100
G110
5120
5130
G140
G150
G180
G170
5180
5190
G240
G250
5260
G270
H2890
20
300
U310
G320
G330
B340
H35H0
B260
G370
H380
8320
5400
U410
3420
U430
5440
5450
54460
5470
5480
5490
5500
5010

=
il

5570
5580
G570
5400
5310
5420
5630
5631
5632
5640
5641
5642
5650
5660
5670
5680
5690
5700
5710
5720
5730

G740
G730

XTHE CHARACTER TS DNISFLAYED ON THE DATA DISFLAY

KTHE QUTFUT

*
UATST LI
IN
BIT
P
1.1
OuT
ouT
UATSETL IN
BIT
WJE
AN
JE
IN
ouT
CF
JF
NG
\-IFk
our
IN
ouT
HALLT
1.1
ouT
HALT

UATSETO

UnER1L

UAER2

X
X

CHARABOTE

By ZERD
UARTST
Qv
ZrUAERL
Al
ANDITS1
UARTIO
UARTST
leiy
ZyUATETL
TUH
NZryUAERL
UARTIOD
IATIHIS
]

NZr LIAERD
B

LIATESTO
ANDISEZ
UARTIO
TATRIS

Ay OFH

(ANTNLISRY v A

XTTYINFUT TRIVER
KINFUTS DATA INTO THE SFECIFIED BUFFER
XINFUT IS TERMINATED WHEN & CARRIAGE RETURN

XIS DETECDED

OR THE

NUMBER

I8 DISFLAYED ON THE MSD
X¥0F THE ALDRESS DISFLAY

X
XGET STATUS

XJUMF IF XMIT BUFFER NOT EMPTY
XGET OUTFUT CHARACTER

XJUMFP IF NO UATA AVAILLABLE
XJUMF IF FARITY ERROR
¥SET INFUT CHARACTER

¥ JUMF TF INFUT NE.QUTFUT

KOTEFLAY UART STATUS
GET INFUT DATA

OF SFECIFIED CHARACTERS

XHAVE BEEN INFUTED FROM THE TRANSMITDING DEVICE

X
TTYINF LD
LTI
LI
TTYIN1 IN
RIT
JF
AND
JP
IN
I.In
CF
JE
LI
(]
I.In
LT
LI
Call.
[
LI
LEC
RET
\J F.
LT
L.
[
JFP
RET
IR

TTYIN3

TTYINZ

TTYERR
LLF

X
XTTY OQUTFUT

Hi_s (TTYTEF)

Ar (TTYI1C)
Bty
UARTST
v
ZyTTYINL
1CH

NZs TTYERR
UARTIO
(HL) v
ArOIIH
ZyTTYINZ
Ay ONE

(TTYOEF) v HL

(TTYOC) vA
AvR
(TEMF) r A
TTYOUT
Ar (TEMP)
EyA

R

Z

TTYIN1
Hl.» LF

Ay TWO
EyONE
TTYIN3

OlH» OAH

ORIVER

¥GET BUFFER ADDRESC
XGET NYMEER OF CHARACTERS

¥GET UART STATUS
XJUMF IF NO DATA
¥JUMF IF FARITY ERROR
XGET INFUT CHARACTER
XSAFE CHARACTER IN USERS BUF
¥ JUMF IF CARRIAGE RETURN

XSET OUTFUT CHARACTER COUNT
XSET OQUTFUT BUFFE ADDRESS

XG0 OUTFUT CHARACTER

XRETURN IF ALL CHARACTERS IN
XGET LINE FEED ADDRESS

XRETURN WITH ERROR CODE IN A
XLINE FEED/CARRIAGE RETURN
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QO39E 5760 XTTYOUT OQUTFUTS DATA FROM THE SFECIFIET

Q3%E 5770 XUSERS BUFFER TO THE UART. THE NUMBER OF
037E 5780 XUSER SFECIFIED CHARACTES ARE OUTFUT
Q39E 5790 KAND CONTROL RETURNED TO THE USER
Q3%9E 5800 X
039E 24 FRB 07 5810 TTYOUT LI HLy CTTYOEF)  XGET BUFFER AUORESS
Q03Aa1 34 FE O7 5820 I Ay (TTYDC) XGET NUMBER OF CHARACTERS
Q03n4 47 5830 LIt ErA
03A5 O0E 00 5840 TTYQUL LI CsZERD
0347 11 00 00 G850 1.1 N e ZERO
03nA TR 03 5860 TTYOL IN UARTST XGET STATUS
O3AC Cr 47 5870 BIT OsA
03AE CA KC 03 5880 JFP Z»TTYOUR fJUMP TF BUFFER NOT EMPTY
O30l 7E ug90 1.In Ay (ML) XGET CHARACTER
Q3R2 T3 02 G900 OuT  UARTILO XOUTFUT CHARACTER
O3B4 05 G910 nEC R
03RS 3E Q0 G220 1.1 Ar ZERQ
Q3IR7 CB L2930 RET Z XRETURN IF RBUFFER EMFTY
Q3EB 23 He31 ING  HL
Q3R? C3 AT 03 Ue40 JE TTYOUL
O3EC 13 H59E0 TTYOU2 INC DE XTRY AGAIN DELAY
Q3RO 7R 5560 1.1 oyl
O3BE FE 00 Y] cF ZERD
OICH 02 BC O3 ARy JE NZe TTYOUR2
DICT 7A TR LI fis 1
034 FE 00 cr ZERD
03C6 C2 EC O3 JE NZ»TTYOUZ
Q302 0C NG C
O3CAH FE 05 e FIVE
Q30C C2 an O3 JF NZs TTYDL ¥JUMF IF LT85 TRYS
Q3ICF 3E 01 ke 1.1 Ay ONE KELSE RETURN WITH As]
Q3nL Cv &EQ&0 RET
Q32 4070 X
0704 &HOEO 8T 704H
Q704 &O90 X
074 4100 XFAGE 2 CONSTANSy JUMF AREASsAND REGIGTER
Q704 G110 AEAVE AREAS
Q7C4 46120 X
0704 &130 SPSTRT DR 0 RETAHCK AREA
Q0
O7CS 4140 %
07C5E 4150 % USER RESTART AREA
Q7049 461460 X
0705 4170 RST2V 1S 3 ERANCH AREA FOR RST 2
Q7C8 6180 RSTIV D8 3 ¢ BRANCH ARES FOR RST 3
Q7CH 6190 RST4V 1§ 3 COBRANCH AREA FOR RST 4
O7CE 4200 RSTSEV 18 3 BRANCH ARES FOR RST 5
Q701 4210 RSTEV S 3 ERANCH AREA FOR RST 6
Q7014 4220 RSTZV IS 3 DROBRANCH AREA FOR RST 7
Q707 30 %
0707 KREGISTER SAVE AREA
Q707 X
07Nz IXLSAV DR 0
Q0
o708 4270 IXHSAV IR Q
00
o7ne 6280 IYLLSAV IR 0
00
070A 62720 IYHSAV DB 0
00
O70R 4300 SRLSAV DR 4]
00
o7nc 4310 SFHSAV DR 0
00
o7on 6320 FCLSAV DE 0
00
O71E 6330 FCHSAV DR 0
00
O70F 6340 18AV R Q
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00

07EQ 6330 RSAV ng 0
00
07E1 6360 1.8AV DR 0
00
Q7E2 4370 HSAV O 0
00
07E3 4380 ASAV Ie 0
00
O7E4 6370 RSAV g 0
Q0
O7ES 46400 CsAV g 0
00
OVES 46410 LSAY e 9]
00
O7E7 6420 ESAV DR 0
00
07ES 4430 FSAV ne 0
00
O7E? 4440 ALSAY DR 0
00
G7EN G450 AHSAY IR (0]
00
O7ER 64460 AASAY IR Q
00
O7EC 4470 ARSBAV IR 0
00
O7ED 4480 ACSAY DR 0
00
OVEE 6490 AlSAY DR 0
oo
C7EF AUO0 AEEAV DR 0
00
O7FO &G0 AFEAY TR Q
Q0
07F1 46520 X
07F1 4330 XDATA STORAGE AREA
07F1 4540 X
07F1 6390 KFIL.AGS IR 0 ¥RKEYROARD FLAGS
00
07F2 65460 KIATAL IR Q XKEYBOARD INFUT BUFFER
Q0
07F3 4570 KDATAR DR 0
00
O7F4 4580 TEMF R O
Q0
O7F5 4581 TEMF2 IR 0
GO
07164 4GP0 MEASEL DR 0 RKBASE MPMIRY ANDRESS
00
Q7F7 4400 MBASER2 DR 0
00
Q7F8 4610 REGINX UR 0 KREGISTER INDEX
00
07F9 6620 TTYIERF DS 2 XTTY TINFUT BUFFER ANDRESS
O7FR 4630 TTYORF IS 2 XTTYOUTFUT RBUFFER AUDRESS
O7FD 6640 TTYIC DR 0 XTTY INFUT CHARACTER COUNT
00
O7FE 6650 TTYODC LR 0 XTTY QUTFUT CHARACTER COUNT
00
O7FF L6460 X
07FF 44670 ENI

FILE 3000 7323
READY

APPENDIX D 305



Appendix E - Z80 CPU Technical Specifications

Due to wide availability on the Internet, the Z80 CPU Technical Specifications were not

scanned and included with the rest of this document.

780 CPU data sheets, technical documentation, and user manuals can be found on

Gaby Chaudry's Z80 site at http://www.z80.info/ , or via a web search.



GLOSSARY

Accumulator A temporary register where results of calculations may be stored by the
central processor. One or more accumulators may be part of the arithmetic-logical
unit,

Acoustical coupler A device that permits a terminal to be connected to the computer
via a telephone line. It connects to the telephone handset.

Address An identifying number or label for locations in the memory.

Algorithm A step-by-step solution to a problem in a finite number of steps. A specific
procedure for accomplishing a desired result.

ASCIl American Standard Code for Information Interchange. Widely used 7-bit
standard code. Also known as USASCII; IBM uses EBCDIC, which has 8 bits.

Assembler A program that converts symbolic instructions into machine macro-
instructions.

Backplane A board equipped with plugs interconnected by buses into which the
modules that make up a computer may be inserted. Also known as a motherboard.

BASIC Beginner's All-purpose Symbolic Instruction Code. Algebraic language devel-
cped at Dartmouth College. The language is easy to learn and use.

Binary A numbering system based on multiples of two using the digits 0 and 1.

Bit Abbreviation cf binary digit. A single element in a binary number—eitheraO ora
1. Bits are represented in a microcomputer by the status of electronic switches that can
be either on or off. Four bits equal a nibble; eight bits equal a byte.

Byte A group of adjacent bits, usually eight bits, which is operated upon as a unit by
the central processor.

CMOS Complementary Metal-Oxide Semiconductor. Technology that combines the
component density of p-channel MOS (PMOS) and the speed of n-channel MOS
(NMOS). Power consumption is very low.

Clock A device that generates regular pulses that synchronize events throughout a
microcomputer,

Central processor The central processor controls the operation of a microcomputer.
The central processor can fetch and store data and instructions from memory.

CRT Cathode-Ray Tube. An electronic vacuum tube that can be used for graphic dis-
play. Also refers to a terminal incorporating a CRT.

Compiler A program that translates high-level programming language into machine
language. May produce numerous macro-instructions for each high-level instruction,
unlike an assembler which translates item for item. When using a compiler, one cannot
change a program without recompilation.

Development system A microcomputer system having all the related equipment
necessary for hardware and software development.

Digital Pertaining to discrete integral numbers in a given base which may express all
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the variables occurring in a problem. Represented electronically by 2 (binary) to 16
(hexadecimal) states at the present time. Contrasts with analog, which refers to a con-
tinuous range of voltage or current quantities.

Double density Method of doubling bit density on magnetic storage mediums.

Dynamic memory Storage of data on dynamic chips in which storage of a small
charge indicates a bit. Because the charge leaks over time, dynamic memory must be
periodically refreshed.

EBCDIC IBM's 8-bit code, similar to ASCII.

Editor A program that rearranges text. Permits the addition or deletion of symbols
and changes of format.

EIA-RS-232C Interface standard for data transmitted sequentially that is not syn-
chronous with the central processor.

EPROM Erasable-Progammable Read-Only Memory. A PROM that can be erased
and reprogrammed. Some EPROMs have a quartz window over the chip; data can be
erased by exposure to intense ultraviolet light; other EPROMs may be erased electrical-

ly.
File A set of related records treated as a unit.

Flag A bit attached to a word for identification or for the purpose of signaling some
condition. Typical microprocessors include carry, zero, sign, overflow and half-carry
status flags.

Floating-point package A set of software routines that allows some microcomputers
to perform floating-point arithmetic without the addition of extra hardware.

FSK Frequency Shift Keyirg. Technique of transforming bits into two different fre-
quencies representing 0 and 1 for transmission over telephone or radio lines. The inter-
face device is called a modem.

Ground Electrical reference point of a circuit.
Hard-copy Printed output on paper.

Hardware The physical components, peripherals, or other equipment that make up a
computer system. Contrast with software.

Hexadecimal A numbering system based on multiples of 16 using the character 0 thru
9 and A thru F. For example, 0B hexadecimal equals 0000 1011 binary. One byte may
be encoded in exactly 2 hexadecimal symbols.

High-level language A programming language that is relatively independent of as-
sembler or machine language. The grammar often resembles English and requires a
compiler or interpreter to convert to executable code. Examples: BASIC, FORTRAN,
COBOL, ALGOL, PL/M, APL.

Instruction A step in a program that defines an operation together with the
address(es) of any data needed for the operation.

Interface A common boundary between two systems or devices. The hardware or
software necessary to interconnect two parts of a system.

Interrupt A break in the execution of a program usually caused by a signal from an



external device.

Kansas City standard Refers to a standard for cassette tape recordings of
EIA-RS-232C data. Eight cycles of 2400 Hz equals 1, and 4 cycles of 1200 Hz equals 0.

Least significant bit The binary digit occupying the right-most position in a number
or word, ie: 2° or 1.

LIFO Last-In, First-Out. Method of accessing the most recent entry, then the next
most recent, and so on.

Light pen Photosensitive device that can be used to change the display on a CRT by
generating a pulse at the point of contact,

Machine language Sets of binary integers that may be directly executed as instruc-
tions by the microcomputers without prior interpretation,

Mass storage Floppy disks, cassettes or tapes used to store large amounts of data.
Less accessible, but larger than main storage.

Memory Storage device for binary information.

Microcomputer A small computer system capable of performing a basic repertoire of
instructions. Includes a central processor, often contained on a single chip, memory,
[/O devices, and power supply.

Microprocessor A central processor on a chip. A complete processor on a single chip,
manufactured using microminiature manufacturing techniques, known as LSI (large
scale integration).

Modem MOdulator—DEModulator. Device that transforms binary data into fre-
quencies suitable for transmission over telephone lines and back again.

Monitor A program that controls the operation of basic routines to optimize comput-
er time.

Most significant bit The binary digit occupying the left-most position in a number or
word, usually 2 or 128.

Octal A numbering system based on multiples of eight using digits 0 thru 7. Now
largely superseded by the hexadecimal system.

Operating system Software that operates the hardware resources of a microcomput-
er. The operating system may do scheduling, debugging, 1/O control, accounting,
compilation, storage assignment, and data management.

Parity An extra bit that indicates whether a computer word has an odd or even num-
ber of 1s. Used to detect errors.

Peripheral Any piece of equipment, usually an I/O device, attached to the central
processor.

Programmable memory Storage in which access to new information is independent
of the address previously examined.

Read-only memory (ROM) Storage that cannot be altered. The information is writ-
ten at the time of manufacture.

Register A memory device directly accessible by the central processor used for the
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temporary storage of a computer word during arithmetic, logical, or input/output op-
erations.

S-100 A 100-pin bus used in the popular 8080/Z80 system.

Software Programs that translate high-level languages into machine language, such
as compilers, operating systems, assemblers, generators, library routines, and editors.

Stack A technique of presenting programs sequentially. A stack is a LIFO structure
controlled by PUSH and POP instructions.

Tiny BASIC The BASIC programming language reduced to a simple form that per-
mits integer arithmetic and some string operations. Tiny BASIC usually occupies 4 K
or less bytes of memory.

Three-state Capable of existing in three logical states—0 (low), 1 (high), or undefined
(high-impedance), ie: floating.

UART Universal Asynchronous Receiver Transmitter. A transmitter that converts
serial to parallel and vice versa.

Word A set of bits that occupies one storage location and is treated as a unit. May
have any number of bits, but usually 4, 8, or 16.

Word processor A text editor that allows the user to modify text: formats, books, let-
ters, and reports.



Accumulators, 27, 33

ADC, 51, 63

ADD, 49, 63

Addressing, 29, 32-33, 98, 105
capability, 32
high-order, 32
low-order, 32

AND, 34, 54

Arithmetic and Logic Unit (ALU), 21-22, 29

ASCII, 129, 131, 134, 138, 220
BASIC, 131, 183

Binary-coded decimal (BCD), 31, 61, 184

BIT, 75
Bits:
flag, 33
least significant (LSB), 184
manipulation, 32, 75
most significant (MSB), 184
start and stop, 139
Branching:
conditional, 80
unconditional, 79
Buffering, 98
address bus, 99
data bus, 100

data, 22, 29, 85, 100, 116
bi-directional, 22, 100, 105
drivers, 23, 99-100
testing, 105
power, 98
structures, 22
voltage, 19
Bytes, 32
CALL, 82, 152
Capacitance, 14
Capacitors, 2, 5-6, 97
bypass, 14
charging time, 5
filter, 2, 4, 14
ripple factor of, 4
input, 14
sizing, 5
time constants of, 6
Carry, 28
flag, 51, 80
Cassettes, 121, 129, 145
interface, 113, 145, 148-149
Kansas City Standard, 146
software, 148
CCF, 60

Central processors (see also Microprocessors), 21-22, 27

architecture, 27
control, 29, 32
registers, 27-29
status, 33
synchronizing, 97
testing, 127
timing, 92

INDEX

Characters, 213
format, 214
Chip select, 116
Circuits;
complexity, 21, 23
integrated, 10, 22
layouts, 14
protective, 10
reset, 97
Clocks, 91, 209
periods, 91
real-time, 208
single-stepping, 92, 105
testing, 105
COM 8046, 220
COM 2017, 220
Communication, 138
asynchronous, 139, 142
parallel and serial, 138
software, 148
signal levels, 142
standard, 144
Cooling, 17
Control section, 22
Controllers, intelligent, 183
Converters:
analog-to-digital, 184, 189
analog to pulse width, 189
binary-ramp counter, 191
successive approximation, 194
3vs-digit AC DC, 199
software. 203
digital-to-analog. 184
calibration, 183
multiplying, 186
R-2R, 184
weighted-resistor, 184
Cost, 23
CP, 57
CPD, 48
CPDR, 48
CPl, 47
CPIR, 47
CPL, 60
CRT 8002, 213
CRT 5027, 213
Currents:
continuous, 6
regulator, 5
surge, 6
DAA, 61
Data, 22, 33, 112, 116
acquisition, 198, 208
ASCII, 138
communication, 138
formats, 32
high- and low-order, 33
rates, 142, 148, 220
DEC, 59, 65
Decoding:
hexadecimal, 135
1/0, 91, 105-106, 108
memory, 91, 105-106, 110
testing, 111
Demultiplexers, 108, 206
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DI, 62
Diodes, 3, 5-6, 97
bridges, 5-6, 16
silicon, 3
zener, 8, 10
Direct memory access (DMA), 99, 129
Displays:
cathode-ray tube (CRT), 129, 138, 213
hexadecimal, 134
light-emitting diode (LED), 93, 121, 129, 134, 153
octal, 134
video, 121, 183, 213
visual, 129, 134
DJNZ, 82
Drivers:
bus, 93
display, 93
LED, 93
El, 62
8080A, 24, 31, 91
8212, 100
EX, 44
EXX, 44
Fanout, 98
Farads, 5
Flags, 33
carry (C), 51, 80
conditicn, 33-34
status, 33
zero (Z1. 73, 80
Flip-flops. 92, 132
Frequency shift keying (FSK), 146
Full-wave oridges (see also Rectiriers), 3, 5
Fuses, 17
Grounds. 15
buses, 23
commen, 14
references, 11
single-point. 15
HALT, 30, ¢2
Heat sinks, 26
HP7340, 133
IM, 62
IN, 85, 122
INC, 58, 64
IND, 87
INDR, 87
Inductance, 14
INI, 86
INIR, 86
Input, 21, 83, 122
filters, 2-3
Input/output, 121, 129
decoding, 91, 1C3
testing, 111
instructions, 32, 83
ports, 98, 105, 108
read, 106
registers, 91
request, 30, 106
testing, 122, 127
write, 106
Instructions, 21
arithmetic and logical, 31
8-bit, 49
general purpose, 60
16-bit, 63
bit manipulation, 32, 75
block transfer and search, 31, 44
call and return, 32, 82, 152
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CPU control, 32, 60
cycle, 91

exchange, 28, 31, 44
execution, 92

fetch cycle, 29, 91-92
formats, 32

input and output, 32, 85, 88, 122

jump, 32, 78
load, 31
8-bit, 34
16-bit, 39
pop, 43
push, 42
restart, 152
rotate and shift, 31, 66
sets, 33
single-stepping, 92
testing, 105
types, 31
Interfaces:
cassette, 145
tuning, 149
clock, 209
RS-232C, 213
serial, 129, 138, 142
3va-digit AC/DC, 199
testing, 205
Interrupts, 30, 62, 84
non-maskable, 30, 84
page address, 29
IP, 78
IR, 79
Kansas City Standard, 146
Keyboards, 113, 121, 129
ASCII, 129, 134
bounce, 132
encoders, 131-132, 220
hexadecimal, 133
input software, 163
KR2376, 220
LD, 34
LDD, 46
LDDR, 46
LDl 45
LDIR, 46

Light-emitting diodes (LED), 93, 121

drivers, 93
Loads, 7, 99
TTL, 93
Logic analyzers, 91, 93, 99

Low-power Schottky TTL (LSTTL), 98

Machine cycles, 29, 91
Memory, 21, 32, 91, 112
addresses, 32, 97, 110
banks, 110, 117
contents, 34
decoding, 91, 105, 110
testing, 111

direct memory access (DMA), 99
display and replace, 151, 153

dynamic, 116

erasable-programmable read-only (EPROM), 112, 115, 152

erasers, 177
programmers, 173
automatic, 174
manual, 173
locations, 28
map, 117
page, 213
programmable, 27, 110



random-access (RAM), 116
read, 30, 91, 106
cycles, 117
read-only (ROM), 110, 112, 173
character-generator, 213
diode-matrix, 113
programmable (PROM), 112
read/write (RWM), 112, 116
refresh, 29-30, 116
request, 30, 116
slow, 92
static, 116
storage, 112, 121, 145
testing, 127
write, 30, 91, 106
cycles, 117
Microcomputers, 21
construction, vii, 27, 91
definition of, 21
design of, 21, 27
single-board, 183
system, 22
Microprocessors (see also Central processors), 21
architecture, 21, 27
common, 24
definition of, 22
Z80, 24, 27
Monitors (see also Software!, 113, 118, 134, 151, 173
cold start, 151
command recognition, 161
execute, 151, 153. 171
keyboard input. 13
memory displav and replace, 151, 153, 168
register dispiav and rep.ace, 151, 154, 169
restart, 1c2
serial input output. 151, 156-157, 159
UART cizgnostic, 136
warm start, 131-152, 160
Multiplexers, 22, 117
NEG, 60
No operation (NOP), 30, 32, 61-62
Nyquist criterion, 197
Operands, 35
Operating systems, 151
Operation code, 29
OR, 34, 55
Oscilloscopes, 91, 93
OTDR, 90
OTIR, 89
OUT, 88, 122
OUTD, 89
OUTI, 88
Output, 22, 88, 122
Overflow, 28
Overvoltage protectors, 17
Parity, 28
Pascal, 183
Peak inverse voltages (PIV), 4
Peripherals, 121, 129, 151
synchronizing, 130
POP, 43
Ports, 33, 85, 28, 105, 108
hexadecimal output, 136
octal, 136
parallel and serial, 129, 183
Power dissipation, 4, 15
Power supplies, 1, 15
DC, 1
Printed-circuit boards, 21
Programs:

debugging, 153
development, 153
PUSH, 42
Rectifiers (see also Full-wave bridges), 6, 14
bridge, 2, 5, 16
full-wave, 3, 5
silicon-controlled (SCR), 18-19
Refresh, 29-30, 116
Registers, 27-28
accumulator (A), 27-28, 33
contents, 34
display and replace, 151, 154
8-bit (B, C, D, E, H, L), 27, 112
flag (F), 27-28, 33
general purpose, 28
index (IX, 1Y), 29
instruction, 29
interrupt page address (I), 29
main and alternate, 28-29
memory refresh (R}, 29
pairs, 28, 33, 39
program counter (PC), 28, 32, 78, 82, 152
sets, 27-28
16-bit (BC, DE, HL), 27
special purpose, 28
stack pointers (SP), 28, 42, 152
Regulators, voltage (see Voltages, regulators)
Requests, 106
input/output, 106
memory, 106
read, 106
write, 106
RES, 78
Resets, 62, 97, 152
automatic, 97
manual, 97
testing, 105, 127
Resistance, 4, 6, 15
series, 6, 8
thermal, 16
Resistors, 19, 185
ladder, 185
variable, 8
Resolution, 184, 187, 198
RET, 83
RETI, 84
RETN, 84
Ripple factor, 4
RL, 68
RLA, 66
RLC, 67
RLCA, 66
RLD, 74
RR, 70
RRA, 66
RRC, 69
RRCA, 66
RRD, 75
RS-232C, 144, 213
RST, 84, 152
Sample rates, 194, 197
SBC, 53, 64
SCF, 60
SET, 76
78H05, 10, 16
7812, 12
7912, 12
Short-circuits, 18
Sign, 28
Sine waves, 3
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6800, 24 busing and control logic, 91

6502, 24 pinout, 29
SLA, 71 Z80 Applications Processor (ZAP), vii, 1, 91
Software (see also Monitors), 24 testing, 123, 127
monitor, 151 Zero, 28
single-stepping, 92 flag, 75, 80
RA, 72
SRL, 73
Stacks, 28, 32, 42, 82, 152
Strobes:

data-ready, 130
duration, 132
key-pressed, 139
SUB, 52
Subroutines, 28, 82, 118
Surge currents, 6
Terminals, 213
Testing:
dynamic, 127
static, 123
Thermal considerations, 15
Timers, 130
Transformers. 1, 6
primary input to, 3
secondary output from, 3-4
Transistor-transistor logic (TTL), 93, 98, 217
levels, 142
loads, 93
low-povwer Schottky (LSTTL!, ¢8, 217
outputs, 138, 146
Transisters. 8, 17
FANIOS. 115, 173
series-rzss, 10
wide-zanc, 14
2114, 117
2102A, 117
2708, 113, 173
2716, 113, 173
Universal svnchrenous receiver/transmitter (UART), 139, 220
diagnostic, 133
output, 129
pinout, 139
Voltages:
alternating current, 1
compara:ors, ;-3
control elemern: 7
direct current 2C:, 1
drops, 3, 6. 11, 14
input and ocutput, 7, 14
loads, 5
peak, 4, 15
peak inverse PIV}), 6
reference, 7, 10
regulators, 1, 3-4, 7, 10, 16
choosing, 10
overloads, 10
series, 8
three-terminal, ¢-10
ripple, 4-5, 14
root mean square (RMS), 3, 6
sine waves, 2
transients, 6
translators, 7-8
VAC, 1, 3
waveforms, 3-4
Voltmeters, 93, 184, 199
Waits, 30, 92
XOR, 56
280, 24, 27
bus structure, 25
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15.95

Build Your Own Z80 Computer:
Design Guidelines and Application Notes

““There is a major need for a book such as this. The information is not readily
available elsewhere. Or anywhere. There are dozens (hundreds?) of microprocessor
books, but nearly all deal with software and treat hardware as abstractions or block
diagrams. Ciarcia's book is literally filled with very useful and practical ‘*hands-on’’
hardware advice, tips and techniques....The book will do for the reader what no
other microprocessor book or manufacturer’s literature | know of does: It will
enable a person to actually buy individual parts and assemble them into a working
microcomputer—with peripherals and options! That's very important. Too bad we
couldn’t have had such a book years ago."’

—Forrest Mims, Il
Contributing Editor of POPULAR ELECTRONICS

"“To my knowledge the material covered in this book is not available elsewhere.
There is sufficient detail to enable an individual with previous experience to assemble
a working Z80-based microcomputer from the component level. The design trade-
offs, the circuits, the software, and the test circuits and procedures are discussed at
a level sufficient for the book to have educational value even if one did not actually
construct a Z80-based system."’

—Joseph Nichols
Digital Analysis Corporation

About the Author
Steve is a computer consultant, electrical engineer, author of BYTE magazine's most popular column,
“Ciarcia's Circuit Cellar,”" and a "‘national technological treasure."'

ISBN 0-07-010962-1
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